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Introduction
Whether	you're	new	to	programming	or	a	professional	code	monkey	looking	to	dive	into
a	new	language,	this	course	will	teach	you	all	of	the	practical	Python	that	you	need	to
get	started	on	projects	on	your	own.

Real	Python	emphasizes	real-world	programming	techniques,	which	are	illustrated
through	interesting,	useful	examples.	No	matter	what	your	ultimate	goals	may	be,	if	you
work	with	a	computer	at	all,	you	will	soon	be	finding	endless	ways	to	improve	your	life	by
automating	tasks	and	solving	problems	through	Python	programs	that	you	create.

Python	is	open-source	freeware,	meaning	you	can	download	it	for	free	and	use	it	for	any
purpose.	It	also	has	a	great	support	community	that	has	built	a	number	of	additional	free
tools.	Need	to	work	with	PDF	documents	in	Python?	There's	a	free	package	for	that.
Want	to	collect	data	from	webpages?	No	need	to	start	from	scratch!

Python	was	built	to	be	easier	to	use	than	other	programming	languages.	It's	usually
much	easier	to	read	Python	code	and	MUCH	faster	to	write	code	in	Python	than	in	other
languages.

For	instance,	here's	some	simple	code	written	in	C,	another	commonly	used
programming	language:

#include	<stdio.h>

int	main(void)

{

		printf	("Hello,	world\n");

}

All	the	program	does	is	print	"Hello,	world"	on	the	screen.	That	was	a	lot	of	work	to	print
one	phrase!	Here's	the	same	code	in	Python:
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print("Hello,	world")

Simple,	right?	Easy,	faster,	more	readable.

At	the	same	time,	Python	has	all	the	functionality	of	other	languages	and	more.	You
might	be	surprised	how	many	professional	products	are	built	on	Python	code:	Gmail,
Google	Maps,	YouTube,	reddit,	Spotify,	turntable.fm,	Yahoo!	Groups,	and	the	list	goes
on…	And	if	it's	powerful	enough	for	both	NASA	and	the	NSA,	it's	good	enough	for	us.

Why	this	course?
There	are	tons	of	books	and	tutorials	out	there	for	learning	Python	already.	However,
most	of	the	resources	out	generally	have	two	main	problems:

They	aren't	practical.
They	aren't	interesting.

Most	books	are	so	preoccupied	with	covering	every	last	possible	variation	of	every
command	that	it's	easy	to	get	lost	in	the	details.	In	the	end,	most	of	them	end	up	looking
more	like	the	Python	documentation	pages.	This	is	great	as	reference	material,	but	it's	a
horrible	way	to	learn	a	programming	language.	Not	only	do	you	spend	most	of	your	time
learning	things	you'll	never	use,	but	it	isn't	any	fun!

This	course	is	built	on	the	80/20	principle.	We	will	cover	the	commands	and	techniques
used	in	the	vast	majority	of	cases	and	focus	on	how	to	program	real-world	solutions	to
problems	that	ordinary	people	actually	want	to	solve.

This	way,	I	guarantee	that	you	will:

Learn	useful	techniques	much	faster
Spend	less	time	struggling	with	unimportant	complications
Find	more	practical	uses	for	Python	in	your	own	life
Have	more	fun	in	the	process!

If	you	want	to	become	a	serious,	professional	Python	programmer,	this	course	won't	be
enough	by	itself	-	but	it	will	still	be	the	best	starting	point.	Once	you've	mastered	the
material	in	this	course,	you	will	have	gained	a	strong	enough	foundation	that	venturing
out	into	more	advanced	territory	on	your	own	will	be	a	breeze.

So	dive	in!	Learn	to	program	in	a	widely	used,	free	language	that	can	do	more	than	you
ever	thought	was	possible.
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How	to	use	this	course
The	first	half	of	this	course	is	a	quick	yet	thorough	overview	of	all	the	Python
fundamentals.	You	do	not	need	any	prior	experience	with	programming	to	get	started.
The	second	half,	meanwhile,	is	focused	on	solving	interesting,	real-world	problems	in	a
practical	manner.

For	the	most	part,	you	should	approach	the	topics	in	the	first	half	of	this	course	in	the
same	order	as	they	are	presented.	This	is	less	true	of	the	second	half,	which	covers	a
number	of	mostly	non-overlapping	topics,	although	the	chapters	are	generally	increasing
in	difficulty	throughout.	If	you	are	a	more	experienced	programmer,	then	you	may	find
yourself	heading	toward	the	back	of	the	course	right	away	-	but	don't	neglect	getting	a
strong	foundation	in	the	basics	first!

Each	chapter	section	is	followed	by	review	exercises	to	help	you	make	sure	that	you've
mastered	all	the	topics	covered.	There	are	also	a	number	of	assignments,	which	are
more	involved	and	usually	require	you	to	tie	together	a	number	of	different	concepts
from	previous	chapters.	The	practice	files	that	accompany	this	course	also	include
solution	scripts	to	the	assignments	as	well	as	some	of	the	trickier	exercises	-	but	to	get
the	most	out	of	them,	you	should	try	your	best	to	solve	the	assignment	problems	on	your
own	before	looking	at	the	example	solutions.

This	course	does	move	quickly,	however,	so	if	you're	completely	new	to	programming,
you	may	want	to	supplement	the	first	few	chapters	with	additional	practice.	I	highly
recommend	working	through	the	beginning	Python	lessons	available	for	free	at	the
Codecademy	site	while	you	make	your	way	through	the	beginning	of	this	material	as	the
best	way	to	make	sure	that	you	have	all	the	basics	down.

Finally,	if	you	have	any	questions	or	feedback	about	the	course,	you're	always	welcome
to	contact	me	directly.

Learning	by	doing

Since	the	underlying	philosophy	is	learning	by	doing,	do	just	that:	Type	in	each	and
every	code	snippet	presented	to	you.	Do	not	copy	and	paste.

You	will	learn	the	concepts	better	and	pick	up	the	syntax	faster	if	you	type	each	line	of
code	out	yourself.	Plus,	if	you	screw	up	-	which	will	happen	over	and	over	again	-	the
simple	act	of	correcting	typos	will	help	you	learn	how	to	debug	your	code.	Finish	all
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review	exercises	and	give	each	homework	assignment	and	the	larger	projects	a	try	on
your	own	before	getting	help	from	outside	resources.

With	enough	practice,	you	will	learn	this	material	-	and	hopefully	have	fun	along	the	way!

How	long	will	it	take	to	finish	this	course?

It	depends	on	your	background.	Those	familiar	with	another	language	could	finish	the
course	in	as	little	as	35	to	40	hours,	while	those	just	starting,	with	no	experience,	may
spend	up	to	100	hours.	Take	your	time.

Course	Repository
This	course	has	an	accompanying	repository	containing	the	course	source	code	as	well
as	the	answers	to	exercises	and	assignments.	Broken	up	by	chapter,	you	can	check
your	code	against	the	code	in	the	repository	after	you	finish	each	chapter.

You	can	download	the	course	files	directly	from	the	repository.	Press	the
'Download	ZIP'	button	which	is	located	at	the	right-side	of	the	page.	This	allows
you	to	download	the	most	recent	version	of	the	code	as	a	zip	archive.	Be	sure	to
download	the	updated	code	for	each	release.

License
This	e-book	is	copyrighted	and	licensed	under	a	Creative	Commons	Attribution-
NonCommercial-NoDerivs	3.0	Unported	License.	This	means	that	you	are	welcome	to
share	this	book	and	use	it	for	any	non-commercial	purposes	so	long	as	the	entire	book
remains	intact	and	unaltered.	That	being	said,	if	you	have	received	this	copy	for	free	and
have	found	it	helpful,	I	would	very	much	appreciate	if	you	purchased	a	copy	of	your	own.

The	example	Python	scripts	associated	with	this	book	should	be	considered	open
content.	This	means	that	anyone	is	welcome	to	use	any	portion	of	the	code	for	any
purpose.

Conventions

Formatting
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Code	blocks	will	be	used	to	present	example	code.

print(“Hello	world!”)

Terminal	commands	follow	the	Unix	format:

$	python	hello-world.py

(dollar	signs	are	not	part	of	the	command)

Italic	text	will	be	used	to	denote	a	file	name:

hello-world.py.

Bold	text	will	be	used	to	denote	a	new	or	important	term:

Important	term:	This	is	an	example	of	what	an	important	term	should	look	like.

NOTES,	WARNINGS,	and	SEE	ALSO	boxes	appear	as
follows:
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NOTE:	This	is	a	note	filled	in	with	bacon	impsum	text.	Bacon	ipsum	dolor	sit	amet
t-bone	flank	sirloin,	shankle	salami	swine	drumstick	capicola	doner	porchetta
bresaola	short	loin.	Rump	ham	hock	bresaola	chuck	flank.	Prosciutto	beef	ribs
kielbasa	pork	belly	chicken	tri-tip	pork	t-bone	hamburger	bresaola	meatball.
Prosciutto	pork	belly	tri-tip	pancetta	spare	ribs	salami,	porchetta	strip	steak	rump
beef	filet	mignon	turducken	tail	pork	chop.	Shankle	turducken	spare	ribs	jerky
ribeye.

WARNING:	This	is	a	warning	also	filled	in	with	bacon	impsum.	Bacon	ipsum	dolor
sit	amet	t-bone	flank	sirloin,	shankle	salami	swine	drumstick	capicola	doner
porchetta	bresaola	short	loin.	Rump	ham	hock	bresaola	chuck	flank.	Prosciutto
beef	ribs	kielbasa	pork	belly	chicken	tri-tip	pork	t-bone	hamburger	bresaola
meatball.	Prosciutto	pork	belly	tri-tip	pancetta	spare	ribs	salami,	porchetta	strip
steak	rump	beef	filet	mignon	turducken	tail	pork	chop.	Shankle	turducken	spare
ribs	jerky	ribeye.

SEE	ALSO:	This	is	a	see	also	box	with	more	tasty	impsum.	Bacon	ipsum	dolor	sit
amet	t-bone	flank	sirloin,	shankle	salami	swine	drumstick	capicola	doner	porchetta
bresaola	short	loin.	Rump	ham	hock	bresaola	chuck	flank.	Prosciutto	beef	ribs
kielbasa	pork	belly	chicken	tri-tip	pork	t-bone	hamburger	bresaola	meatball.
Prosciutto	pork	belly	tri-tip	pancetta	spare	ribs	salami,	porchetta	strip	steak	rump
beef	filet	mignon	turducken	tail	pork	chop.	Shankle	turducken	spare	ribs	jerky
ribeye.

Errata
I	welcome	ideas,	suggestions,	feedback,	and	the	occasional	rant.	Did	you	find	a	topic
confusing?	Or	did	you	find	an	error	in	the	text	or	code?	Did	I	omit	a	topic	you	would	love
to	know	more	about.	Whatever	the	reason,	good	or	bad,	please	send	in	your	feedback.

You	can	find	my	contact	information	on	the	Real	Python	website.	Or	submit	an	issue	on
the	Real	Python	official	support	repository.	Thank	you!

NOTE:	The	code	found	in	this	course	has	been	tested	on	Mac	OS	X	v.	10.10.5,
Windows	7	and	10,	Linux	Mint	17,	and	Ubuntu	14.04.3	LTS.
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Getting	Started
Let's	start	with	the	basics...
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Download	Python
Before	we	can	do	anything,	you	need	to	download	Python.	Even	if	you	already	have
Python	on	your	computer,	make	sure	that	you	have	the	correct	version.	Python	3.5	is	the
version	used	in	this	course	and	by	most	of	the	rest	of	the	world.

Mac	users:	You	already	have	a	version	of	Python	installed	by	default,	but	it's	not	quite
the	same	as	the	standard	installation.	You	should	still	download	Python	3.5.1	as	directed
below.	Otherwise,	you	might	run	into	problems	later	when	trying	to	install	some
additional	functionality	in	Python	or	running	code	that	involves	graphics	windows.

Linux	users:	You	might	already	have	at	least	Python	2.7.6	installed	by	default.	Open
your	Terminal	application	and	type		python	version		or		python3	version		to	find	out.	You
should	go	ahead	and	update	to	the	latest	version.

If	you	need	to,	go	to	http://www.python.org/download/	to	download	Python	3.5.1	for	your
operating	system	and	install	the	program.

NOTE:	For	further	assistance,	please	refer	to	Appendix	A	for	a	basic	tutorial	on
installing	Python.
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Open	IDLE
We'll	be	using	IDLE	(Interactive	DeveLopment	Environment)	to	write	our	Python	code.

IDLE	is	a	simple	editing	program	that	comes	automatically	installed	with	Python	on
Windows	and	Mac,	and	it	will	make	our	lives	much	easier	while	we're	coding.

You	could	write	Python	scripts	in	any	program	from	a	basic	text	editor	to	a	very	complex
development	environment	(and	many	professional	coders	use	more	advanced	setups),
but	IDLE	is	simple	to	use	and	will	easily	provide	all	the	functionality	we	need.	I
personally	use	a	more	advanced	text	editor	called	Sublime	Text	for	most	projects.

To	open	IDLE...

OS	X

Go	to	your	Applications	folder	and	click	on	"IDLE"	from	the	"Python	3.5"	folder	to	start
running	IDLE.	Alternatively,	you	can	type	"IDLE"	(without	quotes)	into	your	Terminal
window	to	launch	IDLE.

Windows

Go	to	your	start	menu	and	click	on	"IDLE	(Python	GUI)"	from	the	"Python	3.5"	program
folder	to	open	IDLE.	You	can	also	type	"IDLE"	into	the	search	bar.

Linux

I	recommend	that	you	install	IDLE	to	follow	along	with	this	course.	You	could	use	Vim	or
Emacs,	but	they	will	not	have	the	same	built-in	debugging	features.

To	install	IDLE	with	admin	privileges:

On	Ubuntu/Debian,	type:		sudo	apt-get	install	idle	
On	Fedora/Red	Hat/RHEL/CentOS,	type:		sudo	yum	install	python-tools	
On	SUSE,	you	can	search	for	IDLE	via	"install	software"	through	YaST.

Opening	IDLE,	you	will	see	a	brief	description	of	Python,	followed	by	a	prompt:
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>>>

We're	ready	to	program!
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Write	a	Python	script
The	window	we	have	open	at	the	moment	is	IDLE's	interactive	window;	usually	this
window	will	just	show	us	results	when	we	run	programs	that	we've	written,	but	we	can
also	enter	Python	code	into	this	window	directly.	Go	ahead	and	try	typing	some	basic
math	into	the	interactive	window	at	the	prompt	-	when	you	hit	enter,	it	should	evaluate
your	calculation,	display	the	result	and	prompt	you	for	more	input:

>>>	1+1

2

>>>

NOTE:	A	Python	prompt	makes	for	a	great	calculator	if	you	need	to	quickly	crunch
some	numbers	and	don't	have	a	calculator	handy.

Let's	try	out	some	actual	code.	The	standard	program	to	display	"Hello,	world"	on	the
screen	is	just	that	simple	in	Python.	Tell	the	interactive	window	to	print	the	phrase	by
using	the	print	command	like	so:

>>>	print("Hello,	world")

Hello,	world

>>>

NOTE:	If	you	want	to	get	to	previous	lines	you've	typed	into	the	interactive	window
without	typing	them	out	again	or	copying	and	pasting,	you	can	use	the	pair	of
shortcut	keys	ALT+P	(or	on	a	Mac,	CTRL+P).	Each	time	you	hit	ALT+P,	IDLE	will
fill	in	the	previous	line	of	code	for	you.	You	can	then	type	ALT+N	(OS	X:CTRL+N)
to	cycle	back	to	the	next	most	recent	line	of	code.

Normally	we	will	want	to	run	more	than	one	line	of	code	at	a	time	and	save	our	work	so
that	we	can	return	to	it	later.	To	do	this,	we	need	to	create	a	new	script.

From	the	menu	bar,	choose	"File	->	New	Window"	to	generate	a	blank	script.	You	should
rearrange	this	window	and	your	interactive	results	window	so	that	you	can	see	them
both	at	the	same	time.

Type	the	same	line	of	code	as	before,	but	put	it	in	your	new	script:

print("Hello,	world")
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WARNING:	If	you	just	copy	and	paste	from	the	interactive	window	into	the	script,
make	sure	you	never	include	the	">>>	"	part	of	the	line.	That's	just	the	window
asking	for	your	input;	it	isn't	part	of	the	actual	code.

In	order	to	run	this	script,	we	need	to	save	it	first.	Choose	"File	->	Save	As	.	.	.",	name
the	file	hello_world.py	and	save	it	somewhere	you'll	be	able	to	find	it	later.	The	".py"
extension	lets	IDLE	know	that	it's	a	Python	script.

NOTE:	Notice	that	print	and	"Hello,	world"	appear	in	different	colors	to	let	you
know	that	print	is	a	command	and	"Hello,	world"	is	a	string	of	characters.	If	you
save	the	script	as	something	other	than	a	".py"	file	(or	if	you	don't	include	the	".py"
extension),	this	coloring	will	disappear	and	everything	will	turn	black,	letting	you
know	that	the	file	is	no	longer	recognized	as	a	Python	script.

Now	that	the	script	has	been	saved,	all	we	have	to	do	in	order	to	run	the	program	is	to
select	"Run	->	Run	Module"	from	the	script	window	(or	hit	F5,	or	try	shift+command+f5),
and	we'll	see	the	result	appear	in	the	interactive	results	window	just	like	it	did	before:

>>>

Hello,	world

>>>

To	open	and	edit	a	program	later	on,	just	open	up	IDLE	again	and	select	"File	->
Open...",	then	browse	to	and	select	the	script	to	open	it	in	a	new	script	window.

Double-clicking	on	a	".py"	script	will	run	that	script,	usually	closing	the	window	once	the
script	is	done	running	(before	you	can	even	see	what	happened).	If	you	instead	want	to
edit	the	script	in	IDLE,	you	can	usually	right-click	(OS	X:	control-click)	on	the	file	and
choose	to	"Edit	with	IDLE"	to	open	the	script.

Linux	users:	Read	this	overview	first	(especially	section	2.2.2)	if	you	want	to	be	able	to
run	Python	scripts	outside	of	the	editor.

NOTE:	You	might	see	something	like	the	following	line	in	the	interactive	window
when	you	run	or	re-run	a	script:	>>>	======================	RESTART
======================

This	is	just	IDLE's	way	of	letting	you	know	that	everything	after	this	line	is	the
result	of	the	new	script	that	you	are	just	about	to	run.	Otherwise,	if	you	ran	one
script	after	another	(or	one	script	again	after	itself),	it	might	not	be	clear	what
output	belongs	to	which	run	of	which	script.
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Screw	Things	Up
Everybody	makes	mistakes	-	especially	while	programming.	In	case	you	haven't	made
any	mistakes	yet,	let's	get	a	head	start	on	that	and	mess	something	up	on	purpose	to
see	what	happens.

Using	IDLE,	there	are	two	main	types	of	errors	you'll	experience.	The	most	common	is	a
syntax	error,	which	usually	means	that	you've	typed	something	incorrectly.

Let's	try	changing	the	contents	of	the	script	to:

print("Hello,	world)

Here	we've	just	removed	the	ending	quotation	mark,	which	is	of	course	a	mistake	-	now
Python	won't	be	able	to	tell	where	the	string	of	text	ends.	Save	your	script	and	try
running	it.	What	happens?

...You	can't	run	it!	IDLE	is	smart	enough	to	realize	there's	an	error	in	your	code,	and	it
stops	you	from	even	trying	to	run	the	buggy	program.	In	this	case,	it	says:	"EOL	while
scanning	string	literal."	EOL	stands	for	"End	Of	Line",	meaning	that	Python	got	all	the
way	to	the	end	of	the	line	and	never	found	the	end	of	your	string	of	text.

IDLE	even	highlights	the	place	where	the	error	occurred	using	a	different	color	and
moves	your	cursor	to	the	location	of	the	error.	Handy!

The	other	sort	of	error	that	you'll	experience	is	the	type	that	IDLE	can't	catch	for	you	until
your	code	is	already	running.	Try	changing	the	code	in	your	script	to:

print(Hello,	world)

Now	that	we've	entirely	removed	the	quotation	marks	from	the	phrase.	Notice	how	the
text	changes	color	when	we	do	that?	IDLE	is	letting	us	know	that	this	is	no	longer	a
string	of	text	that	we	will	be	printing,	but	something	else.	What	is	our	code	doing	now?
Well,	save	the	script	and	try	to	run	it	...

The	interactive	window	will	pop	up	with	ugly	red	text	that	looks	something	like	this:
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>>>

Traceback	(most	recent	call	last):

File	"[path	to	your	script]\hello	world.py",	line	1,	in	<module>

print	Hello,	world

NameError:	name	'Hello'	is	not	defined

>>>

So	what	happened?	Python	is	telling	us	a	few	things:

An	error	occurred	-	specifically,	Python	calls	it	a		NameError	
The	error	happened	on	line	1	of	the	script
The	line	that	generated	the	error	was:	print	Hello,	world
The	specific	error	was:	name	'Hello'	is	not	defined

This	is	called	a	run-time	error	since	it	only	occurs	once	the	programming	is	already
running.	Since	we	didn't	put	quotes	around	Hello,	world,	Python	didn't	know	that	this	was
text	we	wanted	to	print.	Instead,	it	thought	we	were	referring	to	two	variables	that	we
wanted	to	print.	The	first	variable	it	tried	to	print	was	something	named	"Hello"	-	but	since
we	hadn't	defined	a	variable	named	"Hello",	our	program	crashed.

Review	exercises:

1.	 Write	a	script	that	IDLE	won't	let	you	run	because	it	has	a	syntax	error
2.	 Write	a	script	that	will	only	crash	your	program	once	it	is	already	running	because	it

has	a	run-time	error
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Store	a	Variable
Let's	try	writing	a	different	version	of	the	previous	script.	Here	we'll	use	a	variable	to
store	our	text	before	printing	the	text	to	the	screen:

phrase	=	"Hello,	world"

print(phrase)

Notice	the	difference	in	where	the	quotation	marks	go	from	our	previous	script.	We	are
creating	a	variable	named	phrase	and	assigning	it	the	value	of	the	string	of	text	"Hello,
world".	We	then	print	the	phrase	to	the	screen.	Try	saving	this	script	and	running	these
two	lines;	you	should	see	the	same	output	as	before:

>>>

Hello,	world

>>>

Notice	that	in	our	script	we	didn't	say:

print("phrase")

Using	quotes	here	would	just	print	the	word	"phrase"	instead	of	printing	the	contents	of
the	variable	named	phrase.

NOTE:	Phrases	that	appear	in	quotation	marks	are	called	strings.	We	call	them
strings	because	they're	just	that	-	strings	of	characters.	A	string	is	one	of	the	most
basic	building	blocks	of	any	programming	language,	and	we'll	use	strings	a	lot
over	the	next	few	chapters.

We	also	didn't	type	our	code	like	this:

Phrase	=	"Hello,	world"

print(phrase)
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Can	you	spot	the	difference?	In	this	example,	the	first	line	defines	the	variable	Phrase
with	a	capital	"P"	at	the	beginning,	but	the	second	line	prints	out	the	variable		phrase	.

WARNING:	Since	Python	is	case-sensitive,	the	variables		Phrase		and		phrase	
are	entirely	different	things.	Likewise,	commands	start	with	lowercase	letters;	we
can	tell	Python	to	print,	but	it	wouldn't	know	how	to	Print.	Keep	this	important
distinction	in	mind!

When	you	run	into	trouble	with	the	sample	code,	be	sure	to	double-check	that	every
character	in	your	code	(often	including	spaces)	exactly	matches	the	examples.
Computers	don't	have	any	common	sense	to	interpret	what	you	meant	to	say,	so	being
almost	correct	still	won't	get	a	computer	to	do	the	right	thing!

Review	exercises:

1.	 Using	the	interactive	window,	display	some	text	on	the	screen	by	using	print
2.	 Using	the	interactive	window,	display	a	string	of	text	by	saving	the	string	to	a

variable,	then	printing	the	contents	of	that	variable
3.	 Do	each	of	the	first	two	exercises	again	by	first	saving	your	code	in	a	script	and	then

running	the	script
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Interlude:	Leave	yourself	helpful	notes
As	you	start	to	write	more	complicated	scripts,	you'll	start	to	find	yourself	going	back	to
parts	of	your	code	after	you've	written	them	and	thinking,	"What	the	heck	was	that
supposed	to	do"?

To	avoid	these	moments,	you	can	leave	yourself	notes	in	your	code;	they	don't	affect	the
way	the	script	runs	at	all,	but	they	help	to	document	what's	supposed	to	be	happening.
These	notes	are	referred	to	as	comments,	and	in	Python	you	start	a	comment	with	a
pound	(	#	)	sign.	Our	first	script	could	have	looked	like	this:

#	This	is	my	first	script

phrase	=	"Hello,	world."

print(phrase)		#	this	line	displays	"Hello,	world"

The	first	line	doesn't	do	anything,	because	it	starts	with	a		#	.	This	tells	Python	to	ignore
the	line	completely	because	it's	just	a	note	for	you.

Likewise,	Python	ignores	the	comment	on	the	last	line;	it	will	still	print	phrase,	but
everything	starting	with	the		#		is	simply	a	comment.

Of	course,	you	can	still	use	a	#	symbol	inside	of	a	string.	For	instance,	Python	won't
mistake	the	following	for	the	start	of	a	comment:

print("#1")

If	you	have	a	lot	to	say,	you	can	also	create	comments	that	span	over	multiple	lines	by
using	a	series	of	three	single	quotes	(	'''	)	or	three	double	quotes	(	"""	)	without	any
spaces	between	them.	Once	you	do	that,	everything	after	the		'''		or		"""		becomes	a
comment	until	you	close	the	comment	with	a	matching		'''		or		"""	.	For	instance,	if	you
were	feeling	excessively	verbose,	our	first	script	could	have	looked	like	this:
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"""

This	is	my	first	script.

It	prints	the	phrase	"Hello,	world."

The	comments	are	longer	than	the	script

"""

phrase	=	"Hello,	world."

print(phrase)

"""

The	line	above	displays	"Hello,	world"

"""

The	first	three	lines	are	now	all	one	comment,	since	they	fall	between	pairs	of		"""	.	You
can't	add	a	multi-line	comment	at	the	end	of	a	line	of	code	like	with	the	#	version,	which
is	why	the	last	comment	is	on	its	own	separate	line.	(We'll	see	why	in	the	next	chapter.)

Besides	leaving	yourself	notes,	another	common	use	of	comments	is	to	"comment	out
code"	while	you're	testing	parts	of	a	scripts	to	temporarily	stop	that	part	of	the	code	from
running.	In	other	words,	adding	a		#		at	the	beginning	of	a	line	of	code	is	an	easy	way	to
make	sure	that	you	don't	actually	use	that	line,	even	though	you	might	want	to	keep	it
and	use	it	later.
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Fundamentals:	Strings	and	Methods
As	we've	already	seen,	you	write	strings	in	Python	by	surrounding	them	with	quotes.	You
can	use	single	quotes	or	double	quotes,	as	long	as	you're	consistent	for	any	one	string.
All	of	the	following	lines	create	string	variables	(called	string	literals	because	we've
literally	written	out	exactly	how	they	look):

1.	 	phrase	=	'Hello,	world.'	
2.	 	my_string	=	"We're	#1!"	
3.	 	string_number	=	"1234"	
4.	 	conversation	=	'I	said,	"Put	it	over	by	the	llama."'	

Strings	can	include	any	characters	-	letters,	numbers	and	symbols.	You	can	see	the
benefit	of	using	either	single	or	double	quotes	in	the	last	string	example;	since	we	used
single	quotes,	we	didn't	have	any	trouble	putting	double	quotes	inside	the	string.	(There
are	other	ways	to	do	this,	but	we'll	get	to	those	later	in	the	chapter.)

We	can	also	create	really	long	strings	that	take	up	multiple	lines	by	using	three	single
quotes	(or	three	double	quotes),	like	this:

long_string	=	'''This	is	a

string	that	spans	across	multiple	lines'''

long_string	=	"""This	is	a	new	string

that	spans	across	two	lines"""

Here	we	assigned	one	value	to	the	variable		long_string	,	then	we	overwrote	that	value
with	a	new	string	literal.	Try	putting	this	in	a	script	and	then	print	the	variable
	long_string	;	you'll	see	that	it	displays	the	string	on	two	separate	lines.	You	can	also
see	now	why	you	can't	have	multi-line	comments	appear	on	the	same	line	as	actual
code;	Python	wouldn't	be	able	to	tell	the	difference	between	these	and	actual	string
variables!

It's	also	worth	noting	that	you	can	preserve	whitespace	if	you	use	triple	quotes:

print("""this	is	a

				string	that	spans	across	multiple	lines

								that	also	preserves	whitepace.""")
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One	last	thing	about	strings:	If	you	want	to	write	out	a	really	long	string,	but	you	don't
want	it	to	appear	on	multiple	lines,	you	can	use	a	backslash	like	this	when	writing	it	out:

my_long_string	=	"Here's	a	string	that	I	want	to	\

write	across	multiple	lines	since	it	is	long."

Normally	Python	would	get	to	the	end	of	the	first	line	and	get	angry	with	you	because
you	hadn't	closed	the	string	with	a	matching	single	quote.	But	because	there's	a
backslash	at	the	end,	you	can	just	keep	writing	the	same	string	on	the	next	line.	This	is
different	from	the	last	example	since	the	actual	string	isn't	stored	on	multiple	lines	this
time,	therefore	the	string	gets	displayed	on	a	single	line	without	the	break:

>>>	print(my_long_string)

Here's	a	string	that	I	want	to	write	across	multiple	lines	since	it	is	long.

>>>

WARNING:	As	we've	already	discussed,	Python	is	case-sensitive.	By	convention,
Python's	built-in	functions	and	methods	use	exclusively	lower-case.	Since	a	single
variable	name	can't	include	any	spaces	or	dashes,	when	programmers	want	to
give	descriptive	names	to	variables,	one	way	of	making	them	easily	readable	is	to
use	camelCase	(i.e.,	myLongString),	so	called	because	of	the	upper-case
"humps"	in	the	middle	of	terms.	Another	popular	method	(especially	in	Python),
and	the	one	we'll	be	sticking	to	in	this	course,	is	to	separate	words	using
underscores	(i.e.,	my_long_string).

Review	exercises:

1.	 Print	a	string	that	uses	double	quotation	marks	inside	the	string
2.	 Print	a	string	that	uses	an	apostrophe	(single	quote)	inside	the	string
3.	 Print	a	string	that	spans	across	multiple	lines
4.	 Print	a	one-line	string	that	you	have	written	out	on	multiple	lines
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Mess	Around	with	Your	Words
Python	has	some	built-in	functionality	that	we	can	use	to	modify	our	strings	or	get	more
information	about	them.	For	instance,	there's	a	"length"	function	(abbreviated	as	"len"	in
Python)	that	can	tell	you	the	length	of	all	sorts	of	things,	including	strings.	Try	typing
these	lines	into	the	interactive	window:

>>>	my_string	=	"abc"

>>>	string_length	=	len(my_string)

>>>	print(string_length)

3

>>>

First	we	created	a	string	named		my_string	.	Then	we	used	the		len()		function	on
	my_string		to	calculate	its	length,	which	we	store	in	the	new	variable	we	named
	string_length	.	We	have	to	give	the		len()		function	some	input	for	its	calculation,
which	we	do	by	placing		my_string		after	it	in	the	parentheses	-	you'll	see	more	on
exactly	how	this	works	later.	The	length	of	'abc'	is	just	the	total	number	of	characters	in
it,	3,	which	we	then	print	to	the	screen.

We	can	combine	strings	together	as	well:

>>>	string1	=	"abra"

>>>	string2	=	"cadabra"

>>>	magic_string	=	string1	+	string2

>>>	print(magic_string)

abracadabra

>>>

Or	even	like	this,	without	creating	any	new	variables:

>>>	print("abra"+"ca"+"dabra")

abracadabra

>>>

In	programming,	when	we	add	(or	smoosh)	strings	together	like	this,	we	say	that	we
concatenate	them.
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NOTE:	You'll	see	a	lot	of	bold	terms	throughout	the	first	few	chapters	of	this	book.
Don't	worry	about	memorizing	all	of	them	if	they're	unfamiliar!	You	don't	need	any
fancy	jargon	to	program	well,	but	it's	good	to	be	aware	of	the	correct	terminology.
Programmers	tend	to	throw	around	technical	terms	a	lot;	not	only	does	it	allow	for
more	precise	communication,	but	it	helps	make	simple	concepts	sound	more
impressive.

When	we	want	to	combine	many	strings	at	once,	we	can	also	use	commas	to	separate
them.	This	will	automatically	add	spaces	between	the	strings,	like	so:

>>>	print("abra",	"ca",	"dabra")

abra	ca	dabra

>>>

Of	course,	the	commas	have	to	go	outside	of	the	quotation	marks,	since	otherwise	the
commas	would	become	part	of	the	actual	strings	themselves.

Since	a	string	is	just	a	sequence	of	characters,	we	should	be	able	to	access	each
character	individually	as	well.	We	can	do	this	by	using	square	brackets	after	the	string,
like	this:

>>>	flavor	=	"birthday	cake"

>>>	print(flavor[3])

t

>>>

Wait,	but	"t"	is	the	fourth	character!	Well,	not	in	the	programming	world.	In	Python	(and
most	other	programming	languages),	we	start	counting	at	0.	So	in	this	case,	"b"	is	the
"zeroth"	character	of	the	string	"birthday	cake".	This	makes	"i"	the	first	character,	"r"	the
second,	and	"t"	the	third.

If	we	wanted	to	display	what	we	would	normally	tend	to	think	of	as	the	"first"	character,
we	would	actually	need	to	print	the	0th	character:

>>>	print(flavor[0])

b

>>>

Be	careful	when	you're	using:

parentheses:		(	)	
square	brackets:		[	]	
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curly	braces:		{	}	

These	all	mean	different	things	to	Python,	so	you	can	never	switch	one	for	another.	We'll
see	more	examples	of	when	each	one	is	used	(and	we	haven't	seen		{}		yet),	but	keep
in	mind	that	they're	all	used	differently.

The	number	that	we	assigned	to	each	character's	position	is	called	the	index	or	subscript
number,	and	Python	thinks	of	the	string	like	this:

Character: b i r t h d a y

Index	/	Subscript	#: 0 1 2 3 4 5 6 7

We	can	get	a	particular	section	out	of	the	string	as	well,	by	using	square	brackets	and
specifying	the	range	of	characters	that	we	want.	We	do	this	by	putting	a	colon	between
the	two	subscript	numbers,	like	so:

>>>	flavor	=	"birthday	cake"

>>>	print(flavor[0:3])

bir

>>>

Here	we	told	Python	to	show	us	only	the	first	three	characters	of	our	string,	starting	at
the	0th	character	and	going	up	until	(but	not	including)	the	3rd	character.	The	number
before	the	colon	tells	Python	the	first	character	we	want	to	include,	while	the	number
after	the	colon	says	that	we	want	to	stop	just	before	that	character.

If	we	use	the	colon	in	the	brackets	but	omit	one	of	the	numbers	in	a	range,	Python	will
assume	that	we	meant	to	go	all	the	way	to	the	end	of	the	string	in	that	direction:

>>>	flavor	=	"birthday	cake"

>>>	print(flavor[:5])

birth

>>>	print(flavor[5:])

day	cake

>>>	print(flavor[:])

birthday	cake

>>>

The	way	we're	using	brackets	after	the	string	is	referred	to	as	subscripting	or	indexing
since	it	uses	the	index	numbers	of	the	string's	characters.
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NOTE:	Python	strings	are	immutable,	meaning	that	they	can't	be	changed	once
you've	created	them.	For	instance,	see	what	happens	when	you	try	to	assign	a
new	letter	to	one	particular	character	of	a	string:

	my_string	=	"goal"	

	my_string[0]	=	"f"	#	this	won't	work!	

Instead,	we	would	have	to	create	an	entirely	new	string	(although	we	can	still	give
	my_string		that	new	value):

	my_string	=	"goal"	

	my_string	=	"f"	+	my_string[1:]	

In	the	first	example,	we	were	trying	to	change	part	of		my_string		and	keep	the
rest	of	it	unchanged,	which	doesn't	work.	In	the	second	example,	we	created	a
new	string	by	adding	two	strings	together,	one	of	which	was	a	part	of		my_string	;
then	we	took	that	new	string	and	completely	reassigned		my_string		to	this	new
value.

Review	exercises:

1.	 Create	a	string	and	print	its	length	using	the		len()		function
2.	 Create	two	strings,	concatenate	them	(add	them	next	to	each	other)	and	print	the

combination	of	the	two	strings
3.	 Create	two	string	variables,	then	print	one	of	them	after	the	other	(with	a	space

added	in	between)	using	a	comma	in	your	print	statement
4.	 print	the	string	"zing"	by	using	subscripting	and	index	numbers	on	the	string

"bazinga"	to	specify	the	correct	range	of	characters
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Use	Objects	and	Methods
The	Python	programming	language	is	an	example	of	Object-Oriented	Programming
(OOP),	which	means	that	we	store	our	information	in	objects.	In	Python,	a	string	is	an
example	of	an	object.	Strings	are	very	simple	objects	-	they	only	hold	one	piece	of
information	(their	value)	-	but	a	single	object	can	be	very	complex.	Objects	can	even
hold	other	objects	inside	of	them.	This	helps	to	give	structure	and	organization	to	our
programming.

For	instance,	if	we	wanted	to	model	a	car,	we	would	(hypothetically)	create	a	Car	object
that	holds	lots	of	descriptive	information	about	the	car,	called	its	attributes.	It	would	have
a	color	attribute,	a	model	attribute,	etc.,	and	each	of	these	attributes	would	hold	one
piece	of	descriptive	information	about	the	car.	It	would	also	include	different	objects	like
Tires,	Doors,	and	an	Engine	that	all	have	their	own	attributes	as	well.

Different	objects	also	have	different	capabilities,	called	methods.	For	instance,	our	Car
object	might	have	a		drive()		method	and	a		park()		method.	Since	these	methods
belong	to	the	car,	we	use	them	with	"dot	notation"	by	putting	them	next	to	the	object	and
after	a	period,	like	this:

	car.park()	

Methods	are	followed	by	parentheses,	because	sometimes	methods	use	input.	For
instance,	if	we	wanted	to	drive	the	car	object	a	distance	of	50,	we	would	place	that	input
of	50	in	the	parentheses	of	the	"drive"	method:

	car.drive(50)	

There	are	certain	methods	that	belong	to	string	objects	as	well.	For	instance,	there	is	a
string	method	called		upper()		that	creates	an	upper-case	version	of	the	string.
(Likewise,	there	is	a	corresponding	method		lower()		that	creates	a	lower-case	version
of	a	string.)	Let's	give	it	a	try	in	the	interactive	window:

>>>	loud_voice	=	"Can	you	hear	me	yet?"

>>>	print(loud_voice.upper())

CAN	YOU	HEAR	ME	YET?

>>>
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We	created	a	string		loud_voice	,	then	we	called	its		upper()		method	to	return	the
upper-case	version	of	the	string,	which	we	print	to	the	screen.

NOTE:	Methods	are	just	functions	that	belong	to	objects.	We	already	saw	an
example	of	a	general-purpose	function,	the		len()		function,	which	can	be	used	to
tell	us	the	length	of	many	different	types	of	objects,	including	strings.	This	is	why
we	use	the	length	function	differently,	by	only	saying:		len(loud_voice)	

Meanwhile,	we	use	dot	notation	to	call	methods	that	belong	to	an	object,	like	when
we	call	the		upper()		method	that	belongs	to	the	string		loud_voice	:
	loud_voice.upper()	

Let's	make	things	more	interactive	by	introducing	one	more	general	function.	We're
going	to	get	some	input	from	the	user	of	our	program	by	using	the	function		input()	.
The	input	that	we	pass	to	this	function	is	the	text	that	we	want	it	to	display	as	a	prompt;
what	the	function	actually	does	is	to	receive	additional	input	from	the	user.	Try	running
the	following	script:

user_input	=	input("Hey,	what's	up?	")

print("You	said:	",	user_input)

When	you	run	this,	instead	of	the	program	ending	and	taking	you	back	to	the		>>>	
prompt,	you'll	just	see:

>>>

Hey,	what's	up?

...with	a	blinking	cursor.	It's	waiting	for	you	to	answer!	Enter	a	response,	and	it	will	store
that	answer	in	the		user_input		string	and	display	it	back:

>>>

Hey,	what's	up?	Mind	your	own	business.

You	said:	Mind	your	own	business.

>>>

Now	we'll	combine	the	function		input()		with	the	string	method		upper()		in	a	script	to
modify	the	user's	input:
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response	=	input("What	should	I	shout?	")

response	=	response.upper()

print("Well,	if	you	insist...",	response)

Calling		response.upper()		didn't	change	anything	about	our	response	string.	The
	upper()		method	only	returned	the	upper-case	version	of	the	string	to	us,	and	it	was	up
to	us	to	do	something	with	it.	That's	why	we	had	to	set		response	=	response.upper()		in
order	to	reassign	the	value	of	the	string	response	to	its	own	upper-case	equivalent.

In	IDLE,	if	you	want	to	see	all	the	methods	can	apply	to	a	particular	kind	of	object,	you
can	type	that	object	out	followed	by	a	period	and	then	hit	CTRL+SPACE.	For	instance,
first	define	a	string	object	in	the	interactive	window:

>>>	my_string	=	"kerfuffle"

Now	type	the	name	of	your	string	in	again,	followed	by	a	period	(without	hitting	enter):

>>>	my_string.

When	you	hit	CTRL+SPACE,	you'll	see	a	list	of	method	options	that	you	can	scroll
through	with	the	arrow	keys.	Strings	have	lots	of	methods!

A	related	shortcut	in	IDLE	is	the	ability	to	fill	in	text	automatically	without	having	to	type
in	long	names	by	hitting	TAB.	For	instance,	if	you	only	type	in	"my_string.u"	and	then	hit
the	TAB	key,	IDLE	will	automatically	fill	in	"my_string.upper"	because	there	is	only	one
method	belonging	to	my_string	that	begins	with	a	"u".	In	fact,	this	even	works	with
variable	names;	try	typing	in	just	the	first	few	letters	of	"my_string"	and,	assuming	you
don't	have	any	other	names	already	defined	that	share	those	first	letters,	IDLE	will
automatically	complete	the	name	"my_string"	for	you	when	you	hit	the	TAB	key.

For	more	on	objects	and	classes,	check	out	the	Primer	on	Object-Oriented
Programming	in	Python	chapter.

Review	exercises:

1.	 Write	a	script	that	takes	input	from	the	user	and	displays	that	input	back
2.	 Use	CTRL+SPACE	to	view	all	the	methods	of	a	string	object,	then	write	a	script	that

returns	the	lower-case	version	of	a	string
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Assignment:	Pick	apart	your	user's	input
Write	a	script	named	first_letter.py	that	first	prompts	the	user	for	input	by	using	the
string:		Tell	me	your	password:	

The	script	should	then	determine	the	first	letter	of	the	user's	input,	convert	that	letter	to
upper-case,	and	display	it	back.	As	an	example,	if	the	user	input	was	"no"	then	the
program	should	respond	like	this:	The	first	letter	you	entered	was:	N

For	now,	it's	okay	if	your	program	crashes	when	the	user	enters	nothing	as	input	(just
hitting	ENTER	instead).	We'll	find	out	a	couple	ways	you	could	deal	with	this	situation	in
an	upcoming	chapter.
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Fundamentals:	Working	with	Strings
We've	seen	that	string	objects	can	hold	any	characters,	including	numbers.	However,
don't	confuse	string	"numbers"	with	actual	numbers.	For	instance,	try	this	bit	of	code	out
in	the	interactive	window:

>>>	my_number	=	"2"

>>>	print(my_number	+	my_number)

22

>>>

We	can	add	strings	together,	but	we're	just	concatenating	them	-	we're	not	actually
adding	the	two	quantities	together.	Python	will	even	let	us	"multiply"	strings	as	well:

>>>	my_number	=	"12"

>>>	print(my_number	*	3)

121212

>>>

If	we	want	to	change	a	string	object	into	a	number,	there	are	two	general	functions	we
commonly	use:		int()		and		float()	.

	int()		stands	for	"integer"	and	converts	objects	into	whole	numbers,	while		float()	
stands	for	"floating-point	number"	and	converts	objects	into	numbers	that	have	decimal
points.	For	instance,	we	could	change	the	string	my_number	into	an	integer	or	a	"float"
like	so:

>>>	my_number	=	"12"

>>>	print(int(my_number))

12

>>>	print(float(my_number))

12.0

>>>

Notice	how	the	second	version	added	a	decimal	point,	because	the	floating-point
number	has	more	precision	(more	decimal	places).	For	this	reason,	we	couldn't	change
a	string	that	looks	like	a	floating-point	number	into	an	integer	because	we	would	have	to
lose	everything	after	the	decimal:
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>>>	my_number	=	"12.0"

>>>	print(int(my_number))

Traceback	(most	recent	call	last):

		File	"<pyshell#1>",	line	1,	in	<module>

				print(int(my_number))

ValueError:	invalid	literal	for	int()	with	base	10:	'12.0'

>>>

Even	though	the	extra	0	after	the	decimal	place	doesn't	actually	add	any	value	to	our
number,	Python	is	telling	us	that	we	can't	just	change	12.0	into	12	-	because	we	might
lose	part	of	the	number.

If	you	want	to	turn	a	number	into	a	string,	of	course	there's	a	function	for	that,	too	-	the
	str()		function.	One	place	where	this	becomes	important	is	when	we	want	to	add	string
and	numbers	together.	For	instance,	we	can't	just	concatenate	the	two	different	types	of
objects	like	this:

>>>	print("1"	+	1)

Traceback	(most	recent	call	last):

		File	"<pyshell#1>",	line	1,	in	<module>

				print("1"	+	1)

TypeError:	cannot	concatenate	'str'	and	'int'	objects

>>>

Python	doesn't	know	how	to	add	different	types	of	objects	together	-	we	could	have
meant	the	answer	to	be	"2"	or	"11"	depending	on	whether	we	had	strings	or	integers.	If
we	wanted	to	put	the	two	numbers	side-by-side	as	one	string,	we	would	have	to	convert
the	integer	into	a	string:

>>>	print("1"	+	str(1))

11

>>>

"Integer"	and	"string"	are	called	types	of	objects.	Always	keep	in	mind	that	you	might	get
unexpected	results	if	you	mix	types	incorrectly	or	if	you	use	one	type	of	object	when	you
really	meant	to	use	another.

Review	exercises:

1.	 Create	a	string	object	that	stores	an	integer	as	its	value,	then	convert	that	string	into
an	actual	integer	object	using		int()	;	test	that	your	new	object	is	really	a	number
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by	multiplying	it	by	another	number	and	displaying	the	result
2.	 Repeat	the	previous	exercise,	but	use	a	floating-point	number	and		float()	
3.	 Create	a	string	object	and	an	integer	object,	then	display	them	side-by-side	with	a

single	print	statement	by	using	the		str()		function
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Streamline	Your	Print	Statements
Suppose	we	have	a	string	object,		name	=	"Zaphod"	,	and	two	integer	objects,		num_heads
=	2		and		num_arms	=	3	.	We	want	to	display	them	in	the	following	line:		Zaphod	has	2
heads	and	3	arms	.	This	is	called	string	interpolation,	which	is	just	a	fancy	way	of	saying
that	you	want	to	insert	some	'stuff'	-	i.e.,	variables	-	into	a	string.

We've	already	seen	two	ways	of	doing	this.	The	first	would	involve	using	commas	to
insert	spaces	between	each	piece	of	our	statement:

print(name,	"has",	str(num_heads),	"heads	and",	str(num_arms),	"arms")

Another	way	we	could	do	this	is	by	concatenating	the	strings	with	the	+	operator:

print(name+"	has	"+str(num_heads)+"	heads	and	"+str(num_arms)+"	arms")

I	didn't	use	spaces	around	all	the	+	signs	just	so	that	the	two	expressions	would	line	up,
but	it's	pretty	difficult	to	read	either	way.	Trying	to	keep	track	of	what	goes	inside	or
outside	of	the	quotes	can	be	a	huge	pain,	which	is	why	there's	a	third	way	of	combining
strings	together:	using	the	string		format()		method.

The	simplest	version	of	the		format()		method	would	look	like	this	for	our	example:

print("{}	has	{}	heads	and	{}	arms".format(name,	num_heads,	num_arms))

The	pairs	of	empty	curly	braces	(	{}		without	any	space	in	between	the	two)	serve	as
place-holders	for	the	variables	that	we	want	to	place	inside	the	string.	We	then	pass
these	variables	into	our	string	as	inputs	of	the	string's		format()		method,	in	order.	The
really	great	part	about	this	technique	is	that	we	didn't	even	have	to	change	our	integers
into	string	types	first	-	the		format()		method	did	that	for	us	automatically.

Although	it's	less	frequently	used,	we	can	also	use	index	numbers	inside	the	curly
braces	to	do	the	same	thing:

print("{0}	has	{1}	heads	and	{2}	arms".format(name,	num_heads,	num_arms))
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Here	we've	inserted	name	into	the	{0}	place-holder	because	it	is	the	0th	input	listed,	and
so	on.	Since	we	numbered	our	place-holders,	we	don't	even	have	to	provide	the	inputs
in	the	same	order.	For	instance,	this	line	would	also	do	the	exact	same	thing:

print("{2}	has	{1}	heads	and	{0}	arms".format(num_arms,	num_heads,	name))

This	style	of	formatting	can	be	helpful	if	you	want	to	repeat	an	input	multiple	times	within
a	string,	i.e.:

>>>	print("{0}	has	{0}	heads	and	{0}	arms".format(name))

Zaphod	has	Zaphod	heads	and	Zaphod	arms.

>>>

Finally,	if	we	didn't	want	to	create	three	separate	objects	ahead	of	time,	one	last	way	of
using		format()		would	be	to	name	and	assign	new	objects	inside	the		format()		method,
like	so:

print("{name}	has	{num_heads}	heads	and	{num_arms}	arms".format(

				name="Zaphod",	num_heads=2,	num_arms=3

))

These	input	variables	don't	necessarily	have	to	be	listed	in	the	same	order	since	we've
called	on	each	of	them	by	name	inside	the	string.

NOTE:	There	is	also	another	way	to	print	formatted	strings:	using	the	%	operator.
You	might	see	this	in	code	that	you	find	elsewhere,	and	you	can	read	about	how	it
works	here	if	you're	curious,	but	just	be	aware	that	this	style	has	been	phased	out
completely	in	Python	3	(and	the	"new"		format()		style	also	works	in	Python	2.7),
so	there's	no	need	to	use	this	method	in	your	code.	Just	be	aware	of	it	in	case	you
come	across	it	in	legacy	code	bases.

Review	exercises:

1.	 Create	a	"float"	object	(a	decimal	number)	named	weight	that	holds	the	value	0.2,
and	create	a	string	object	named		animal		that	holds	the	value	"newt",	then	use
these	objects	to	print	the	following	line	without	using	the		format()		string	method:
0.2	kg	is	the	weight	of	the	newt.

2.	 Display	the	same	line	using		format()		and	empty		{}		place-holders
3.	 Display	the	same	line	using		{}		place-holders	that	use	the	index	numbers	of	the
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inputs	provided	to	the		format()		method
4.	 Display	the	same	line	by	creating	new	string	and	float	objects	inside	of	the

	format()		method
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Find	a	String	in	a	String
One	of	the	most	useful	string	methods	is		find()	.	As	its	name	implies,	we	can	use	this
method	to	find	the	location	of	one	string	in	another	string.	We	use	dot	notation	because
this	method	belongs	to	a	string,	and	the	input	we	supply	in	parentheses	is	the	string
we're	searching	for:

>>>	phrase	=	"the	surprise	is	in	here	somewhere"

>>>	print(phrase.find("surprise"))

4

>>>

We're	searching	for	the	location	of	the	string	"surprise"	in	our	phrase	string.	The	value
that		find()		returns	is	the	index	of	the	first	occurrence	of	that	string.	In	this	case,
"surprise"	starts	at	the	4th	character	into	the	phrase	(remember	to	start	counting	at	0),	so
we	displayed	4.

If		find()		doesn't	find	the	string	we're	looking	for,	it	will	return	-1	instead:

>>>	phrase	=	"the	surprise	is	in	here	somewhere"

>>>	print(phrase.find("ejafjallajökull"))

-1

>>>

We	can	even	call	string	methods	on	a	string	literal	directly,	so	in	this	case	we	didn't	even
need	to	create	a	new	string	object:

>>>	print("the	surprise	is	in	here	somewhere".find("surprise"))

4

>>>

Keep	in	mind	that	this	matching	is	done	exactly,	character	by	character.	If	we	had	tried
to	find	"SURPRISE",	we	would	have	gotten	a	-1.

The	part	of	the	string	we	are	searching	for	(or	any	part	of	a	string)	is	called	a	substring.

If	a	substring	appears	more	than	once	in	our	string,		find()		will	just	return	the	first
appearance,	starting	from	the	beginning	of	the	string.	For	instance,	try	out:
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>>>	"I	put	a	string	in	your	string".find("string")

8

>>>

Keep	in	mind	that	we	still	can't	mix	object	types;		find()		will	only	accept	a	string	as	its
input.	If	we	were	looking	for	an	integer	inside	in	a	string,	we	would	still	have	to	put	that
integer	value	in	a	string	of	its	own:

>>>	"My	number	is	555-555-5555".find("5")

13

>>>

A	similar	string	method	is		replace()	,	which	will	replace	all	occurrences	of	one	substring
with	a	different	string.	For	instance,	let's	replace	every	instance	of	"the	truth"	with	the
string	"lies"	in	the	following:

>>>	my_story	=	"I'm	telling	you	the	truth;	he	spoke	nothing	but	the	truth!"

>>>	print(my_story.replace("the	truth",	"lies"))

I'm	telling	you	lies;	he	spoke	nothing	but	lies!

>>>

Keep	in	mind	that	calling		replace()		did	not	actually	change	my_story;	in	order	to	affect
this	string,	we	would	still	have	to	reassign	it	to	a	new	value,	as	in:

>>>	my_story	=	my_story.replace("the	truth",	"lies")

>>>

Review	exercises:

1.	 In	one	line,	display	the	result	of	trying	to		find()		the	substring	"a"	in	the	string
"AAA";	the	result	should	be	-1

2.	 Create	a	string	object	that	contains	the	value	"version	2.0";		find()		the	first
occurrence	of	the	number	2.0	inside	of	this	string	by	first	creating	a	"float"	object	that
stores	the	value	2.0	as	a	floating-point	number,	then	converting	that	object	to	a
string	using	the		str()		function

3.	 Write	and	test	a	script	that	accepts	user	input	using		input()	,	then	displays	the
result	of	trying	to		find()		a	particular	letter	in	that	input
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Assignment:	Turn	your	user	into	a	l33t	h4x0r
Write	a	script	translate.py	that	asks	the	user	for	some	input	with	the	following	prompt:
	Enter	some	text:	

You	should	then	use	the		replace()		method	to	convert	the	text	entered	by	the	user	into
"leetspeak"	by	making	the	following	changes	to	lower-case	letters:

The	letter:	a	becomes:	4
The	letter:	b	becomes:	8
The	letter:	e	becomes:	3
The	letter:	l	becomes:	1
The	letter:	o	becomes:	0
The	letter:	s	becomes:	5
The	letter:	t	becomes:	7

Your	program	should	then	display	the	resulting	output.	A	sample	run	of	the	program,
with	the	user	input	in	bold,	is	shown	below:

>>>	Enter	some	text:	I	like	to	eat	eggs	and	spam.

I	1ik3	70	347	3gg5	4nd	5p4m.

>>>
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Fundamentals:	Functions	and	Loops
We	already	did	some	basic	math	using	IDLE's	interactive	window.	For	instance,	we	saw
that	we	could	evaluate	simple	expressions	just	by	typing	them	in	at	the	prompt,	which
would	display	the	answer:

>>>	6	*	(1	+	6)

42

>>>

However,	just	putting	that	line	into	a	script-

6	*	(1	+	6)

-would	be	useless	since	we	haven't	actually	told	the	program	to	do	anything.	If	we	want
to	display	the	result	from	a	program,	we	have	to	rely	on	the	print	command	again.

Go	ahead	and	open	a	new	script,	save	it	as	arithmetic.py	and	try	displaying	the	results	of
some	basic	calculations:

print("1	+	1	=",	1	+	1)

print("2	*	(2	+	3)	=",	2	*	(2	+	3))

print("1.2	/	0.3	=",	1.2	/	0.3)

print("5	/	2	=",	5	/	2)

Here	we've	used	a	single	print	statement	on	each	line	to	combined	two	pieces	of
information	by	separating	the	values	with	a	comma.	The	results	of	the	numerical
expressions	on	the	right	will	automatically	be	calculated	when	we	display	it.

NOTE:	All	of	the	spaces	we	included	above	were	entirely	optional,	but	they	help	to
makes	things	easier	to	read.

When	you	save	and	run	this	script,	it	displays	the	results	of	your	print	commands	as
follows:
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>>>

1	+	1	=	2

2	*	(2	+	3)	=	10

1.2	/	0.3	=	4.0

5	/	2	=	2.5

>>>
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Assignment:	Perform	calculations	on	user
input
Write	a	script	called	exponent.py	that	receives	two	numbers	from	the	user	and	displays
the	result	of	taking	the	first	number	to	the	power	of	the	second	number.	A	sample	run	of
the	program	should	look	like	this	(with	example	input	that	has	been	provided	by	the	user
included	below):

>>>

Enter	a	base:	1.2

Enter	an	exponent:	3

1.2	to	the	power	of	3	=	1.728

>>>

Keep	the	following	in	mind:

1.	 In	Python,	x^y	(x	raised	to	the	power	y)	is	calculated	by	using	the	expression		x	**
y	

2.	 Before	you	can	do	anything	with	the	user's	input,	you	will	have	to	store	the	results	of
both	calls	to		input()		in	new	objects

3.	 The		input()		function	returns	a	string	object,	so	you	will	need	to	convert	the	user's
input	into	numbers	in	order	to	do	arithmetic	on	them

4.	 You	should	use	the	string		format()		method	to	print	the	result
5.	 You	can	assume	that	the	user	will	enter	actual	numbers	as	input
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Create	Your	Own	Functions
One	of	the	main	benefits	of	programming	in	Python	is	the	ease	with	which	different	parts
and	pieces	of	code	can	be	put	together	in	new	ways.	Think	of	it	like	building	with	Lego
bricks	instead	of	having	to	craft	everything	by	hand	each	time	you	start	a	project.

The	Lego	brick	of	programming	is	called	a	function.	A	function	is	basically	a	miniature
program;	it	accepts	input	and	produces	output.	We've	already	seen	some	examples	of
functions	such	as	the		find()		string	method	-	when	called	on	a	string,	it	takes	some
input	and	returns	the	location	of	that	input	within	the	string	as	its	output.

NOTE:	Functions	are	like	the	functions	from	a	math	class:	You	provide	the	input
and	the	function	produces	output.

We	could	create	our	own	function	that	takes	a	number	as	its	input	and	produces	the
square	of	that	number	as	its	output.	In	Python,	this	would	look	like:

def	square(number):

				sqr_num	=	number	**	2

				return	sqr_num

The		def		is	short	for	"define"	and	lets	Python	know	that	we	are	about	to	define	a	new
function.	In	this	case,	we	called	the	function	square	and	gave	it	one	input	variable	(the
part	in	parentheses)	named	number.	A	function's	input	(or,	the	value	passed	to	a
function)	is	called	an	argument	of	the	function,	and	a	function	can	take	more	than	one
argument.

The	first	line	within	our	function	multiplies	number	by	itself	and	stores	the	result	in	a	new
variable	named	sqr_num.	Then	the	last	line	of	our	function	returns	the	value	of	sqr_num,
which	is	the	output	of	our	function.

If	you	just	type	these	three	lines	into	a	script,	save	it	and	run	it,	nothing	will	happen.	The
function	doesn't	do	anything	by	itself.

However,	now	we	can	use	the	function	later	on	from	the	main	section	of	the	script.	For
instance,	try	running	this	script:
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def	square(number):

				sqr_num	=	number	**	2

				return	sqr_num

input_num	=	5

output_num	=	square(input_num)

print(output_num)

By	saying		output_num	=	square(input_num)	,	we	are	calling	up	the	function	square	and
providing	this	function	with	the	input	variable		input_num	,	which	in	this	case	has	a	value
of	5.	Our	function	then	calculates	25	and	returns	the	value	of	the	variable		sqr_num	,
which	gets	stored	in	our	new	variable		output_num	.

NOTE:	Notice	the	colon	and	the	indentation	after	we	defined	our	function.	These
aren't	optional.	This	is	how	Python	knows	that	we	are	still	inside	of	the	function.	As
soon	as	Python	sees	a	line	that	isn't	indented,	that's	the	end	of	the	function.	Every
line	inside	the	function	must	be	indented.

You	can	define	many	functions	in	one	script,	and	functions	can	even	refer	to	each	other.
However,	it's	important	that	a	function	has	been	defined	before	you	try	to	use	it.	For
instance,	try	running	this	code	instead:

input_num	=	5

output_num	=	square(input_num)

print(output_num)

def	square(number):

				sqr_num	=	number	*	number

				return	sqr_num

Here	we've	just	reordered	the	two	parts	of	our	script	so	that	the	main	section	comes
before	the	function.	The	problem	here	is	that	Python	runs	through	our	code	from	the	top
to	the	bottom	-	so	when	we	call	the	square	function	on	the	second	line,	Python	has	no
idea	what	we	mean	yet	because	we	don't	actually	define	the	square	function	until	later
on	in	the	script,	and	it	hasn't	gotten	there	yet.	Instead	we	see	an	error:

NameError:	name	'square'	is	not	defined
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To	create	a	function	that	uses	more	than	one	input,	all	we	need	to	do	is	separate	each
argument	of	the	function	with	a	comma.	For	instance,	the	following	function	takes	two
arguments	as	input	and	returns	the	difference,	subtracting	the	second	number	from	the
first:

def	return_difference(num1,	num2):

				return	num1	-	num2

To	call	this	function,	we	need	to	supply	it	with	two	inputs:

print(return_difference(3,	5))

This	line	will	call	our	new		return_difference()		function,	then	display	the	result	of	-2	that
the	function	returns.

NOTE:	Once	a	function	returns	a	value	with	the	return	command,	the	function	is
done	running;	if	any	code	appears	inside	the	function	after	the	return	statement,	it
will	never	be	run	because	the	function	has	already	returned	its	final	result.

One	last	helpful	thing	about	functions	is	that	Python	allows	you	to	add	special	comments
called	docstrings.	A	docstring	serves	as	documentation,	helping	to	explain	what	a
function	does	and	how	to	use	it.	They're	completely	optional,	but	can	be	helpful	if	there's
any	chance	that	you'll	either	share	your	code	with	someone	else	or	if	you	ever	come
back	to	your	code	later,	once	you've	forgotten	what	it's	supposed	to	do	-	which	is	why
you	should	leave	comments	in	the	first	place.	A	docstring	looks	just	like	a	multi-line
comment	with	three	quotation	marks,	but	it	has	to	come	at	the	very	beginning	of	a
function,	right	after	the	first	definition	line:

def	return_difference(n1,	n2):

				"""Return	the	difference	between	two	numbers.

							Subtracts	n2	from	n1."""

				return	n1	-	n2

The	benefit	of	this	(besides	leaving	a	helpful	comment	in	the	code)	is	that	we	can	now
use	the		help()		function	to	get	information	about	this	function.	Assuming	we	defined	this
function	by	typing	it	in	the	interactive	window	or	we	already	ran	a	script	where	it	was
defined,	we	can	now	type		help(return_difference)		and	see:
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>>>	help(return_difference)

Help	on	function	return_difference	in	module	__main__:

return_difference(n1,	n2)

				Return	the	difference	between	two	numbers.

				Subtracts	n2	from	n1.

>>>

Of	course,	you	can	also	call		help()		on	the	many	other	Python	functions	we'll	see	to	get
a	quick	reference	on	how	they	are	used.
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Functions	Summary
So,	what	do	we	know	about	functions?

1.	 Functions	require	a	function	signature.
2.	 They	do	something	useful.
3.	 They	allow	us	re-use	code	without	having	to	type	each	line	out.
4.	 They	can	take	an	input	and	usually	produce	some	output.
5.	 You	call	a	function	by	using	its	name	followed	by	empty	parenthesis	or	its

arguments	in	parenthesis.

Functions	require	a	function	signature.

Function	signatures	tell	the	user	how	the	function	should	be	called.	They	start	with	the
	def		keyword,	indicating	to	the	Python	interpreter	that	we're	defining	a	function.	Next
comes	a	space	along	with	the	the	name	of	the	function,	and	then	an	open	and	closed
parenthesis.	If	the	function	takes	any	inputs,	we	define	these	inside	the	parenthesis	and
separate	each	one	with	a	comma,	except	the	last.	We	call	these	parameters.

The	names	of	parameters	should	describe	what	they	are	used	for,	while	the	names	of
functions	should	be	descriptive	enough	for	the	user	to	understand	what	it	does.	Best
practice:	a	function	name	should	be	a	verb	or	an	action	and	arguments	names	should	be
nouns.

For	example:

def	add_two_numbers(num1,	num2):

They	do	something	useful.

Within	the	function	itself	something	useful	should	happen,	otherwise	you	have	to
question,	"Why	does	the	function	exist	in	the	first	place?"

In	our		add_two_numbers()		function,	we	could,	as	the	name	describes,	add	two	numbers:

def	add_two_numbers(num1,	num2):

				sum	=	num1	+	num2
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They	allow	us	re-use	code	without	having	to	type	each
line	out.

We	can	use	this	function	as	many	times	as	we	want,	passing	in	two	numbers,	which	will
then	get	combined.

They	take	an	input	and	usually	produce	some	output.

In	the	above	function,	we	pass	in	two	numbers	as	input	parameters,	but	we	don't	return
anything.	Therefore,	we	don't	get	any	output.	Let's	fix	that	by	returning	the	sum:

def	add_two_numbers(num1,	num2):

				sum	=	num1	+	num2

				return	sum

You	call	a	function	by	using	its	name	followed	by	its
arguments	in	parenthesis.

We	can	call	this	function	as	many	times	as	we'd	like,	providing	different	arguments	each
time	to	produce	new	output:

>>>	def	add_two_numbers(num1,	num2):

...					sum	=	num1	+	num2

...					return	sum

...

>>>	print(add_two_numbers(1,1))

2

>>>	print(add_two_numbers(1,2))

3

>>>	print(add_two_numbers(-20,9))

-11

>>>

Try	creating	your	own	functions	that	do	something	useful	following	these	steps.

Review	exercise:

1.	 Write	a		cube()		function	that	takes	a	number	and	multiplies	that	number	by	itself
twice	over,	returning	the	new	value;	test	the	function	by	displaying	the	result	of
calling	your		cube()		function	on	a	few	different	numbers

2.	 Write	a	function		multiply()		that	takes	two	numbers	as	inputs	and	multiplies	them
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together,	returning	the	result;	test	your	function	by	saving	the	result	of		multiply(2,
5)		in	a	new	variable	and	printing	it
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Assignment:	Convert	temperatures
Write	a	script	temperature.py	that	includes	two	functions.	One	function	takes	a	Celsius
temperature	as	its	input,	converts	that	number	into	the	equivalent	Fahrenheit
temperature	and	returns	that	value.	The	second	function	takes	a	Fahrenheit	temperature
and	returns	the	equivalent	Celsius	temperature.	Test	your	functions	by	passing	input
values	to	them	and	printing	the	output	results.

For	testing	your	functions,	example	output	should	look	like:

72	degrees	F	=	22.2222222222	degrees	C

37	degrees	C	=	98.6	degrees	F

In	case	you	didn't	want	to	spend	a	minute	searching	the	web	or	doing	algebra	(the
horror!),	the	relevant	conversion	formulas	are:

1.	 F	=	C	*	9/5	+	32
2.	 C	=	(F	-	32)	*	5/9
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Run	in	circles
One	major	benefit	of	computers	is	that	we	can	make	them	do	the	same	exact	thing	over
and	over	again,	and	they	rarely	complain	or	get	tired.	The	easiest	way	to	program	your
computer	to	repeat	itself	is	with	a	loop.

There	are	two	kinds	of	loops	in	Python:	for	loops	and	while	loops.	The	basic	idea
behind	any	kind	of	loop	is	to	run	a	section	of	code	repeatedly	as	long	as	a	specific
statement	(called	the	test	condition)	is	true.	For	instance,	try	running	this	script	that	uses
a	while	loop:

n	=	1

while	(n	<	5):

				print("n	=",	n)

				n	=	n	+	1

print("Loop	finished")

Here	we	create	a	variable		n		and	assign	it	a	value	of	1.	Then	we	start	the		while		loop,
which	is	organized	in	a	similar	way	to	how	we	defined	a	function.	The	statement	that	we
are	testing	comes	in	parentheses	after	the		while		command;	in	this	case	we	want	to
know	if	the	statement		n	<	5		is		true		or		false	.	Since		1	<	5	,	the	statement	is		true	
and	we	enter	into	the	loop	after	the	colon.

NOTE:	Notice	the	indentation	on	the	lines	after	the	colon.	Just	like	when	we
defined	a	function,	this	spacing	is	important	The	colon	and	indenting	let	Python
know	that	the	next	lines	are	inside	the	while	loop.	As	soon	as	Python	sees	a	line
that	isn't	indented,	that	line	and	the	rest	of	the	code	after	it	will	be	considered
outside	of	the	loop.

Once	we've	entered	the	loop,	we	print	the	value	of	the	variable		n	,	then	we	add	1	to	its
value.	Now		n		is	2,	and	we	go	back	to	test	our		while		statement.	This	is	still	true,	since
	2	<	5	,	so	we	run	through	the	next	two	lines	of	code	again…	And	we	keep	on	with	this
pattern	while	the	statement		n	<	5		is		true	.

As	soon	as	this	statement	becomes		false	,	we're	completely	done	with	the	loop;	we
jump	straight	to	the	end	and	continue	on	with	the	rest	of	the	script,	in	this	case	printing
out	"Loop	finished	"
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Go	ahead	and	test	out	different	variations	of	this	code	and	try	to	guess	what	your	output
will	be	before	you	run	each	script.	Just	be	careful:	it's	easy	to	create	what's	called	an
infinite	loop;	if	you	test	a	statement	that's	always	going	to	be	true,	you	will	never	break
out	of	the	loop,	and	your	code	will	just	keep	running	forever.

NOTE:	It's	important	to	be	consistent	with	indentation,	too.	Notice	how	you	can	hit
tab	and	backspace	to	change	indentation,	and	IDLE	automatically	inserts	four
space	characters.	That's	because	you	can't	mix	tabs	and	spaces	as	indentation.
Although	IDLE	won't	let	you	make	this	mistake,	if	you	were	to	open	your	script	in	a
different	text	editor	and	replace	some	of	the	space	indentation	with	tabs,	Python
would	get	confused	-	even	though	the	spacing	looks	the	same	to	you.

The	second	type	of	loop,	a		for		loop,	is	slightly	different	in	Python.	We	typically	use
	for		loops	in	Python	in	order	to	loop	over	every	individual	item	in	a	set	of	similar	things	-
these	things	could	be	numbers,	variables,	lines	from	an	input	file,	etc.

For	instance,	the	following	code	does	the	exact	same	thing	as	our	previous	script	by
using	a		for		loop	to	repeatedly	run	code	for	a	range	of	numbers:

for	n	in	range(1,	5):

				print("n	=",	n)

print("Loop	finished")

Here	we	are	using	the		range()		function,	which	is	a	function	that	is	built	into	Python,	to
return	a	list	of	numbers.	The		range()		function	takes	two	input	values,	a	starting	number
and	a	stopping	number.	So	in	the	first	line,	we	create	a	variable		n		equal	to	1,	then	we
run	through	the	code	inside	of	our	loop	for		n	=	1	.

We	then	run	through	the	loop	again	for		n	=	2	,	etc.,	all	the	way	through	our	range	of
numbers.	Once	we	get	to	the	end	of	the	range,	we	jump	out	of	the	loop.	Yes,	it's	slightly
counter-intuitive,	but	in	Python	a		range(x,	y)		starts	at	x	but	ends	right	before	y.

NOTE:	When	we	use	a		for		loop,	we	don't	need	to	define	the	variable	we'll	be
looping	over	first.	This	is	because	the	for	loop	reassigns	a	new	value	to	the
variable	each	time	we	run	through	the	loop.	In	the	above	example,	we	assigned
the	value	1	to	the	object		n		as	soon	as	we	started	the	loop.	This	is	different	from
a	while	loop,	where	the	first	thing	we	do	is	to	test	some	condition	-	which	is	why
we	need	to	have	given	a	value	to	any	variable	that	appears	in	the	while	loop
before	we	enter	the	loop.
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Play	around	with	some	variations	of	this	script	to	make	sure	you	understand	how	the
	for		loop	is	structured.	Again,	be	sure	to	use	the	exact	same	syntax,	including	the		in	
keyword,	the	colon,	and	the	proper	indentation	inside	the	loop.

Don't	just	copy	and	paste	the	sample	code	into	a	script	-	type	it	out	yourself.	Not
only	will	that	help	you	learn	the	concepts,	but	the	proper	indentation	won't	copy
over	correctly	anyway…

As	long	as	we	indent	the	code	correctly,	we	can	even	put	loops	inside	loops.

Try	this	out:

for	n	in	range(1,	4):

				for	j	in	["a",	"b",	"c"]:

								print("n	=",	n,	"and	j	=",	j)

Here		j		is	looping	over	a	list	of	strings;	we'll	see	how	lists	work	in	a	later	chapter,	but
this	example	is	only	to	show	that	you	don't	have	to	use	the		range()		function	with	a
	for		loop.	Since	the		j		loop	is	inside	the		n		loop,	we	run	through	the	entire		j		loop
(	j="a",	j="b",	j="c"	)	for	each	value	that	gets	assigned	to		n		in	the	outer	loop.

We	will	use		for		loops	in	future	chapters	as	an	easy	way	to	loop	over	all	the	items
stored	in	many	different	types	of	objects	-	for	instance,	all	the	lines	in	a	file.

NOTE:	Once	your	code	is	running	in	the	interactive	window,	sometimes	you	might
accidentally	end	up	entering	a	loop	that	takes	much	longer	than	you	expected.	If
that's	the	case	(or	if	your	code	seems	"frozen"	because	of	anything	else	that's
taking	longer	than	expected),	you	can	usually	break	out	of	the	code	by	typing
CTRL+C	in	the	interactive	window.	This	should	immediately	stop	the	rest	of	your
script	from	running	and	take	you	back	to	a	prompt	in	the	interactive	window.

If	that	doesn't	seem	to	have	any	effect	(because	you	somehow	managed	to	freeze	the
IDLE	window),	you	can	usually	type	CTRL+Q	to	quit	out	of	IDLE	entirely,	much	like	"End
Task"	in	Windows	or	"Force	Quit"	on	a	Mac.

Review	exercises:

1.	 Write	a		for		loop	that	prints	out	the	integers	2	through	10,	each	on	a	new	line,	by
using	the		range()		function

2.	 Use	a		while		loop	that	prints	out	the	integers	2	through	10	(Hint:	you'll	need	to
create	a	new	integer	first;	there	isn't	a	good	reason	to	use	a	while	loop	instead	of	a
	for		loop	in	this	case,	but	it's	good	practice...)
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3.	 Write	a	function		doubles()		that	takes	one	number	as	its	input	and	doubles	that
number	three	times	using	a	loop,	displaying	each	result	on	a	separate	line;	test	your
function	by	calling		doubles(2)		to	display	4,	8,	and	16
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Assignment:	Track	your	investments
Write	a	script	invest.py	that	will	track	the	growing	amount	of	an	investment	over	time.
This	script	includes	an		invest()		function	that	takes	three	inputs:	the	initial	investment
amount,	the	annual	compounding	rate,	and	the	total	number	of	years	to	invest.	So,	the
first	line	of	the	function	will	look	like	this:

def	invest(amount,	rate,	time):

The	function	then	prints	out	the	amount	of	the	investment	for	every	year	of	the	time
period.

In	the	main	body	of	the	script	(after	defining	the	function),	use	the	following	code	to	test
your	function:

invest(100,	.05,	8)

invest(2000,	.025,	5)

Running	this	test	code	should	produce	the	following	output	exactly:

principal	amount:	$100

annual	rate	of	return:	0.05

year	1:	$105.0

year	2:	$110.25

year	3:	$115.7625

year	4:	$121.550625

year	5:	$127.62815625

year	6:	$134.009564063

year	7:	$140.710042266

year	8:	$147.745544379

principal	amount:	$2000

annual	rate	of	return:	0.025

year	1:	$2050.0

year	2:	$2101.25

year	3:	$2153.78125

year	4:	$2207.62578125

year	5:	$2262.81642578
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NOTE:	Although	functions	usually	return	output	values,	this	is	entirely	optional	in
Python.	Functions	themselves	can	print	output	directly	as	well.	You	can	print	as
much	as	you	like	from	inside	a	function,	and	the	function	will	continue	running	until
you	reach	its	end.*

Some	additional	pointers	if	you're	stuck:

1.	 You	will	need	to	use	a		for		loop	over	a	range	that's	based	on	the	function's	time
input.

2.	 Within	your	loop,	you	will	need	to	reassign	a	new	value	to	the	amount	every	year
based	on	how	it	grows	at	1	+	rate.

3.	 Remember	that	you	need	to	use	either	the	string		format()		method	or		str()		to
convert	numbers	to	strings	first	if	you	want	to	print	both	strings	and	numbers	in	a
single	statement.

4.	 Using	the		print()		function	without	passing	any	arguments	will	print	a	blank	line.
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Interlude:	Debug	your	code
You've	probably	already	discovered	how	easy	it	is	to	make	mistakes	that	IDLE	can't
automatically	catch	for	you.	As	your	code	becomes	longer	and	more	complicated,	it	can
become	a	lot	more	difficult	to	track	down	the	sources	of	these	errors.

When	we	learned	about	syntax	and	run-time	errors,	I	actually	left	out	a	third,	most
difficult	type	of	error	that	you've	probably	already	experienced:	the	logic	error.	Logic
errors	occur	when	you've	written	a	program	that,	as	far	as	your	computer	is	concerned,
is	a	completely	"valid"	program	that	it	has	no	trouble	running	-	but	the	program	doesn't
do	what	you	intended	it	to	do	because	you	made	a	mistake	somewhere.

Programmers	use	debuggers	to	help	get	these	bugs	out	of	their	programs	(we're	clever
with	names	like	that),	and	there's	already	a	simple	debugger	built	into	IDLE	that	you
should	learn	to	use	-	before	you	need	to	use	it.

NOTE:	Although	debugging	is	the	least	glamorous	and	most	boring	part	of
programming,	learning	to	make	good	use	of	a	debugger	can	save	you	a	lot	of	time
in	the	end.	We	all	make	mistakes;	it's	a	good	idea	to	learn	how	to	find	and	fix
them.

From	the	file	menu	of	the	interactive	window	of	IDLE	(not	in	a	script	window),	click	on
Debug	->	Debugger	to	open	the	Debug	Control	window.

Notice	how	the	interactive	window	now	shows	[DEBUG	ON]	at	the	prompt	to	let	you
know	that	the	debugger	is	open.	We	have	a	few	main	options	available	to	us,	all	of	which
will	be	explained	shortly:	Go,	Step,	Over,	Out,	and	Quit.

Keep	both	the	debugger	window	and	the	interactive	window	open,	but	let's	also	start	a
new	script	so	that	we	can	see	how	the	debugger	works:

for	i	in	range(1,	4):

				j	=	i	*	2

				print("i	is",	i,	"and	j	is",	j)

If	you	run	this	script	while	you	have	the	debugger	open,	you'll	notice	that	it	doesn't	get
very	far.	Actually,	it	pauses	before	running	anything	at	all,	and	the	"Stack"	window	at	the
top	of	the	debugger	says:
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>>>	'__main__'.<module>(),	line	1:	for	i	in	range(1,	4):

All	this	is	telling	us	is	that	line	1	(which	contains	the	code		for	i	in	range(1,	4):	)	is
about	to	be	run.	The	beginning	of	the	"Stack"	line	in	the	debugger	refers	to	the	fact	that
we're	currently	in	the	"main"	section	of	the	script	-	for	instance,	as	opposed	to	being	in	a
function	definition	before	the	main	block	of	code	has	been	reached.

The	debugger	allows	us	to	step	through	the	code	line	by	line,	keeping	track	of	all	our
variables	as	we	go.	So,	let's	go	ahead	and	click	once	on	"Step"	in	the	debugger	in	order
to	do	that.	Watch	carefully	what	happens	to	the	debugger	window	when	you	do	that…

Now	the	"Stack"	window	in	the	debugger	says	that	we're	about	to	run	line	2	of	the	code,
which	means	that	line	1	has	been	executed.	Below	that,	the	"Globals	and	Locals"
window	includes	a	new	variable	i	that's	been	assigned	the	value	1.	This	is	because	the
for	loop	in	the	first	line	of	our	code	created	this	integer	i	and	gave	it	that	starting	value.
(There	are	also	a	few	internal	system	variables	listed	above	it,	but	we	can	ignore	those.)

Continue	hitting	the	"Step"	button	to	walk	through	your	code	line	by	line,	watching	what
happens	in	the	debugger	window.	When	you	arrive	at	the	print	statement,	a	new	window
will	pop	open.	This	is	appearing	because	we	called		print()	.	It	is	the	internal	Python
code	being	used	to	print	output	to	the	interactive	window.	Don't	worry	about	this	for	now.

More	importantly,	you	can	track	the	growing	values	of	i	and	j	as	you	loop	through	the	for
statement,	and	output	is	displayed	in	the	interactive	window	as	usual	when	the	print
statements	are	run.

Usually,	we	only	want	to	debug	a	particular	section	of	the	code,	so	spending	all	day
clicking	the	"Step"	button	is	less	than	ideal.	This	is	the	idea	behind	setting	a	breakpoint.

Breakpoints	tell	the	debugger	when	to	start	pausing	your	code.	They	don't	actually	break
anything;	they're	more	like	"hang	on	a	second,	let	me	take	a	look	at	things	first"-points.

Let's	learn	to	use	breakpoints	by	working	with	the	following	example	code,	which	isn't
quite	doing	what	we	want	it	to	do	yet:
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def	add_underscores(word):

				new_word	=	"_"

				for	i	in	range(0,	len(word)):

								new_word	=	word[i]	+	"_"

				return	new_word

phrase	=	"hello	"

print(add_underscores(phrase))

What	we	meant	for	the	function		add_underscores()		to	do	was	to	add	underscores
around	every	character	in	the	word	passed	to	it,	so	that	we	could	give	it	the	input	"hello	"
and	it	would	return	the	output:

_h_e_l_l_o_	_

Instead,	all	we	see	right	now	is:

	_

It	might	already	be	obvious	to	you	what	our	error	was,	but	let's	use	the	debugger	to	work
through	the	problem.	We	know	that	the	problem	is	occurring	somewhere	inside	in	the
function	-	specifically,	within	the	for	loop,	since	we	said	that	newword	should	start	with	a
""	but	it	clearly	doesn't.	So	let's	put	a	breakpoint	at	the	start	of	the	for	loop	so	that	we	can
trace	out	exactly	what's	happening	inside.

To	set	a	breakpoint	on	a	line,	right-click	(Mac:	control-click	or	two	finger	click)	on	that	line
and	select	"Set	Breakpoint",	which	should	highlight	the	line	to	let	you	know	that	the
breakpoint	is	active.

Now	we	can	run	the	script	with	the	debugger	open.	It	will	still	pause	on	the	very	first	line
it	sees	(which	is	defining	the	function),	but	we	can	select	"Go"	to	run	through	the	code
normally.	This	will	save	the	function	in	Python's	memory,	save	the	variable	phrase	as
"hello	",	call	up	our	function	from	the	print	statement…	and	then	pause	at	our	breakpoint,
right	before	entering	the	for	loop.

At	this	point,	we	see	that	we	have	two	local	variables	defined	(they're	"local"	because
they	belong	to	the	function).	As	expected,	we	have	new_word,	which	is	a	string	with	just
the	underscore	character,	and	we	have	word,	the	variable	we	passed	to	the	function,
with	"hello	"	as	its	contents.
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Click	"Step"	once	and	you'll	see	that	we've	entered	the	for	loop.	The	counter	we're	using,
i,	has	been	given	its	first	value	of	0.

Click	"Step"	one	more	time,	and	it	might	become	clearer	what's	happening	in	our	code.
The	variable	newword	has	taken	on	the	value	"h"…	It	got	rid	of	our	first	underscore
character	already	If	you	click	"Step"	a	few	more	times,	you'll	see	that	newword	gets	set
to	"e",	then	"l_",	etc.	We've	been	overwriting	the	contents	of	new_word	instead	of	adding
to	it,	and	so	we	correct	the	line	to:

new_word	=	new_word	+	word[i]	+	"_"

Of	course,	the	debugger	couldn't	tell	us	exactly	how	to	fix	the	problem,	but	it	helped	us
identify	where	the	problem	occurred	and	what	exactly	the	unexpected	behavior	was.

You	can	remove	a	breakpoint	at	any	time	by	right-clicking	(Mac:	control-click	or	two
finger	click)	and	selecting	"Clear	Breakpoint".

In	the	debugger,	"Quit"	does	just	that	-	immediately	quits	out	of	the	program	entirely,
regardless	of	where	you	were	in	the	script.	The	option	"Over"	is	sort	of	a	combination	of
"Step"	and	"Go"	-	it	will	step	over	a	function	or	loop.	In	other	words,	if	you're	about	to
"Step"	into	a	function	with	the	debugger,	you	can	still	run	that	function's	code	without
having	to	"Step"	all	the	way	through	each	line	of	it	-	"Over"	will	take	you	directly	to	the
end	result	of	running	that	function.	Likewise,	if	you're	already	inside	of	a	function,	"Out"
will	take	you	directly	to	the	end	result	of	that	function.

NOTE:	When	trying	to	reopen	the	debugger,	you	might	see	this	error:		You	can
only	toggle	the	debugger	when	idle	

It's	most	likely	because	you	closed	out	of	the	debugger	while	your	script	was	still
running.	Always	be	sure	to	hit	"Go"	or	"Quit"	when	you're	finished	with	a
debugging	session	instead	of	just	closing	the	debugger,	or	you	might	have	trouble
reopening	it.	The	IDLE	debugger	isn't	the	most	carefully	crafted	piece	of	software	-
sometimes	you'll	just	have	to	exit	out	of	IDLE	and	reopen	your	script	to	make	this
error	go	away.

Debugging	can	be	tricky	and	time-consuming,	but	sometimes	it's	the	only	reliable	way	to
fix	errors	that	you've	overlooked.	However,	before	turning	to	the	debugger,	in	some
cases	you	can	just	use	print	statements	to	your	advantage	to	figure	out	your	mistakes
much	more	easily.
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The	easiest	way	to	do	this	is	to	print	out	the	contents	of	variables	at	specific	points
throughout	your	script.	If	your	code	breaks	at	some	point,	you	can	also	print	out	the
contents	of	variables	using	the	interactive	window	to	compare	how	they	appear	to	how
you	thought	they	should	look	at	that	point.

For	instance,	in	the	previous	example	we	could	have	added	the	statement	"print
new_word"	inside	of	our	for	loop.	Then	when	we	run	the	script,	we'd	be	able	to	see	how
new_word	actually	grows	(or	in	this	case,	how	it	doesn't	grow	properly).	Just	be	careful
when	using	print	statements	this	way,	especially	inside	of	loops	-	if	you	don't	plan	out	the
process	well,	it's	easy	to	end	up	displaying	thousands	of	lines	that	aren't	informative	and
only	end	up	slowing	down	or	freezing	your	program.

Or	you	could	always	try	rubber	ducking.
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Fundamentals:	Conditional	Logic
Thus	far	we	have	focused	on	writing	unconditional	code	-	e.g.,	there	are	no	choices
being	made,	and	the	code	is	always	ran.	Python	has	another	data	type	(or	primitive)
called	a	boolean	that	is	helpful	for	writing	code	that	makes	decisions,	which	is	the	focus
of	this	chapter.
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Compare	Values
Computers	understand	our	world	in	binary,	breaking	every	problem	down	into	0's	and
1's.	In	order	to	make	comparisons	between	values,	we	have	to	learn	how	to
communicate	in	this	"1	or	0"	language	using	boolean	logic.	"Boolean"	refers	to	anything
that	can	only	take	on	one	of	two	values:	"true"	or	"false."

To	help	make	this	more	intuitive,	Python	has	two	special	keywords	that	are	conveniently
named	True	and	False.	The	capitalization	is	important	-	these	keywords	are	not	ordinary
variables	or	strings,	but	are	essentially	synonyms	for	1	and	0,	respectively.	Try	doing
some	arithmetic	in	the	interactive	window	using	True	and	False	inside	of	your
expressions,	and	you'll	see	that	they	behave	just	like	1	and	0:

>>>	42	*	True	+	False

42

>>>	False	*	2	-	3

-3

>>>	True	+	0.2	/	True

1.2

>>>

Before	we	can	evaluate	expressions	to	determine	whether	or	not	they	are	True	or	False,
we	need	a	way	to	compare	values	to	each	other.	We	use	a	standard	set	of	symbols
(called	boolean	comparators)	to	do	this,	and	most	of	them	are	probably	already	familiar
to	you:

1.	 	a	>	b		--->		a		greater	than		b	
2.	 	a	<	b		--->		a		less	than		b	
3.	 	a	>=	b		--->		a		greater	than	or	equal	to		b	
4.	 	a	<=	b		--->		a		less	than	or	equal	to		b	
5.	 	a	!=	b		--->		a		not	equal	to		b	
6.	 	a	==	b		--->		a		equal	to		b	

The	last	two	symbols	might	require	some	explanation.	The	symbol		!=		is	a	sort	of
shortcut	notation	for	saying	"not	equal	to."	Try	it	out	on	a	few	expressions,	like	these:
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>>>	1	!=	2

True

>>>	1	!=	1

False

In	the	first	case,	since	1	does	not	equal	2,	we	see	the	result		True	.	Then,	in	the	second
example,	1	does	equal	1,	so	our	test	expression		1	!=	1		returns		False	.

When	we	want	to	test	if	a	equals	b,	we	can't	just	use	the	expression		a	=	b		because	in
programming,	that	would	mean	we	want	to	assign	the	value	of	b	to	a.	We	use	the
symbol		==		as	a	test	expression	when	we	want	to	see	if	a	is	equal	to	b.	For	instance,
take	a	look	at	the	two	versions	of	"equals"	here:

>>>	a	=	1

>>>	b	=	2

>>>	a	==	b

False

>>>	a	=	b

>>>	a	==	b

True

First	we	assigned		a		and		b		two	different	values.	When	we	check	whether	they	are
equal	by	using	the		a	==	b		expression,	we	get	the	result		False	.	Then,	we	reassign		a	
the	value	of		b		by	saying		a	=	b	.	Now,	since		a		and		b		are	both	equal	to	2,	we	can
test	this	relationship	again	by	saying		a	==	b		(which	is	more	of	a	question	that	we're
asking),	which	returns	the	result	of		True	.	Likewise,	we	could	ask:

>>>	a	!=	b

False

It's		True		that		2	==	2	.	So	the	opposite	expression,		a	!=	b	,	is		False	.	In	other	words,
it's	not		True		that	2	does	not	equal	2.

We	can	compare	strings	in	the	same	way	that	we	compare	numbers.	Saying	that	one
word	is	"less	than"	another	doesn't	really	mean	anything,	but	we	can	test	whether	two
strings	are	the	same	by	using	the		==		or		!=		comparators:
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>>>	"dog"	==	"cat"

False

>>>	"dog"	==	"dog"

True

>>>	"dog"	!=	"cat"

True

Keep	in	mind	that	two	strings	have	to	have	exactly	the	same	value	for	them	to	be	equal.
For	instance,	if	one	string	has	an	extra	space	character	at	the	end	or	if	the	two	strings
have	different	capitalization,	comparing	whether	or	not	they	are	equal	will	return		False	.

Review	exercises:

1.	 Figure	out	what	the	result	will	be	(	True		or		False	)	when	evaluating	the	following
expressions,	then	type	them	into	the	interactive	window	to	check	your	answers:

	1	<=	1

	1	!=	1

	1	!=	2

	"good"	!=	"bad"

	"good"	!=	"Good"

	123	==	"123"
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Add	Some	Logic
Python	also	has	special	keywords	(called	logical	operators)	for	comparing	two
expressions,	which	are:		and	,		or	,	and		not	.	These	keywords	work	much	the	same
way	as	we	use	them	in	English.

	and		keyword

Let's	start	with	the		and		keyword.	Saying	"and"	means	that	both	statements	must	be
true.	For	instance,	take	the	following	two	simple	phrases	(and	assume	they're	both	true):

1.	 cats	have	four	legs
2.	 cats	have	tails

If	we	use	these	phrases	in	combination,	the	phrase	"cats	have	four	legs	and	cats	have
tails"	is	true,	of	course.	If	we	negate	both	of	these	phrases,	"cats	do	not	have	four	legs
and	cats	do	not	have	tails"	is	false.	But	even	if	we	make	one	of	these	phrases	false,	the
combination	also	becomes	false:	"cats	have	four	legs	and	cats	do	not	have	tails"	is	a
false	phrase.	Likewise,	"cats	do	not	have	four	legs	and	cats	have	tails"	is	still	false.

Let's	try	this	same	concept	out	in	Python	by	using	some	numerical	expressions:

>>>	1	<	2	and	3	<	4	#	both	are	True

True

>>>	2	<	1	and	4	<	3	#	both	are	False

False

>>>	1	<	2	and	4	<	3	#	second	statement	is	False

False

>>>	2	<	1	and	3	<	4	#	first	statement	is	False

False

1.	 	1	<	2	and	3	<	4	:	both	statements	are		True	,	so	the	combination	is	also		True	
2.	 	<	1	and	4	<	3	:	both	statements	are		False	,	so	their	combination	is	also		False	
3.	 	1	<	2	and	4	<	3	:	the	first	statement	(	1	<	2	)	is		True	,	while	the	second	statement

(	4	<	3	)	is		False	;	since	both	statements	have	to	be		True	,	combining	them	with
the		and		keyword	gives	us		False	

4.	 	2	<	1	and	3	<	4	:	the	first	statement	(	2	<	1	)	is		False	,	while	the	second
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statement	(	3	<	4	)	is		True	;	again,	since	both	statements	have	to	be		True	,
combining	them	with	the	and	keyword	gives	us		False	

We	can	summarize	these	results	as	follows:

Combination	using		and		--->	Result

1.	 	True	and	True		--->		True	
2.	 	True	and	False		--->		False	
3.	 	False	and	True		-->		False	
4.	 	False	and	False		--->		False	

>>>	True	and	True

True

>>>	True	and	False

False

>>>	False	and	True

False

>>>	False	and	False

False

NOTE:	It	might	seem	counter-intuitive	that	"True	and	False"	is	False,	but	think
back	to	how	we	use	this	term	in	English;	the	following	phrase,	taken	in	its	entirety,
is	of	course	false:	"cats	have	tails	and	the	moon	is	made	of	cheese."

	or		keyword

The		or		keyword	means	that	at	least	one	value	must	be	true.	When	we	say	the	word
"or"	in	everyday	conversation,	sometimes	we	mean	an	"exclusive	or"	-	this	means	that
only	the	first	option	or	the	second	option	can	be	true.	We	use	an	"exclusive	or"	when	we
say	a	phrase	such	as,	"I	can	stay	or	I	can	go."	I	can't	do	both	-	only	one	of	these	options
can	be	true.

However,	in	programming	we	use	an	"inclusive	or"	since	we	also	want	to	include	the
possibility	that	both	values	are	true.	For	instance,	if	we	said	the	phrase,	"we	can	have	ice
cream	or	we	can	have	cake,"	we	also	want	the	possibility	of	ice	cream	and	cake,	so	we
use	an	"inclusive	or"	to	mean	"either	ice	cream,	or	cake,	or	both	ice	cream	and	cake."

Again,	we	can	try	this	concept	out	in	Python	by	using	some	numerical	expressions:
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>>>	1	<	2	or	3	<	4	#	both	are	True

True

>>>	2	<	1	or	4	<	3	#	both	are	False

False

>>>	1	<	2	or	4	<	3	#	second	statement	is	False

True

>>>	2	<	1	or	3	<	4	#	first	statement	is	False

True

If	any	part	of	our	expression	is	True,	even	if	both	parts	are	True,	the	result	will	also	be
True.	We	can	summarize	these	results	as	follows:

Combination	using		or		--->	Result

1.	 	True	or	True		--->		True	
2.	 	True	or	False		--->		True	
3.	 	False	or	True		-->		True	
4.	 	False	or	False		--->		False	

>>>	True	or	True

True

>>>	True	or	False

True

>>>	False	or	True

True

>>>	False	or	False

False

We	can	also	combine	the	"and"	and	"or"	keywords	using	parentheses	to	create	more
complicated	statements	to	evaluate,	such	as	the	following:

>>>	False	or	(False	and	True)

False

>>>	True	and	(False	or	True)

True

	not		keyword
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Finally,	as	you	would	expect,	the		not		keyword	simply	reverses	the	truth	of	a	single
statement:

Effect	of	using		not		--->	Result

1.	 	not	True		--->		False	
2.	 	not	False		--->		True	

Using	parentheses	for	grouping	statements	together,	we	can	combine	these	keywords
with		True		and		False		to	create	more	complex	expressions.	For	instance:

>>>	(not	False)	or	True

True

>>>	False	or	(not	False)

True

We	can	now	combine	these	keywords	with	the	boolean	comparators	that	we	learned	in
the	previous	section	to	compare	much	more	complicated	expressions.	For	instance,
here's	a	somewhat	more	involved	example:

True	and	not	(1	!=	1)

We	can	break	this	statement	down	by	starting	on	the	far	right	side,	as	follows:

1.	 We	know	that		1	==	1		is		True	,	therefore…
2.	 	1	!=	1		is		False	,	therefore…		not	(1	!=	1)		can	be	simplified	to		not	(	False`)
3.	 	not	False		is		True	
4.	 Now	we	can	use	this	partial	result	to	solve	the	full	expression…
5.	 	True	and	not	(1	!=	1)		can	be	simplified	to		True	and	True	
6.	 	True	and	True		evaluates	to	be		True	

When	working	through	complicated	expressions,	the	best	strategy	is	to	start	with	the
most	complicated	part	(or	parts)	of	the	expression	and	build	outward	from	there.	For
instance,	try	evaluating	this	example:

("A"	!=	"A")	or	not	(2	>=	3)

We	can	break	this	expression	down	into	two	sections,	then	combine	them:

1.	 We'll	start	with	the	expression	on	the	left	side	of	the		or		keyword
2.	 We	know	that	"A"	==	"A"	is		True	,	therefore…
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3.	 "A"	!=	"A"	is		False	,	and	the	left	side	of	our	expression	is		False	
4.	 Now	on	the	right	side	of	the		or	,		2	>=	3		is		False	,	therefore…		not	(2	>=	3)		is

	True	

5.	 So	our	entire	expression	simplifies	to		False	or	True	
6.	 	False	or	True		evaluates	to	be		True	

Did	you	notice	that	we	didn't	have	to	use	parentheses	to	express	either	of	these
examples?	However,	it's	usually	best	to	include	parentheses	as	long	as	they	help	to
make	a	statement	more	easily	readable.

NOTE:	You	should	feel	very	comfortable	using	various	combinations	of	these
keywords	and	boolean	comparisons.	Play	around	in	the	interactive	window	(shell),
creating	more	complicated	expressions	and	trying	to	figure	out	what	the	answer
will	be	before	checking	yourself,	until	you	are	confident	that	you	can	decipher
boolean	logic.

Review	exercises:

1.	 Figure	out	what	the	result	will	be	(	True		or		False	)	when	evaluating	the	following
expressions,	then	type	them	into	the	interactive	window	to	check	your	answers:

	(1	<=	1)	and	(1	!=	1)

	not	(1	!=	2)

	("good"	!=	"bad")	or	False

	("good"	!=	"Good")	and	not	(1	==	1)
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Control	the	Flow	of	Your	Program
So	far,	we	haven't	really	let	our	programs	make	any	decisions	on	their	own	-	we've	been
supplying	a	series	of	instructions,	which	our	scripts	follow	in	a	specific	order	regardless
of	the	inputs	received.

However,	now	that	we	have	precise	ways	to	compare	values	to	one	other,	we	can	start
to	build	logic	into	our	programs;	this	will	let	our	code	"decide"	to	go	in	one	direction	or
another	based	on	the	results	of	our	comparisons.

We	can	do	this	by	using		if		statements	to	test	when	certain	conditions	are		True	.

NOTE:	The	'if'	statement	is	one	of	the	most	commonly	used	'things'	in	Python	(or
any	programming	language,	for	that	matter).	If	you're	flying	through	this	course,
slow	down	at	this	point	and	really	focus	on	integrating	this	material.

Here's	a	simple	example	of	an		if		statement:

if	2	+	2	==	4:

				print("2	and	2	is	4")

				print("Arithmetic	works.")

Just	like	when	we	created		for		and		while		loops,	when	we	use	an		if		statement,	we
have	a	test	condition	and	an	indented	block	of	text	that	will	run	or	not	based	on	the
results	of	that	test	condition.	Here,	our	test	condition	(which	comes	after	the		if	
keyword)	is		2	+	2	==	4	.	Since	this	expression	is		True	,	our		if		statement	evaluates	to
	True		and	all	of	the	code	inside	of	our		if		statement	is	run,	displaying	the	two	lines.	We
happened	to	use	two	print	statements,	but	we	could	really	put	any	code	inside	the		if	
statement.

If	our	test	condition	had	been		False		(for	instance,		2	+	2	!=	4	),	nothing	would	have
been	displayed	because	our	program	would	have	jumped	past	all	of	the	code	inside	this
"if	block"	after	finding	that	the		if		statement	evaluated	to		False	.

There	are	two	other	related	keywords	that	we	can	use	in	combination	with	the		if	
keyword:		else		and		elif	.	We	can	add	an		else		statement	after	an		if		statement	like
so:
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if	2	+	2	==	4:

				print("2	and	2	is	4")

				print("Arithmetic	works.")

else:

				print("2	and	2	is	not	4")

				print("Big	Brother	wins.")

The		else		statement	doesn't	have	a	test	condition	of	its	own	because	it	is	a	"catch-all"
block	of	code;	our	else	is	just	a	synonym	for	"otherwise."	So	if	the	test	condition	of	the
	if		statement	had	been		False	,	the	two	lines	inside	of	the	"else	block"	would	have	run
instead.	However,	since	our	test	condition	(	2	+	2	==	4	)	is		True	,	the	section	of	code
inside	the	"else	block"	is	not	run.

The		elif		keyword	is	short	for	"else	if"	and	can	be	used	to	add	additional	options	(or
conditions)	after	an		if		statement.	For	instance,	we	could	combine	an		if	,	an		elif	,
and	an		else		into	a	single	script	like	this:

num	=	15

if	num	<	10:

				print("number	is	less	than	10")

elif	num	>	10:

				print("number	is	greater	than	10")

else:

				print("number	is	equal	to	10")

After	creating	an	integer	object	named		num		with	a	value	of	15,	we	first	test	whether	or
not	our		num		is	less	than	10;	since	this	condition	is		False	,	we	jump	over	the	first		print	
statement	without	running	it.	We	land	at	the		elif		statement,	which	(because	the	test
condition	of	the		if		statement	was		False	)	offers	us	an	alternative	test;	since	15	>	10,
this	condition	is		True	,	and	we	display	the	second		print		statement's	text.	Since	one	of
our	test	conditions	was		True	,	we	skip	over	the	else	statement	entirely;	if	both	the		if	
and	the		elif		had	been		False	,	however,	we	would	have	displayed	the	last	line	in	the
	else		statement.

This	is	called	branching	because	we	are	deciding	which	"branch"	of	the	code	to	go
down;	we	have	given	our	code	different	paths	to	take	based	on	the	results	of	the	test
conditions.	Try	running	the	script	above	and	changing		num		to	be	a	few	different	values
to	make	sure	you	understand	how		if	,		elif		and		else		work	together.
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You	can	also	try	getting	rid	of	the	"else	block"	entirely;	we	don't	have	to	give	our	code	a
path	to	go	down,	so	it's	completely	acceptable	if	we	skip	over	the	entire	set	of		if	/	elif	
statements	without	taking	any	action.	For	instance,	get	rid	of	the	last	two	lines	in	the
script	above	and	try	running	it	again	with		num	=	10	.

It's	important	to	note	that		elif		can	only	be	used	after	an		if		statement	and	that		else	
can	only	be	used	at	the	end	of	a	set	of		if	/	elif		statements	(or	after	a	single		if	),
since	using	one	of	these	keywords	without	an		if		wouldn't	make	any	sense.	Likewise,	if
we	want	to	do	two	separate	tests	in	a	row,	we	should	use	two	separate		if		statements.

For	instance,	try	out	this	short	script:

if	1	<	2:

				print("1	is	less	than	2")

elif	3	<	4:

				print("3	is	less	than	4")

else:

				print("Who	moved	my	cheese?")

The	first	test	condition	(	1	<	2	)	is		True	,	so	we	print	the	first	line	inside	the	"if	block".
Since	we	already	saw	one		True		statement,	however,	the	program	doesn't	even	bother
to	check	whether	the	"elif	block"	or	the	"else	block"	should	be	run;	these	are	only
alternative	options.	So,	even	though	it's		True		that	3	is	less	than	4,	we	only	ever	run	the
first	print	statement.

Just	like	with		for		and		while		loops,	we	can	nest		if		statements	inside	of	each	other
to	create	more	complicated	paths:

want_cake	=	"yes"

have_cake	=	"no"

if	want_cake	==	"yes":

				print("We	want	cake...")

				if	have_cake	==	"no":

								print("But	we	don't	have	any	cake")

				elif	have_cake	==	"yes":

								print("And	it's	our	lucky	day")

else:

				print("The	cake	is	a	lie.")

In	this	example,	we	first	check	if	we	want	cake	-	and	since	we	do,	we	enter	the	first	"if
block".	After	displaying	our	desire	for	cake,	we	enter	the	inside	set	of		if	/	elif	
statements.	We	check	and	display	that	we	don't	have	any	cake.	If	it	had	been	the	case

Real	Python	Part	1:	Introduction	to	Python

79Control	the	Flow	of	Your	Program



that		have_cake		was	"yes"	then	it	would	have	been	our	lucky	day.	On	the	other	hand,	if
	have_cake		had	been	any	value	other	than	"yes"	or	"no"	then	we	wouldn't	have	displayed
a	second	line	at	all,	since	we	used		elif		rather	than		else	.	If	(for	whatever	twisted
reason)	we	had	set	the	value	of		want_cake		to	anything	other	than	"yes",	we	would	have
jumped	down	to	the	bottom		else		and	only	displayed	the	last		print		statement.

Review	exercises:

1.	 Write	a	script	that	prompts	the	user	to	enter	a	word	using	the		input()		function,
stores	that	input	in	a	variable,	and	then	displays	whether	the	length	of	that	string	is
less	than	5	characters,	greater	than	5	characters,	or	equal	to	5	characters	by	using
a	set	of		if	,		elif		and		else		statements.
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Assignment:	Find	the	factors	of	a	number
1.	 Write	a	script	factors.py	that	includes	a	function	to	find	all	of	the	integers	that	divide

evenly	into	an	integer	provided	by	the	user.	A	sample	run	of	the	program	should
look	like	this	(with	the	user's	input	highlighted	in	bold):

	>>>

	Enter	a	positive	integer:	12

	1	is	a	divisor	of	12

	2	is	a	divisor	of	12

	3	is	a	divisor	of	12

	4	is	a	divisor	of	12

	6	is	a	divisor	of	12

	12	is	a	divisor	of	12

	>>>

You	should	use	the		%		operator	to	check	divisibility.	This	is	called	the	"modulus
operator"	and	is	represented	by	a	percent	symbol	in	Python.	It	returns	the	remainder	of
any	division.	For	instance,	3	goes	into	16	a	total	of	5	times	with	a	remainder	of	1,
therefore	16	%	3	returns	1.	Meanwhile,	since	15	is	divisible	by	3,	15	%	3	returns	0.

Also	keep	in	mind	that		input()		always	returns	a	string,	so	you	will	need	to	convert	this
value	to	an	integer	before	using	it	in	any	calculations.
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Break	Out	of	the	Pattern
There	are	two	main	keywords	that	help	to	control	the	flow	of	programs	in	Python:		break	
and		continue	.	These	keywords	can	be	used	in	combination	with		for		and		while	
loops	and	with		if		statements	to	allow	us	more	control	over	where	we	are	in	a	loop.

Let's	start	with		break	,	which	does	just	that:	it	allows	you	to	break	out	of	a	loop.	If	we
wanted	to	break	out	of	a	for	loop	at	a	particular	point,	our	script	might	look	like	this:

for	i	in	range(0,	4):

				if	i	==	2:

								break

				print(i)

print("Finished	with	i	=	",	str(i))

Without	the		if		statement	that	includes	the	break	command,	our	code	would	normally
just	print	out	the	following	output:

0

1

2

3

Finished	with	i	=	3

Instead,	each	time	we	run	through	the	loop,	we	are	checking	whether		i	==	2	.	When
this	is		True	,	we	break	out	of	the	loop;	this	means	that	we	quit	the	for	loop	entirely	as
soon	as	we	reach	the	break	keyword.	Therefore,	this	code	will	only	display:

0

1

Finished	with	i	=	2

Notice	that	we	still	displayed	the	last	line	since	this	wasn't	part	of	the	loop.	Likewise,	if
we	were	in	a	loop	inside	another	loop,		break		would	only	break	out	of	the	inner	loop;	the
outer	loop	would	continue	to	run	(potentially	landing	us	back	inside	the	inner	loop	again).

Much	like		break	,	the		continue		keyword	jumps	to	the	end	of	a	loop;	however,	instead
of	exiting	a	loop	entirely,		continue		says	to	go	back	to	the	top	of	the	loop	and	continue
with	the	next	item	of	the	loop.	For	instance,	if	we	had	used		continue		instead	of		break	
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in	our	last	example-

for	i	in	range(0,	4):

				if	i	==	2:

								continue

				print(i)

print("Finished	with	i	=	",	str(i))

-we're	now	skipping	over	the		print	i		command	when	our		if		statement	is		True	,	and
so	our	output	includes	everything	from	the	loop	except	displaying		i		when		i	==	2	:

0

1

3

Finished	with	i	=	3

NOTE:	It's	always	a	good	idea	to	give	short	but	descriptive	names	to	your
variables	that	make	it	easy	to	tell	what	they	are	supposed	to	represent.	The	letters
i,	j	and	k	are	exceptions	because	they	are	so	common	in	programming;	these
letters	are	almost	always	used	when	we	need	a	"throwaway"	number	solely	for	the
purpose	of	keeping	count	while	working	through	a	loop.

Loops	can	have	their	own		else		statements	in	Python	as	well,	although	this	structure
isn't	used	very	frequently.	Tacking	an		else		onto	the	end	of	a	loop	will	make	sure	that
your	"else	block"	always	runs	after	the	loop	unless	the	loop	was	exited	by	using	the
	break		keyword.	For	instance,	let's	use	a		for		loop	to	look	through	every	character	in	a
string,	searching	for	the	upper-case	letter	"X":

phrase	=	"it	marks	the	spot"

for	letter	in	phrase:

				if	letter	==	"X":

								break

else:

				print("There	was	no	'X'	in	the	phrase")

Here,	our	program	attempted	to	find	"X"	in	the	string	phrase,	and	would	break	out	of	the
	for		loop	if	it	had.	Since	we	never	broke	out	of	the	loop,	we	reached	the		else	
statement	and	displayed	that	"X"	wasn't	found.	If	you	try	running	the	same	program	on
the	phrase	"it	marks	X	the	spot"	or	some	other	string	that	includes	an	"X",	however,	there
will	be	no	output	at	all	because	the	block	of	code	in	the	else	will	not	be	run.
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Likewise,	an		else		placed	after	a	while	loop	will	always	be	run	unless	the		while		loop
has	been	exited	using	a		break		statement.	For	instance,	try	out	the	following	script:

tries	=	0

while	tries	<	3:

				password	=	input("Password:	")

				if	password	==	"I<3Bieber":

								break

				else:

								tries	=	tries	+	1

else:

				print("Suspicious	activity.	The	authorities	have	been	alerted.")

Here,	we've	given	the	user	three	chances	to	enter	the	correct	password.	If	the	password
matches,	we	break	out	of	the	loop.	Otherwise	(the	first		else	),	we	add	one	to	the		tries	
counter.	The	second	"else	block"	belongs	to	the	loop	(hence	why	it's	less	indented	than
the	first		else	),	and	will	only	be	run	if	we	don't	break	out	of	the	loop.	So	when	the	user
enters	a	correct	password,	we	do	not	run	the	last	line	of	code,	but	if	we	exit	the	loop
because	the	test	condition	was	no	longer		True		(i.e.,	the	user	tried	three	incorrect
passwords),	then	it's	time	to	alert	the	authorities.

A	commonly	used	shortcut	in	Python	is	the		+=		operator,	which	is	shorthand	for	saying
"increase	a	number	by	some	amount".	For	instance,	in	our	last	code	example	above,
instead	of	the	line:		tries	=	tries	+	1	,	we	could	have	done	the	exact	same	thing
(adding	1	to		tries	)	by	saying:		tries	+=	1	.

In	fact,	this	works	with	the	other	basic	operators	as	well;		-=		means	"decrease",		*=	
means	"multiply	by",	and		/=		means	"divide	by".

For	instance,	if	we	wanted	to	change	the	variable		tries		from	its	original	value	to	that
value	multiplied	by	3,	we	could	shorten	the	statement	to	say:		tries	*=	3	

Review	exercises:

1.	 Use	a		break		statement	to	write	a	script	that	prompts	the	users	for	input	repeatedly,
only	ending	when	the	user	types	"q"	or	"Q"	to	quit	the	program;	a	common	way	of
creating	an	infinite	loop	is	to	write		while	True:	.

2.	 Combine	a		for		loop	over	a		range()		of	numbers	with	the		continue		keyword	to
print	every	number	from	1	through	50	except	for	multiples	of	3;	you	will	need	to	use
the		%		operator.
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Recover	from	errors
You've	probably	already	written	lots	of	scripts	that	generated	errors	in	Python.	Run-time
errors	(so-called	because	they	happen	once	a	program	is	already	running)	are	called
exceptions.	Congratulations	-	you've	made	the	code	do	something	exceptional.

There	are	different	types	of	exceptions	that	occur	when	different	rules	are	broken.	For
instance,	try	to	get	the	value	of	"1	/	0"	at	the	interactive	window,	and	you'll	see	a
ZeroDivisionError	exception.	Here's	another	example	of	an	exception,	a		ValueError	,
that	occurs	when	we	try	(and	fail)	to	turn	a	string	into	an	integer:

>>>	int("not	a	number")

Traceback	(most	recent	call	last):

		File	"<pyshell#1>",	line	1,	in	<module>

				int("not	a	number")

ValueError:	invalid	literal	for	int()	with	base	10:	'not	a	number'

>>>

The	name	of	the	exception	is	displayed	on	the	last	line,	followed	by	a	description	of	the
specific	problem	that	occurred.

When	we	can	predict	that	a	certain	type	of	exception	might	occur,	we	might	not	be	able
to	prevent	the	error,	but	there	are	ways	that	we	can	recover	from	the	problem	more
gracefully	than	having	our	program	break	and	display	lots	of	angry	messages.

In	order	to	stop	our	code	from	breaking	because	of	a	particular	exception,	we	use	a
"try/except"	pair,	as	in	the	following:

try:

				number	=	int(input("Enter	an	integer:	"))

except	ValueError:

				print("That	was	not	an	integer.")

The	first	thing	that	happens	in	a	try/except	pair	is	that	everything	inside	of	the	"try	block"
is	run	normally.	If	no	error	occurs,	the	code	skips	over	the	"except	block"	and	continues
running	normally.	Since	we	said,		except	ValueError	,	however,	if	the	program
encounters	a		ValueError		(when	the	user	enters	something	that	isn't	an	integer),	we
jump	down	to	the	"except	block"	and	run	everything	there.	This	avoids	Python's
automatic	error	display	and	doesn't	break	the	script	since	we	"caught"	the		ValueError	.
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If	a	different	kind	of	exception	had	occurred,	then	the	program	still	would	have	broken;
we	only	handled	one	type	of	exception	(a		ValueError	)	with	our	"except	block".

A	single	"except	block"	can	handle	multiple	types	of	exceptions	by	separating	the
exception	names	with	commas	and	putting	the	list	of	names	in	parentheses:

def	divide(num1,	num2):

				try:

								print(num1	/	num2)

				except	(TypeError,	ZeroDivisionError):

								print("encountered	a	problem")

This	isn't	used	very	frequently	since	we	usually	want	our	code	to	react	specifically	to
each	type	of	exception	differently.	In	this	case,	we	created	a		divide()		function	that	tries
to	divide	two	numbers.	If	one	or	both	of	the	numbers	aren't	actually	numbers,	a
	TypeError		exception	will	occur	because	we	can't	use	something	that	isn't	a	number	for
division.	And	if	we	provide	0	as	the	second	number,	a		ZeroDivisionError		will	occur
since	we	can't	divide	by	zero.	Both	of	these	exceptions	will	be	caught	by	our	"except
block",	which	will	just	let	the	user	know	that	we	"encountered	a	problem"	and	continue
on	with	anything	else	that	might	be	left	in	our	script	outside	of	the	try/except	pair.

More		except		error	handling	blocks	can	be	added	after	the	first		except		to	catch
different	types	of	exceptions,	like	so:

try:

				number	=	int(input("Enter	an	non-zero	integer:	"))

				print("10	/	{}	=	{}".format(number,	10.0/number))

except	ValueError:

				print("You	did	not	enter	an	integer.")

except	ZeroDivisionError:

				print("You	cannot	enter	0.")

Here,	we	might	have	encountered	two	different	types	of	errors.	First,	the	user	might	not
have	input	an	integer;	when	we	try	to	convert	the	string	input	using		int()	,	we	raise	an
exception	and	jump	to	the	"except	ValueError:	block",	displaying	the	problem.	Likewise,
we	could	have	tried	to	divide	10	by	the	user-supplied	number	and,	if	the	user	gave	us	an
input	of	0,	we	would	have	ended	up	with	a		ZeroDivisionError		exception;	instead,	we
jump	to	the	second	"except	block"	and	display	this	problem	to	the	user.

A	list	of	Python's	built-in	exceptions	can	be	found	here.	It's	usually	easiest	to	figure
out	the	name	of	an	exception	by	purposefully	causing	the	error	to	occur	yourself,
although	you	should	then	read	the	documentation	on	that	particular	type	of	exception	to
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make	sure	that	your	code	will	actually	handle	all	of	the	errors	that	you	expect	and	(just
as	importantly)	that	your	program	will	still	break	if	it	encounters	a	different,	unexpected
type	of	exception.

We	can	also	use	an	"except	block"	by	itself	without	naming	specific	exceptions	to	catch:

try:

				#	do	lots	of	hazardous	things	that	might	break

except:

				print("The	user	must	have	screwed	something	up.")

However,	this	is	dangerous	to	do	and	is	usually	not	a	good	idea	at	all.	It's	easy	to	hide	a
poorly	written	section	of	code	behind	a		try/except		and	think	that	everything	was
working	fine,	only	to	discover	later	that	you	were	silencing	all	sorts	of	unexpected
problems	that	should	never	have	occurred.

For	more	on	exception	handling,	check	out	this	excellent	article.

Review	exercises:

1.	 Write	a	script	that	repeatedly	asks	the	user	to	input	an	integer,	displaying	a
message	to	"try	again"	by	catching	the		ValueError		that	is	raised	if	the	user	did	not
enter	an	integer;	once	the	user	enters	an	integer,	the	program	should	display	the
number	back	to	the	user	and	end	without	crashing
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Simulate	Events	and	Calculate	Probabilities
You'll	probably	find	the	assignments	in	this	section	to	be	fairly	difficult,	especially	if
you're	not	very	mathematically	inclined.	At	the	very	least,	I	encourage	you	to	read
through	this	section	for	the	information	and	try	the	assignments	out	-	if	they're	too	tricky
for	now,	move	on	and	come	back	to	them	later.

We	will	be	running	a	simple	simulation	known	as	a	Monte	Carlo	experiment.	In	order	to
do	this,	we	need	to	add	a	real-world	"element	of	chance"	to	our	code.	Python	has	built-in
functionality	for	just	that	purpose,	and	it's	suitably	called	the		random		module.

A	module	is	just	a	collection	of	related	functions.	For	now,	all	we	will	need	from	the
random	module	is	the		randint()		function.	Calling		randint(x,	y)		on	two	integers		x	
and		y		returns	a	random	(evenly	distributed)	integer	that	will	have	a	value	between		x	
and		y		-	including	both		x		and		y	,	unlike	the		range()		function.

We	can	import	this	function	into	our	program	like	so:

from	random	import	randint

Now	we	can	use	the		randint()		function	in	our	code:

print(randint(0,	1))

If	you	try	this	within	the	interactive	window,	you	should	see	something	like	this:

>>>	from	random	import	randint

>>>	print(randint(0,	1))

0

Of	course,	because	the	output	is	random,	you	have	a	50%	chance	of	getting	a	1	instead.

Okay,	let's	take	everything	we've	learned	so	far	and	put	it	all	together	to	solve	a	real
problem.	We'll	start	with	a	basic	probability	question	by	simulating	the	outcome	of	an
event.

Let's	say	we	flip	a	fair	coin	(50/50	chance	of	heads	or	tails),	and	we	keep	flipping	it	until
we	get	it	to	land	on	heads.	If	we	keep	doing	this,	we'll	end	up	with	a	bunch	of	individual
trials	that	might	include	getting	heads	on	the	first	flip,	tails	on	one	flip	and	heads	on	the
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second,	or	even	occasionally	tails,	tails,	tails,	tails,	tails	and	finally	heads.	On	average,
what's	our	expected	ratio	of	heads	to	tails	for	an	individual	trial?

To	get	an	accurate	idea	of	the	long-term	outcome,	we'll	need	to	do	this	lots	of	times	-	so
let's	use	a		for		loop:

for	trials	in	range(0,	10000):

We	can	use	the		randint()		function	to	simulate	a	50/50	coin	toss	by	considering	0	to
represent	"tails"	and	1	to	be	a	"heads"	flip.	The	logic	of	the	problem	is	that	we	will
continue	to	toss	the	coin	as	long	as	we	get	tails,	which	sounds	like	a	while	loop:

while	randint(0,	1)	==	0:

Now	all	we	have	to	do	is	keep	track	of	our	counts	of	heads	and	tails.	Since	we	only	want
the	average,	we	can	sum	them	all	up	over	all	our	trials,	so	our	full	script	ends	up	looking
like	the	following:

from	random	import	randint

heads	=	0

tails	=	0

for	trial	in	range(0,	10000):

				while	randint(0,	1)	==	0:

								tails	=	tails	+	1

				heads	=	heads	+	1

print("heads	/	tails	=	",	heads/tails)

Each	time	we	toss	tails,	we	add	one	to	our	total	tails	tally.	Then	we	go	back	to	the	top	of
our	while	loop	and	generate	a	new	random	number	to	test.	Once	it's	not	true	that
	randint(0,	1)	==	0	,	this	means	that	we	must	have	tossed	heads,	so	we	exit	out	of	the
while	loop	(because	the	test	condition	isn't	true	that	time)	and	add	one	to	the	total	heads
tally.

Finally,	we	just	print	out	the	result	of	our	heads-to-tails	ratio.	If	you	use	a	large	enough
sample	size	and	try	this	out	a	few	times,	you	should	be	able	to	figure	out	(if	you	hadn't
already)	that	the	ratio	approaches	1:1.
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Of	course,	you	probably	could	have	calculated	this	answer	faster	just	by	working	out	the
actual	probabilities,	but	this	same	method	can	be	applied	to	much	more	complicated
scenarios.	For	instance,	one	popular	application	of	this	sort	of	Monte	Carlo	simulation	is
to	predict	the	outcome	of	an	election	based	on	current	polling	percentages.

Review	exercises:

1.	 Write	a	script	that	uses	the		randint()		function	to	simulate	the	toss	of	a	die,
returning	a	random	number	between	1	and	6.

2.	 Write	a	script	that	simulates	10,000	throws	of	dice	and	displays	the	average	number
resulting	from	these	tosses.
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Assignment:	Simulate	an	election
Write	a	script	election.py	that	will	simulate	an	election	between	two	candidates,	A	and	B.
One	of	the	candidates	wins	the	overall	election	by	a	majority	based	on	the	outcomes	of
three	regional	elections.	(In	other	words,	a	candidate	wins	the	overall	election	by	winning
at	least	two	regional	elections.)	Candidate	A	has	the	following	odds:

87%	chance	of	winning	region	1
65%	chance	of	winning	region	2
17%	chance	of	winning	region	3

Import	and	use	the		random()		function	from	the		random		module	to	simulate	events
based	on	probabilities;	this	function	doesn't	take	any	arguments	(meaning	you	don't
pass	it	any	input	variables)	and	returns	a	random	value	somewhere	between	0	and	1.

Simulate	10,000	such	elections,	then	(based	on	the	average	results)	display	the
probability	that	Candidate	A	will	win	and	the	probability	that	Candidate	B	will	win.

Hint:	To	do	this,	you'll	probably	need	to	use	a		for		loop	with	a	lot	of		if	/	else	
statements	to	check	the	results	of	each	regional	election.
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Assignment:	Simulate	a	coin	toss
experiment
Write	a	script	coin_toss.py	that	uses	coin	toss	simulations	to	determine	the	answer	to
this	slightly	more	complex	probability	puzzle:

I	keep	flipping	a	fair	coin	until	I've	seen	it	land	on	both	heads	and	tails	at	least	once	each
-	in	other	words,	after	I	flip	the	coin	the	first	time,	I	continue	to	flip	it	until	I	get	a	different
result.	On	average,	how	many	times	will	I	have	to	flip	the	coin	total?	Again,	the	actual
probability	could	be	worked	out,	but	the	point	here	is	to	simulate	the	event	using
	randint()	.	To	get	the	expected	average	number	of	tosses,	you	should	set	a	variable
	trials	=	10000		and	a	variable		flips	=	0	,	then	add	1	to	your		flips		variable	every
time	a	coin	toss	is	made.	Then	you	can	print		flips	/	trials		at	the	end	of	the	code	to
see	what	the	average	number	of	flips	was.

This	one	is	tricky	to	structure	correctly.	Try	writing	out	the	logic	before	you	start	coding.
Some	additional	pointers	if	you're	stuck:

1.	 You	will	need	to	use	a		for		loop	over	a	range	of	trials.
2.	 For	each	trial,	first	you	should	check	the	outcome	of	the	first	flip.
3.	 Make	sure	you	add	the	first	flip	to	the	total	number	of	flips.
4.	 After	the	first	toss,	you'll	need	another	loop	to	keep	flipping	while	you	get	the	same

result	as	the	first	flip.

If	you	just	want	to	check	whether	or	not	your	final	answer	is	correct	without
looking	at	the	sample	code,	click	here.
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Fundamentals:	Lists	and	Dictionaries
Lists	are	extremely	useful	-	in	life	and	in	Python.	There	are	so	many	things	that	naturally
lend	themselves	to	being	put	into	lists	that	it's	often	a	very	intuitive	way	to	store	and
order	data.	In	Python,	a	list	is	a	type	of	object	(just	like	a	string	or	an	integer),	except	a
list	object	is	able	to	hold	other	objects	inside	of	it.	We	create	a	list	by	simply	listing	all	the
items	we	want	in	a	list,	separated	by	commas,	and	enclosing	everything	inside	square
brackets.	These	are	all	examples	of	simple	list	objects:

colors	=	["red",	"green",	"burnt	sienna",	"blue"]

scores	=	[10,	8,	9,	-2,	9]

my_list	=	["one",	2,	3.0]

The	first	object,		colors	,	holds	a	list	of	four	strings.	Our		scores		list	holds	five	integers.
And	the	last	object,		my_list	,	holds	three	different	objects	-	a	string,	an	integer	and	a
floating-point	number.	Since	we	usually	want	to	track	a	set	of	similar	items,	it's	not	very
common	to	see	a	list	that	holds	different	types	of	objects	like	our	last	example,	but	it's
possible.

Getting	a	single	item	out	of	a	list	is	as	easy	as	getting	a	single	character	out	of	a	string	-
in	fact,	it's	the	exact	same	process	of	referring	to	the	item	by	its	index	number:

>>>	colors	=	["red",	"green",	"burnt	sienna",	"blue"]

>>>	print(colors[2])

burnt	sienna

>>>

Remember,	since	we	start	counting	at	0	in	Python,	we	asked	for		colors[2]		in	order	to
get	what	we	think	of	as	the	third	object	in	the	list.	We	can	also	get	a	range	of	objects
from	a	list	in	the	same	way	that	we	got	substrings	out	of	strings:

>>>	colors	=	["red",	"green",	"burnt	sienna",	"blue"]

>>>	print(colors)

['red',	'green',	'burnt	sienna',	'blue']

>>>	print(colors[0:2])

['red',	'green']

>>>
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First	we	printed	the	entire	list	of	colors,	which	displayed	almost	exactly	the	same	way	as
we	typed	it	in	originally.	Then	we	printed	the	objects	in	the	list	within	the	range	[0:2]	-	this
includes	the	objects	at	positions	0	and	1,	which	are	returned	as	a	smaller	list.	(We	can
tell	they're	still	in	a	list	because	of	the	square	brackets.)

Unlike	strings,	lists	are	mutable	objects,	meaning	that	we	can	change	individual	items
within	a	list.	For	instance:

>>>	colors	=	["red",	"green",	"burnt	sienna",	"blue"]

>>>	colors[0]	=	"burgundy"

>>>	colors[3]	=	"electric	indigo"

>>>	print(colors)

['burgundy',	'green',	'burnt	sienna',	'electric	indigo']

>>>

Since	we	can	change	the	items	in	lists,	we	can	also	create	new	lists	and	add	objects	to
them,	item	by	item.	We	create	an	empty	list	using	an	empty	pair	of	square	brackets,	and
we	can	add	an	object	to	the	list	using	the		append()		method	of	the	list:

>>>	animals	=	[]

>>>	animals.append("lion")

>>>	animals.append("tiger")

>>>	animals.append("frumious	Bandersnatch")

>>>	print(animals)

['lion',	'tiger',	'frumious	Bandersnatch']

>>>

Likewise,	we	can	remove	objects	from	the	list	using	the		remove()		method	of	the	list:

>>>	animals.remove("lion")

>>>	animals.remove("tiger")

>>>	print(animals)

['frumious	Bandersnatch']

>>>

The		extend()		method	can	be	used	to	add	more	than	one	object	to	a	list:
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>>>	cities	=	[]

>>>	cities.append("New	York")

>>>	cities

['New	York']

>>>	cities.extend(["San	Francisco",	"Boston",	"Chicago"])

>>>	cities

['New	York',	'San	Francisco',	'Boston',	'Chicago']

>>>

We	can	also	use	the	list's		index()		method	to	get	the	index	number	of	a	particular	item
in	a	list	in	order	to	determine	its	position.	For	instance:

>>>	colors	=	["red",	"green",	"burnt	sienna",	"blue"]

>>>	print(colors.index("burnt	sienna"))

2

>>>

Copying	one	list	into	another	list,	however,	is	somewhat	unintuitive.	You	can't	just
reassign	one	list	object	to	another	list	object,	because	you'll	get	this	(possibly	surprising)
result:

>>>	animals	=	["lion",	"tiger",	"frumious	Bandersnatch"]

>>>	large_cats	=	animals

>>>	large_cats.append("Tigger")

>>>	print(animals)

['lion',	'tiger',	'frumious	Bandersnatch',	'Tigger']

>>>

We	tried	to	assign	the	list	stored	in	the		animals		variable	to	the	variable		large_cats	,
then	we	added	another	string	into		large_cats	.	But	when	we	display	the	contents	of
	animals	,	we	see	that	we've	also	changed	our	original	list	-	even	though	we	meant	to
create	a	new	list	by	giving		large_cats		the	values	in		animals	.

This	is	a	quirk	of	object-oriented	programming,	but	it's	by	design;	when	we	say
	large_cats	=	animals	,	we	make	the	lists		large_cats		and		animals		both	refer	to	the
same	object.	When	we	created	our	first	list,	the	name	animals	was	only	a	way	to	point	us
to	a	list	object	-	in	other	words,	the	name	animals	is	just	a	way	to	reference	the	actual	list
object	that	is	somewhere	in	the	computer's	memory.	Instead	of	copying	all	the	contents
of	the	list	object	and	creating	s	new	list,	saying		large_cats	=	animals		assigns	the	same
object	reference	to	large_cats;	both	of	our	list	names	now	refer	to	the	same	object,	and
any	changes	made	to	one	will	affect	the	other	since	both	names	point	to	the	same
object.
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If	we	actually	wanted	to	copy	the	contents	of	one	list	object	into	a	new	list	object,	we
have	to	retrieve	all	the	individual	items	from	the	list	and	copy	them	over	individually.	We
don't	have	to	use	a	loop	to	do	this,	however;	we	can	simply	say:

>>>	animals	=	["lion",	"tiger",	"frumious	Bandersnatch"]

>>>	large_cats	=	animals[:]

>>>	large_cats.append("leopard")

>>>	print(large_cats)

['lion',	'tiger',	'frumious	Bandersnatch',	'leopard']

>>>	print(animals)

["lion",	"tiger",	"frumious	Bandersnatch"]

The	'[:]'	is	the	same	technique	that	we	used	to	retrieve	a	subset	of	the	list	over	some
range,	but	since	we	didn't	specify	an	index	number	on	either	side	of	the	colon,	we
grabbed	everything	from	the	first	item	through	the	last	item.

You	can	also	achieve	the	same	results	by	using	the		extend()		method:

>>>	animals	=	["lion",	"tiger",	"frumious	Bandersnatch"]

>>>	large_cats	=	[]

>>>	large_cats.extend(animals)

>>>	large_cats

['lion',	'tiger',	'frumious	Bandersnatch']

Keep	in	mind	that	because	lists	are	mutable,	there	is	no	need	to	reassign	a	list	to	itself
when	we	use	one	of	its	methods.	In	other	words,	we	only	need	to	say
	animals.append("jubjub")		to	add	the	jubjub	to	the		animals		list.	If	we	had	said		animals
=	animals.append("jubjub")	,	we	would	have	saved	the	result	returned	by	the		append()	
method	(which	is	nothing)	into	animals,	wiping	out	our	list	entirely.

This	is	true	of	all	the	methods	that	belong	to	mutable	objects.	For	instance,	lists
also	have	a		sort()		method	that	sorts	all	of	the	items	in	ascending	order	(usually
alphabetical	or	numerical,	depending	on	the	objects	in	the	list);	all	we	have	to	say	if	we
want	to	sort	the	animals	list	is		animals.sort()	,	which	alphabetizes	the	list:

>>>	animals.sort()

>>>	print(animals)

['frumious	Bandersnatch',	'jubjub',	'lion',	'tiger',	'Tigger']

>>>

If	we	had	instead	assigned	the	value	returned	by	the		sort()		method	to	our	list,	we
would	have	lost	the	list	entirely:
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>>>	animals	=	animals.sort()

>>>	print(animals)

None

>>>

Since	lists	can	hold	any	objects,	we	can	even	put	lists	inside	of	lists.	We	sometimes
make	a	"list	of	lists"	in	order	to	create	a	simple	matrix.	To	do	this,	we	simply	nest	one	set
of	square	brackets	inside	of	another,	like	so:

>>>	two_by_two	=	[[1,	2],	[3,	4]]

We	have	a	single	list	with	two	objects	in	it,	both	of	which	are	also	lists	of	two	objects
each.	We	now	have	to	stack	the	index	values	we	want	in	order	to	reach	a	particular	item,
for	instance:

>>>	two_by_two[1][0]

3

>>>

Since	saying		two_by_two[1]		by	itself	would	return	the	list		[3,	4]	,	we	then	had	to
specify	an	additional	index	in	order	to	get	a	single	number	out	of	this	sub-list.

A	list	is	just	a	sequence	of	objects,	so	nested	lists	don't	have	to	be	symmetrical:

>>>	list	=	["I	heard	you	like	lists",	["so	I	put	a	list",	"in	your	list"]]

>>>	print(list)

['I	heard	you	like	lists',	['so	I	put	a	list',	'in	your	list']]

>>>

Finally,	if	we	want	to	create	a	list	from	a	single	string,	we	can	use	the	string		split()	
method	as	an	easy	way	of	splitting	one	string	up	into	individual	list	items	by	providing	the
character	(or	characters)	occurring	between	these	items.	For	instance,	if	we	had	a	single
string	of	grocery	items,	each	separated	by	commas	and	spaces,	we	could	turn	them	into
a	list	of	items	like	so:

>>>	groceries	=	"eggs,	spam,	pop	rocks,	cheese"

>>>	grocery_list	=	groceries.split(",	")

>>>	print(grocery_list)

['eggs',	'spam',	'pop	rocks',	'cheese']

>>>
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Review	exercises:

1.	 Create	a	list	named		desserts		that	holds	the	two	string	values	"ice	cream"	and
"cookies"

2.	 Sort		desserts		in	alphabetical	order,	then	display	the	contents	of	the	list
3.	 Display	the	index	number	of	"ice	cream"	in	the		desserts		list
4.	 Copy	the	contents	of	the		desserts		list	into	a	new	list	object	named		food	
5.	 Add	the	strings	"broccoli"	and	"turnips"	to	the	food		list	
6.	 Display	the	contents	of	both	lists	to	make	sure	that	"broccoli"	and	"turnips"	haven't

been	added	to		desserts	
7.	 Remove	"cookies"	from	the	food		list	
8.	 Display	the	first	two	items	in	the	food		list		by	specifying	an	index	range
9.	 Create	a	list	named		breakfast		that	holds	three	strings,	each	with	the	value	of

"cookies",	by	splitting	up	the	string	"cookies,	cookies,	cookies"
10.	 Define	a	function	that	takes	a	list	of	numbers,		[2,	4,	8,	16,	32,	64]	,	as	the

argument	and	then	outputs	only	the	numbers	from	the	list	that	fall	between	1	and	20
(inclusive)
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Assignment:	List	of	lists
Define	a	function,		enrollment_stats()	,	that	takes,	as	an	input,	a	list	of	lists	where	each
individual	list	contains	three	elements:	(a)	the	name	of	a	university,	(b)	the	total	number
of	enrolled	students,	and	(c)	the	annual	tuition	fees.

Sample	list:

universities	=	[

				['California	Institute	of	Technology',	2175,	37704],

				['Harvard',	19627,	39849],

				['Massachusetts	Institute	of	Technology',	10566,	40732],

				['Princeton',	7802,	37000],

				['Rice',	5879,	35551],

				['Stanford',	19535,	40569],

				['Yale',	11701,	40500]

]

This	function	should	return	two	lists:	the	first	containing	all	of	the	student	enrollment
values	and	the	second	containing	all	of	the	tuition	fees.

Next,	define	a		mean()		and	a		median()		function.	Both	functions	should	take	a	single	list
as	an	argument	and	return	the	mean	and	median	from	the	values	in	each	list.	Use	the
return	values	from		enrollment_stats()		as	arguments	for	each	function.	Challenge
yourself	by	finding	a	way	to	sum	all	the	values	in	a		list		without	using	the	built-in
'sum()'	function	for	calculating	the	mean.

At	some	point	you	should	calculate	the	total	students	enrolled	and	the	total	tuition	paid.

Finally,	output	all	values:

*************************

Total	students:			77285

Total	tuition:		$	271905

Student	mean:					11040

Student	median:			10566

Tuition	mean:			$	38843

Tuition	median:	$	39849

*************************
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Assignment:	Wax	poetic
Write	a	script	poetry.py	that	will	generate	a	poem	based	on	randomly	chosen	words	and
a	pre-determined	structure.	When	you	are	done,	you	will	be	able	to	generate	poetic
masterpieces	such	as	the	following	in	mere	milliseconds:

A	furry	horse

A	furry	horse	curdles	within	the	fragrant	mango

extravagantly,	the	horse	slurps

the	mango	meows	beneath	a	balding	extrovert

All	of	the	poems	will	have	this	same	general	structure,	inspired	by	Clifford	Pickover:

{A/An}	{adjective1}	{noun1}

{A/An}	{adjective1}	{noun1}	{verb1}	{preposition1}	the	{adjective2}	{noun2}

{adverb1},	the	{noun1}	{verb2}

the	{noun2}	{verb3}	{preposition2}	a	{adjective3}	{noun3}

Your	script	should	include	a	function		makePoem()		that	returns	a	multi-line	string
representing	a	complete	poem.	The	main	section	of	the	code	should	simply	print
	makePoem()		to	display	a	single	poem.	In	order	to	get	there,	use	the	following	steps	as	a
guide:

1.	 First,	you'll	need	a	vocabulary	from	which	to	create	the	poem.	Create	several	lists,
each	containing	words	pertaining	to	one	part	of	speech	(more	or	less);	i.e.,	create
separate	lists	for	nouns,	verbs,	adjectives,	adverbs,	and	prepositions.	You	will	need
to	include	at	least	three	different	nouns,	three	verbs,	three	adjectives,	two
prepositions	and	one	adverb.	You	can	use	the	sample	word	lists	below,	but	feel	free
to	add	your	own:

Nouns:	"fossil",	"horse",	"aardvark",	"judge",	"chef",	"mango",	"extrovert",
"gorilla"
Verbs:	"kicks",	"jingles",	"bounces",	"slurps",	"meows",	"explodes",	"curdles"
Adjectives:	"furry",	"balding",	"incredulous",	"fragrant",	"exuberant",	"glistening"
Prepositions:	"against",	"after",	"into",	"beneath",	"upon",	"for",	"in",	"like",	"over",
"within"
Adverbs:	"curiously",	"extravagantly",	"tantalizingly",	"furiously",	"sensuously"
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2.	 Choose	random	words	from	the	appropriate	list	using	the		random.choice()		function,
storing	each	choice	in	a	new	string.	Select	three	nouns,	three	verbs,	three
adjectives,	one	adverb,	and	two	prepositions.	Make	sure	that	none	of	the	words	are
repeated.	(Hint:	Use	a	while	loop	to	repeat	the	selection	process	until	you	get	a	new
word.)

3.	 Plug	the	words	you	selected	into	the	structure	above	to	create	a	poem	string	by
using	the		format()		string	method

4.	 Bonus:	Make	sure	that	the	"A"	in	the	title	and	the	first	line	is	adjusted	to	become	an
"An"	automatically	if	the	first	adjective	begins	with	a	vowel.
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Make	Permanent	Lists
Tuples	are	very	close	cousins	of	the	list	object.	The	only	real	difference	between	lists
and	tuples	is	that	tuple	objects	are	immutable	-	they	can't	be	changed	at	all	once	they
have	been	created.	Tuples	can	hold	any	list	of	objects,	and	they	even	look	nearly
identical	to	lists,	except	that	we	use	parentheses	instead	of	square	brackets	to	create
them:

>>>	my_tuple	=	("you'll",	"never",	"change",	"me")

>>>	print(my_tuple)

("you'll",	'never',	'change',	'me')

>>>

Since	tuples	are	immutable,	they	don't	have	methods	like		append()		and		sort()	.
However,	we	can	reference	the	objects	in	tuples	using	index	numbers	in	the	same	way
as	we	did	with	lists:

>>>	my_tuple[2]

'change'

>>>	my_tuple.index("me")

3

>>>

You	probably	won't	create	your	own	tuples	very	frequently,	although	we'll	see	some
instances	later	on	when	they	become	necessary.	One	place	where	we	tend	to	see	tuples
is	when	a	function	returns	multiple	values;	in	this	case,	we	wouldn't	want	to	accidentally
change	anything	about	those	values	or	their	ordering,	so	the	function	provides	them	to
us	as	a	"permanent"	list:
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>>>	def	adder_subtractor(num1,	num2):

...					add	=	num1	+	num2

...					subtract	=	num1	-	num2

...					return	add,	subtract

...

>>>	adder_subtractor(3,	2)

(5,	1)

>>>	test	=	adder_subtractor(4,	3)

>>>	test

(7,	1)

>>>	type(test)

<type	'tuple'>

>>>

Parentheses	are	actually	optional	when	we	are	creating	a	tuple;	we	can	also	just	list	out
a	set	of	objects	to	assign	to	a	new	object,	and	Python	will	assume	by	default	that	we
mean	to	create	a	tuple:

>>>	coordinates	=	4.21,	9.29

>>>	print	coordinates

(4.21,	9.29)

>>>

This	process	is	called	tuple	packing	because	we	are	"packing"	a	number	of	objects	into
a	single	immutable	tuple	object.	If	we	were	to	receive	the	above	coordinates	tuple	from	a
function	and	we	then	want	to	retrieve	the	individual	values	from	this	tuple,	we	can
perform	the	reverse	process,	suitably	called	tuple	unpacking:

>>>	x,	y	=	coordinates

>>>	print(x)

4.21

>>>	print(y)

9.29

>>>

We	assigned	both	new	variables	to	the	tuple	coordinates,	separating	the	names	with
commas,	and	Python	automatically	knew	how	to	hand	out	the	items	in	the	tuple.	In	fact,
we	can	always	make	multiple	assignments	in	a	single	line	by	separating	the	names	with
commas,	whether	or	not	we	use	a	tuple:
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>>>	str1,	str2,	str3	=	"a",	"b",	"c"

>>>	print(str1)

a

>>>	print(str2)

b

>>>	print(str3)

c

>>>

This	works	because	Python	is	basically	doing	tuple	packing	and	tuple	unpacking	on	its
own	in	the	background.	However,	we	don't	use	this	very	frequently	because	it	usually
only	makes	code	harder	to	read	and	more	difficult	to	update	when	changes	are	needed.

Review	exercises:

1.	 Create	a	tuple	named		cardinal_nums		that	holds	the	strings	"first",	"second"	and
"third"	in	order

2.	 Display	the	string	at	position	2	in		cardinal_nums		by	using	an	index	number
3.	 Copy	the	tuple	values	into	three	new	strings	named		pos1	,		pos2		and		pos3		in	a

single	line	of	code	by	using	tuple	unpacking,	then	print	those	string	values
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Store	Relationships	in	Dictionaries
One	of	the	most	useful	structures	in	Python	is	a	dictionary.	Like	lists	and	tuples,
dictionaries	are	used	as	a	way	to	store	a	collection	of	objects.	However,	the	order	of	the
objects	in	a	dictionary	is	unimportant.	Instead,	dictionaries	hold	information	in	pairs	of
data,	called	key-value	pairs.	Every	key	in	a	dictionary	is	associated	with	a	single	value.
Let's	take	a	look	at	an	example	in	which	we	create	a	dictionary	that	represents	entries	in
a	phonebook:

>>>	phonebook	=	{"Jenny":	"867-5309",	"Mike	Jones":	"281-330-8004",

"Destiny":	"900-783-3369"}

>>>	print(phonebook)

{'Mike	Jones':	'281-330-8004',	'Jenny':	'867-5309',

'Destiny':	'900-783-3369'}

>>>

The	keys	in	our	example	phonebook	are	names	of	people.	Keys	are	joined	to	their
values	with	colons,	where	each	value	is	a	phone	number.	The	key-value	pairs	are	each
separated	by	commas,	just	like	the	items	in	a	list	or	tuple.	While	lists	use	square
brackets	and	tuples	use	parentheses,	dictionaries	are	enclosed	in	curly	braces,	{}.	Just
as	with	empty	lists,	we	could	have	created	an	empty	dictionary	by	using	only	a	pair	of
curly	braces.

Notice	how,	when	we	displayed	the	contents	of	the	dictionary	we	had	just	created,	the
key-value	pairs	appeared	in	a	different	order.	Python	sorts	the	contents	of	the	dictionary
in	a	way	that	makes	it	very	fast	to	get	information	out	of	the	dictionary	(by	a	process
called	hashing),	but	this	ordering	changes	randomly	every	time	the	contents	of	the
dictionary	change.

Instead	of	the	order	of	the	items,	what	we	really	care	about	is	which	value	belongs	to
which	key.	This	is	a	very	natural	way	to	represent	many	different	types	of	information.
For	instance,	I	probably	don't	care	which	number	I	happen	to	put	into	my	phonebook
first;	I	only	want	to	know	which	number	belongs	to	which	person.	We	can	retrieve	this
information	the	same	way	as	we	did	with	lists,	using	square	brackets,	except	that	we
specify	a	key	instead	of	an	index	number:

>>>	phonebook["Jenny"]

'867-5309'

>>>
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We	can	add	entries	to	a	dictionary	by	specifying	the	new	key	in	square	brackets	and
assigning	it	a	value:

>>>	phonebook["Obama"]	=	"202-456-1414"

>>>	print(phonebook)

{'Mike	Jones':	'281-330-8004',	'Obama':	'202-456-1414',

'Jenny':	'867-5309',	'Destiny':	'900-783-3369'}

>>>

We're	not	allowed	to	have	duplicate	keys	in	a	Python	dictionary;	in	other	words,	each
key	can	only	be	assigned	a	single	value.	This	is	because	having	duplicate	keys	would
make	it	impossible	to	identify	which	key	we	mean	when	we're	trying	to	find	the	key's
associated	value.	If	a	key	is	given	a	new	value,	Python	just	overwrites	the	old	value.	For
instance,	perhaps	Jenny	got	a	new	number:

>>>	phonebook["Jenny"]	=	"555-0199"

>>>	print(phonebook)

{'Mike	Jones':	'281-330-8004',	'Obama':	'202-456-1414',

'Jenny':	'555-0199',	'Destiny':	'900-783-3369'}

>>>

To	remove	an	individual	key-value	pair	from	a	dictionary,	we	use	the		del()		function
(short	for	delete):

>>>	del(phonebook["Destiny"])

>>>	print(phonebook)

{'Mike	Jones':	'281-330-8004',	'Obama':	'202-456-1414',

'Jenny':	'555-0199'}

>>>

Often	we	will	want	to	loop	over	all	of	the	keys	in	a	dictionary.	We	can	get	all	of	the	keys
out	of	a	dictionary	by	using	the		keys()		method:

>>>	print(phonebook.keys())

(['Mike	Jones',	'Jenny',	'Obama'])

>>>

They		keys()		method	returns	an	object	of	the	type		dict_keys	:
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names	=	phonebook.keys()

>>>type(names)

<class	'dict_keys'>

>>>

This	can	be	a	problem	because		dict_keys		object	look	like		lists	,	but	they	are	not,	and
therefore	do	not	have	the	same	methods	available	to	them.	To	be	able	to	reference
these	keys	by	index	(as	well	as	use	other	list	methods	such	as	sort(),	sum(),	etc.)	we
need	to	convert	this	object	to	a	list	like	so:

>>>names	=	list(phonebook.keys())

>>>type(names)

<class	'list'>

It	we	wanted	to	do	something	specific	with	each	of	the	dictionary's	keys,	though,	what's
usually	even	easier	to	do	is	to	use	a	for	loop	to	get	each	key	individually.	Saying		for	x
in	dictionary		automatically	gives	us	each	key	in	the	dictionary.	We	can	then	use	the
variable	name	in	our	for	loop	to	get	each	corresponding	value	out	of	our	dictionary:

>>>

for	contact_name	in	phonebook:

				print(contact_name,	phonebook[contact_name])

Mike	Jones	281-330-8004

Jenny	555-0199

Obama	202-456-1414

>>>

We	can	also	use	the		in		keyword	to	check	whether	or	not	a	particular	key	exists	in	a
dictionary:

>>>	"Jenny"	in	phonebook

True

>>>	"Santa"	in	phonebook

False

>>>

This	expression	(	x	in	dictionary	)	is	usually	used	in	an		if		statement,	for	instance
before	deciding	whether	or	not	to	try	to	get	the	corresponding	value	for	that	key.	This	is
important	because	it's	an	error	to	attempt	to	get	a	value	for	a	key	that	doesn't	exist	in	a
dictionary:
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>>>	phonebook["Santa"]

Traceback	(most	recent	call	last):

		File	"<pyshell#1>",	line	1,

in	<module>

				phonebook["Santa"]

KeyError:	'Santa'

>>>

If	we	do	want	to	access	a	dictionary's	keys	in	their	sorted	order,	we	can	use	Python's
	sorted()		function	to	loop	over	the	keys	alphabetically:

>>>

for	contact_name	in	sorted(phonebook):

				print(contact_name,	phonebook[contact_name])

Jenny	555-0199

Mike	Jones	281-330-8004

Obama	202-456-1414

>>>

Keep	in	mind	that		sorted()		doesn't	re-sort	the	order	of	the	actual	dictionary:

>>>	for	contact_name	in	sorted(phonebook):

...					print(contact_name,	phonebook[contact_name])

...

Jenny	555-0199

Mike	Jones	281-330-8004

Obama	202-456-1414

>>>	phonebook

{'Mike	Jones':	'281-330-8004',	'Jenny':	'555-0199',

'Obama':	'202-456-1414'}

The	change	is	temporary.	Python	has	to	keep	the	apparently	haphazard	ordering	of	keys
in	the	dictionary	in	order	to	be	able	to	access	the	dictionary	keys	quickly	using	its	own
complicated	hash	function.

Dictionaries	are	very	flexible	and	can	hold	a	wide	variety	of	information	beyond	the
strings	that	we've	experimented	with	here.	Although	it's	usually	the	case,	dictionaries
don't	even	have	to	hold	keys	or	values	that	are	all	the	same	types	of	objects.	Dictionary
values	can	be	anything,	while	keys	must	be	immutable	objects.	For	instance,	we	could
have	added	a	key	to	our	phonebook	that	was	an	integer	object.	However,	we	couldn't
have	added	a	list	as	a	key,	since	that	list	could	be	modified	while	it's	in	the	dictionary,
breaking	the	overall	structure	of	the	dictionary.
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Dictionary	values	can	even	be	other	dictionaries,	which	is	more	common	than	it	probably
sounds.	For	instance,	we	could	imagine	a	more	complicated	phonebook	in	which	every
key	is	a	unique	contact	name	that	is	associated	with	a	dictionary	of	its	own;	these
individual	contact	dictionaries	could	then	include	keys	describing	the	phone	number
("home",	"work",	custom	supplied	type,	etc.)	that	are	each	associated	with	a	"phone
number"	value.	This	is	much	like	creating	a	list	of	lists:

>>>	contacts	=	{"Jenny":	{"cell":	"555-0199",	"home":	"867-5309"},	"Mike

Jones":	{"home":	"281-330-8004"},	"Destiny":	{"work":	"900-783-3369"}}

>>>	print(contacts)

{'Mike	Jones':	{'home':	'281-330-8004'},

'Jenny':	{'cell':	'555-0199',	'home':

'867-5309'},	'Destiny':	{'work':	'900-783-3369'}}

>>>	print(contacts["Jenny"])

{'cell':	'555-0199',	'home':	'867-5309'}

>>>	print(contacts["Jenny"]["cell"])

555-0199

>>>

When	we	wanted	to	retrieve	a	specific	value	inside	the	dictionary-value	associated	with
the	key	for	Jenny,	we	had	to	say		contacts["Jenny"]["cell"]	.	This	is	because	saying
	contacts["Jenny"]		now	returns	the	dictionary	of	all	numbers	for	Jenny,	from	which	we
have	to	specify	a	key	for	a	specific	type	of	phone	number.

Finally,	there	are	two	alternative	ways	to	create	dictionaries	that	can	come	in	useful	in
certain	specific	contexts.	You	shouldn't	worry	about	learning	the	details	of	how	to	use
them	right	now,	but	just	be	aware	that	they	are	a	possibility.

When	you	want	to	use	keys	that	are	strings	that	only	include	letters	and	numbers	(i.e.,
strings	that	could	stand	for	variable	names),	you	can	use		dict()		to	create	a	dictionary
like	so:

>>>	simple_dict	=	dict(string1="value1",	string2=2,	string3=3.0)

>>>	print(simple_dict)

{'string2':	2,	'string3':	3.0,	'string1':	'value1'}

>>>

Here	we	created	a	new	dictionary	named		simple_dict		that	has	three	string	keys,	but
without	putting	quotes	around	the	key	names	this	time	because	Python	knows	to	expect
strings	when	we	use		dict()		in	this	way.	We'll	see	an	example	of	this	use	of	dict()	later
in	the	course.
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The	second	way	to	use		dict()		involves	providing	a	list	of	key-value	pairs	represented
as	tuples,	like	so:

>>>	simple_dict	=	dict([("string1","value1"),	("string2",2),

("string3",3.0)])

>>>	print(simple_dict)

{'string2':	2,	'string3':	3.0,	'string1':	'value1'}

>>>

Within		dict()	,	we	include	a	list	(the	square	brackets),	and	separated	by	commas	inside
that	list	are	tuples	(in	the	pairs	of	parentheses)	that	hold	each	of	our	key-value	pairs.	In
this	case,	we	aren't	limited	to	simple	string	keys;	we	can	again	assign	any	sort	of	keys
we	want	as	long	as	they	are	all	the	same	type	of	object.

NOTE:	Keep	in	mind	that,	even	though	dictionaries	might	seem	more	complicated
to	use,	their	main	advantage	is	that	they	are	very	fast.	When	you're	working	with
long	lists	of	data,	repeatedly	cycling	through	an	entire	list	to	find	a	single	piece	of
information	can	take	a	long	time;	by	contrast,	looking	up	the	information
associated	with	a	dictionary	key	is	almost	instantaneous.	If	you	ever	find	yourself
wanting	to	create	multiple	lists	where	items	match	up	across	lists	based	on	their
ordering,	you	should	probably	be	using	a	dictionary	instead

Review	exercises:

1.	 Create	an	empty	dictionary	named		birthdays	
2.	 Enter	the	following	data	into	the	dictionary:

	'Luke	Skywalker':	'5/24/19'

	'Obi-Wan	Kenobi':	'3/11/57'

	'Darth	Vader':	'4/1/41'

3.	 Write		if		statements	that	test	to	check	if	'Yoda'	and	'Darth	Vader'	exist	as	keys	in
the	dictionary,	then	enter	each	of	them	with	birthday	value	'unknown'	if	their	name
does	not	exist	as	a	key

4.	 Display	all	the	key-value	pairs	in	the	dictionary,	one	per	line	with	a	space	between
the	name	and	the	birthday,	by	looping	over	the	dictionary's	keys

5.	 Delete	'Darth	Vader'	from	the	dictionary
6.	 Bonus:	Make	the	same	dictionary	by	using		dict()		and	passing	in	the	initial	values

when	you	first	create	the	dictionary
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Assignment:	Capital	city	loop
Review	your	state	capitals	along	with	dictionaries	and	while	loops!

First,	finish	filling	out	the	following	dictionary	with	the	remaining	states	and	their
associated	capitals	in	a	file	called	capitals.py.	Or	you	can	grab	the	finished	file	directly
from	the	exercises	folder	in	the	course	repository	on	Github.

capitals_dict	=	{

				'Alabama':	'Montgomery',

				'Alaska':	'Juneau',

				'Arizona':	'Phoenix',

				'Arkansas':	'Little	Rock',

				'California':	'Sacramento',

				'Colorado':	'Denver',

				'Connecticut':	'Hartford',

				'Delaware':	'Dover',

				'Florida':	'Tallahassee',

				'Georgia':	'Atlanta',

}

Next,	write	a	script	that	imports	the		capitals_dict		variable	along	with	the	'random'
package:

from	capitals	import	capitals_dict

import	random

This	script	should	use	a	while	loop	to	iterate	through	the	dictionary	and	grab	a	random
state	and	capital,	assigning	each	to	a	variable.	The	user	is	then	asked	what	the	capital	of
the	randomly	picked	state	is.	The	loop	continues	forever,	asking	the	user	what	the
capital	is,	unless	the	user	either	answers	correctly	or	types	"exit".

If	the	user	answers	correctly,	"Correct"	is	displayed	after	the	loop	ends.	However,	if	the
user	exits	without	guessing	correctly,	the	answer	is	displayed	along	with	"Goodbye."

NOTE:	Make	sure	the	user	is	not	punished	for	case	sensitivity.	In	other	words,	a
guess	of	"Denver"	is	the	same	as	"denver".	The	same	rings	true	for	exiting	-
"EXIT"	and	"Exit"	are	the	same	as	"exit".

Name	this	file	capital_city_loop.py.
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Assignment:	Cats	with	hats
You	have	100	cats.

One	day	you	decide	to	arrange	all	your	cats	in	a	giant	circle.	Initially,	none	of	your	cats
have	any	hats	on.	You	walk	around	the	circle	100	times,	always	starting	at	the	same
spot,	with	the	first	cat	(cat	#	1).	Every	time	you	stop	at	a	cat,	you	either	put	a	hat	on	it	if	it
doesn't	have	one	on,	or	you	take	its	hat	off	if	it	has	one	on.

1.	 The	first	round,	you	stop	at	every	cat,	placing	a	hat	on	each	one.
2.	 The	second	round,	you	only	stop	at	every	second	cat	(#2,	#4,	#6,	#8,	etc.).
3.	 The	third	round,	you	only	stop	at	every	third	cat	(#3,	#6,	#9,	#12,	etc.).
4.	 You	continue	this	process	until	you've	made	100	rounds	around	the	cats	(e.g.,	you

only	visit	the	100th	cat).

Write	a	program	that	simply	outputs	which	cats	have	hats	at	the	end.

NOTE:	This	is	not	an	easy	problem	by	any	means.	Honestly,	the	code	is	simple.
This	problem	is	often	seen	on	job	interviews	as	it	tests	your	ability	to	reason	your
way	through	a	difficult	problem.	Stay	calm.	Start	with	a	diagram,	and	then	write
pseudo	code.	Find	a	pattern.	Then	code!
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Assignment:	Reviewing	the	fundamentals
Let's	review	functions,	loops,	lists,	dicts,	and	conditional	logic...

1.	 Copy	and	paste	the	code	below	to	IDLE	and	save	it	as	fundamental_review.py.
2.	 Run	the	file.	All		print		statements	in	Part	1	return		False		and	there	is	a		TypeError	

in	Part	2.
3.	 Modify	the	variables	so	that	all	of	the		print		statements	return		True	.

print	"\n#	--	part	1	--	#"

#	Modify	the	variable	value	so	that	all	of	the

#	`print`	statements	return	`True`.

zero	=	1

one	=	2

two	=	[5,	4,	3,	2,	1,	0]

three	=	"I	love	Python!"

four	=	[["P",	"y",	"t",	"h",	"o",	"n"],["i",	"s"],["h",	"a",	"r",	"d"]]

five	=	{"happy":"birthday"}

six	=	{1,	2,	3,	4,	5,	6,	7,	8,	9,	10}

days	=	("Fri",	"Sat",	"Sun")

x,	y,	seven	=	days

#	DO	NOT	CHANGE	ANYTHING	BELOW	THIS	LINE	#

#	--------------------------------------	#

print("zero:		{}".format(zero	==	0))

print("one:			{}".format(one	>	22))

print("two:			{}".format(len(two)	==	5))

print("three:	{}".format(three[2]	==	"Python!"))

print("four:		{}".format()

				four[0][5]	==	'n'	and	four[0][0]	==	"P"	and	four[2][1]	==	"u"

)

print("five:		{}".format(five.get("fish")	==	"chips"))

print("five:		{}".format(len(five)	==	3))

print("six:			{}".format(len(six	&	{2,5,7})	==	2))

print("seven:	{}".format(seven	==	"Wed"))

#	--------------------------------------	#

print("\n#	--	part	2	--	#")

#	Find	a	value	for	the	`value`	variable

#	so	that	all	print	statements	return	True.

value	=	None
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#	DO	NOT	CHANGE	ANYTHING	BELOW	THIS	LINE	#

#	------------------------------------	#

if	type(value)	is	list:

				print(True)

else:

				print(False)

for	x	in	value:

				if	not	type(x)	is	int:

								print(False)

				else:

								print(True)

num	=	0

while	num	<	value[2]:

				print(True)

				num	+=	1

for	y	in	range(value[3]):

				if	y	in	value:

								print(False)

try:

				value[5]	=	"Cat"

				while	True:

								print(False)

except	IndexError:

				print(True)

try:

				assert	value[3]	==	-1

except	AssertionError:

				print(True)

#	--------------------------------------	#
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Summary

You	should	use	lists	when:

1.	 You	have	a	mixed	collection	of	data,
2.	 The	data	needs	to	be	ordered,
3.	 The	data	may	need	to	be	changed	(lists	are	mutable),	and
4.	 You	need	a	stack	or	a	queue.

You	should	use	tuples	when:

1.	 The	data	won't	need	to	be	changed	(tuples	are	immutable),	and
2.	 Performance	is	an	issue.

You	should	use	dictionaries	when:

1.	 There	is	a	logical	association	between	a	key/value	pairs,
2.	 You	need	to	lookup	data	quickly	(via	keys),	and
3.	 The	data	may	need	to	be	changed	(dictionaries	are	mutable).
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File	Input	and	Output

Read	and	write	simple	files
So	far,	we've	allowed	the	user	to	type	input	into	our	program	and	displayed	output	on	the
screen.	But	what	if	we	want	to	work	with	a	lot	of	data?	It's	time	to	learn	how	to	use
Python	to	work	with	files.

To	read	or	write	"raw"	text	files	(i.e.,	the	sort	of	file	that	you	could	use	in	a	basic	text
editor	because	it	contains	no	formatting	or	extra	information),	we	use	the	general-
purpose		open()		function.	When	we		open()		a	file,	the	first	thing	we	have	to	determine
is	if	we	want	to	read	from	it	or	write	to	it.	Let's	start	by	creating	a	new	text	file	and	writing
some	data	into	it:

my_output_file	=	open("hello.txt",	"w")

We	passed	two	pieces	of	information	(called	arguments)	to	the		open()		function.	The
first	argument	was	a	string	that	represents	the	actual	name	of	the	file	we	want	to	create:
hello.txt.	The	second	argument	specifies	our	purpose	for	opening	the	file;	in	this	case,
we	said		w		because	we	want	to	write	to	the	file.

The		open()		function	returns	a	File	object	that	has	been	saved	in	the	variable
	my_output_file	.	Let's	write	a	line	of	text	into	the	file	with	the		writelines()		method.	Our
full	script	should	look	like	this:

my_output_file	=	open("hello.txt",	"w")

my_output_file.writelines("This	is	my	first	file.")

my_output_file.close()

Make	sure	you	know	where	you	are	saving	this	script	before	you	run	it;	since	we	didn't
specify	a	directory	path	for	the	file,	right	now	hello.txt	will	be	created	in	the	same	folder
as	the	script.
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NOTE:	You	should	always	use	the		close()		method	to	close	any	file	that	you
have		open()		once	you're	completely	done	with	the	file.	Python	will	eventually
close	any	open	files	when	you	exit	the	program,	but	not	closing	files	yourself	can
still	cause	surprising	problems.	This	is	because	Python	often	buffers	file	output,
meaning	that	it	might	save	a	bunch	of	commands	you've	written	(without	running
them	right	away),	then	run	them	all	in	a	big	batch	later	on	to	make	the	process	run
faster.	This	could	result	in	something	like	the	following	unwanted	situation:	you
write	output	to	a	file,	then	open	that	file	up	in	a	text	editor	to	view	the	output,	but
since	you	didn't		close()		the	file	in	Python	(and	IDLE	is	still	running),	the	file	is
completely	blank	even	though	Python	is	planning	to	write	output	to	the	file	before
it	is	closed.

After	running	this	script,	you	should	see	a	new	file	named	hello.txt	appear	in	the	same
folder	as	your	script;	open	the	output	file	up	yourself	to	check	that	it	contains	the	line	we
wrote.

The		writelines()		method	can	also	take	a	list	of	lines	to	be	written	all	at	once.	The
"lines"	will	be	written	one	after	the	other	without	a	new	line,	so	we	have	to	specify	the
special	newline	character		\n		if	we	actually	want	the	lines	to	appear	on	separate	lines.
Let's	modify	the	script	to	write	a	couple	lines	from	a	list:

my_output_file	=	open("hello.txt",	"w")

lines_to_write	=	["This	is	my	file.",	"\n	There	are	many	like	it,",

																"\nbut	this	one	is	mine."]

my_output_file.writelines(lines_to_write)

my_output_file.close()

Without	deleting	the	previous	hello.txt	file,	try	running	this	version	of	the	script,	then
check	the	contents	of	the	file.	This	is	an	important	lesson	that's	easy	to	forget:	As	soon
as	you		open()		a	file	in		w		(write)	mode,	if	the	file	already	exists	then	the	file's	current
contents	are	completely	deleted.	It's	a	common	mistake	to	accidentally	overwrite	or
delete	the	contents	of	an	important	file	this	way.

If	we	want	to	add	information	to	a	file	instead	of	overwriting	its	contents,	we	can	use	the
	a		mode	to	append	to	the	end	of	the	file.	The	rest	of	the	process	is	identical	to	writing	in
	w		mode;	the	only	difference	is	that	we	start	writing	at	the	end	of	the	file.	Again,	if	we
want	the	new	output	to	appear	on	a	new	line,	we	have	to	specify	the		\n		character	to
move	to	a	new	line.	Let's	append	one	additional	line	onto	our	current	file	hello.txt:
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my_output_file	=	open("hello.txt",	"a")

next_line	=	["\nNON	SEQUITUR"]

my_output_file.writelines(next_line)

my_output_file.close()

Now	that	we	have	a	file	written,	let's	read	the	data	from	it.	You	can	probably	guess	how
this	goes	by	now:

my_input_file	=	open("hello.txt",	"r")

print(my_input_file.readlines())

my_input_file.close()

This	time,	we	used	the		r		mode	to	read	input	from	the	file.	We	then	used	the
	readlines()		method	to	return	every	line	of	the	file,	which	are	displayed	like	so:

>>>

['This	is	my	file.\n',	'There	are	many	like	it,\n',	'but	this	one	is	mine.\n',	'NON	SEQUITUR']

>>>

The	output	is	returned	in	the	form	of	a	list,	and	all	of	the	line	breaks	were	visible	to	us	as
printed	newline	characters.	One	common	way	of	working	with	a	file	in	its	entirety	is	to
use	a		for		loop:

my_input_file	=	open("hello.txt",	"r")

for	line	in	my_input_file.readlines():

				print(line),

my_input_file.close()

NOTE:	Notice	how	we	ended	our		print		statement	with	a	comma;	this	is	because
any	print	statement	will	usually	add	a	new	line	to	the	end	of	the	line	of	output.	The
extra	comma	stops	the	print	statement	from	adding	this	automatic		\n		so	that	the
next	print	statement	will	continue	to	display	on	the	same	line.	Since	our	file
already	has	new	line	characters,	adding	extra	new	lines	would	have	made	the	file
output	display	incorrectly,	with	a	blank	line	appearing	in	between	each	actual	line
of	the	file.
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You	can	remove	the	automatic		\n		(or	change	it	to	something	different)	by	specifying
the	"end"	parameter	of	the		print()		function	like	so:

print(line,	end="")

We	supplied	empty	quotes	to	get	rid	of	the	line	break,	but	we	could	have	put,	for
instance,	an	extra	line	break	after	every	line	by	passing		end="\n\n"		to	the		print()	
function.

We	can	also	read	lines	from	the	file	one	at	a	time	using	the		readline()		method.	Python
will	keep	track	of	where	we	are	in	the	file	for	as	long	as	we	have	it	open,	returning	the
next	available	line	in	the	file	each	time		readline()		is	called:

my_input_file	=	open("hello.txt",	"r")

line	=	my_input_file.readline()

while	line	!=	"":

				print(line),

				line	=	my_input_file.readline()

my_input_file.close()

NOTE:	While	a	file	remains	open	in	read	mode,	Python	keeps	track	of	the	last	line
that	was	read.	So	calling		read()		twice	in	a	row	will	print	the	lines	the	first	time
and	print	an	empty	string	the	second	time.		readline()		and		readlines()		have
similar	behavior.	Once	a	file	is	closed,	the	'read'	position	is	reset.	Play	around	with
these	methods	in	IDLE	to	get	a	feel	for	the	differences.	As	well,	there	is	more	on
this	topic	below.

There	is	an	additional	shortcut	that	can	be	helpful	in	organizing	code	when	working	with
files:	using	Python's		with		keyword.	Using		with		to	read	our	file,	we	could	say:

with	open("hello.txt",	"r")	as	my_input_file:

				for	line	in	my_input_file.readlines():

								print(line),

Compare	this	code	carefully	to	the	two	previous	examples.	When	we	say	"with	X	as	Y"
we	are	defining	the	variable	Y	to	be	the	result	of	running	X.	This	begins	a	block	of	code
where	we	can	use	our	new	variable	as	usual	(in	this	case,		my_input_file	).	The	added
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benefit	with	using	the		with		keyword	is	that	we	no	longer	have	to	worry	about	closing
the	file;	once	our	"with	block"	is	finished,	the	clean-up	work	(closing	of	the	file)	will	be
managed	for	us	automatically.

In	fact,	we	can	name	multiple	variables	in	a		with		statement	if	we	want	to	open	multiple
files	at	once.	For	instance,	if	we	wanted	to	read	hello.txt	in	and	write	its	contents	out	into
a	new	file	hi.txt	line-by-line,	we	could	simply	say:

with	open("hello.txt",	"r")	as	my_input,	open("hi.txt",	"w")	as	my_output:

				for	line	in	my_input.readlines():

								my_output.write(line)

Again,	this	will	take	care	of	all	the	clean-up	work	for	us,	closing	both	files	once	we	exit
the	block	of	code	inside	the		with		statement.	(Of	course,	practically	speaking	there's	an
easier	way	to	accomplish	this	particular	task;	the	shutil	module	includes	many	helpful
functions	including		copy()	,	which	can	be	used	to	copy	an	entire	file	into	a	new
location.)

The	rest	of	the	material	in	this	section	is	conceptually	more	complicated	and	usually	isn't
necessary	for	most	basic	file	reading/writing	tasks.	Feel	free	to	skim	this	remaining
material	for	now	and	come	back	to	it	if	you	ever	find	that	you	need	to	read	or	write	to	a
file	in	a	way	that	involve	specific	parts	of	lines	rather	than	taking	entire	lines	from	a	file
one	by	one.

If	we	want	to	visit	a	specific	part	of	the	file,	we	can	use	the		seek()		method	to	jump	a
particular	number	of	characters	into	the	file.	For	instance:

my_input_file	=	open("hello.txt",	"r")

print	"Line	0	(first	line):",	my_input_file.readline()

my_input_file.seek(0)	#	jump	back	to	beginning

print("Line	0	again:",	my_input_file.readline())

print("Line	1:",	my_input_file.readline())

my_input_file.seek(8)	#	jump	to	character	at	index	8

print("Line	0	(starting	at	9th	character):",	my_input_file.readline())

my_input_file.seek(10,	1)	#	relative	jump	forward	10	characters

print("Line	1	(starting	at	11th	character):",	my_input_file.readline())

my_input_file.close()
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Run	this	script,	then	follow	along	with	the	output	as	you	read	the	description,	since	it's
not	the	most	intuitive	method	to	use.	When	we	provide	a	single	number	to		seek()	,	it	will
go	to	the	character	in	the	file	with	that	index	number,	regardless	of	where	we	currently
are	in	the	file.	Thus,		seek(0)		always	gets	us	back	to	the	beginning	of	the	file,	and
	seek(8)		will	always	place	us	at	the	character	at	index	position	8,	regardless	of	what	we
have	done	previously.	When	we	provide	a	second	argument	of	"1"	to		seek()	,	as	in	the
last	example,	we	are	moving	forward	(or	backward,	if	we	use	a	negative	number)	relative
to	where	we	currently	are	in	the	file.	In	this	case,	after	we	displayed	line	0	starting	at	its
9th	character,	we	were	currently	at	the	beginning	of	line	1.	Calling		seek(10,	1)		then
moved	us	10	characters	ahead	in	line	1.	Clearly,	this	sort	of	seeking	behavior	is	only
useful	in	very	specific	cases.

Although	it's	less	commonly	used,	it	is	possible	to	open	a	file	for	both	reading	and
writing.	You	may	have	already	guessed	why	this	is	usually	not	a	good	idea,	though;	it's
typically	very	difficult	to	keep	track	of	where	you	are	in	a	particular	file	using		seek()		in
order	to	decide	which	pieces	you	want	to	read	or	write.	We	can	specify	the	mode		r+		to
allow	for	both	reading	and	writing,	or		ra+		to	both	read	and	append	to	an	existing	file.
Since	writing	or	appending	will	change	the	characters	in	the	file,	however,	you	will	need
to	perform	a	new		seek()		whenever	switching	modes	from	writing	to	reading.

Review	exercises:

1.	 Read	in	the	raw	text	file	poem.txt	from	the	chapter	10	practice	files	and	display	each
line	by	looping	over	them	individually,	then	close	the	file;	we'll	discuss	using	file
paths	in	the	next	section,	but	for	now	you	can	save	your	script	in	the	same	folder	as
the	text	file

2.	 Repeat	the	previous	exercise	using	the		with		keyword	so	that	the	file	is	closed
automatically	after	you're	done	looping	through	the	lines

3.	 Write	a	text	file	output.txt	that	contains	the	same	lines	as	poem.txt	by	opening	both
files	at	the	same	time	(in	different	modes)	and	copying	the	original	file	over	line-by-
line;	do	this	using	a	loop	and	closing	both	files,	then	repeat	this	exercise	using	the
	with		keyword

4.	 Re-open	output.txt	and	append	an	additional	line	of	your	choice	to	the	end	of	the	file
on	a	new	line
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Use	More	Complicated	Folder	Structures
Chances	are	that	you	don't	want	to	limit	yourself	to	using	the	same	folder	as	your	script
for	all	your	files	all	the	time.	In	order	to	get	access	to	different	directories,	we	can	just
add	them	to	the	file	name	to	specify	a	full	path.	For	instance,	we	could	have	pointed	our
script	to	the	following	fictitious	path:

my_input_file	=	open("C:/My	Documents/useless	text	files/hello.txt",	"r")

Notice	how	we	used	only	forward	slashes	in	the	path	-	not	backslashes.	This	method	of
substituting	forward	slashes	works	fine	even	in	Windows,	where	the	operating	system's
default	is	to	use	backslashes	to	separate	directories.	We	do	this	to	avoid	the	"escape
character"	problem	where	Python	would	have	treated	a	backslash	and	the	character
following	it	as	a	pair	of	special	characters	instead	of	reading	them	along	with	the	rest	of
the	string	normally.	The	backslash	is	called	an	"escape	character"	because	it	lets	Python
know	that	the	backslash	and	the	character	following	it	should	be	read	as	a	pair	to
represent	a	different	character.	For	instance,		\n		would	be	interpreted	as	a	newline
character	and		\t		represents	a	"tab"	character.

Another	way	to	get	around	this	problem	is	to	put	a	lowercase		r		just	before	a	string,
without	a	space,	like	so:

myName	=	r"C:\My	Documents\useless	text	files\hello.txt"

This	creates	a	"raw"	string	that	is	read	in	exactly	as	it	is	typed,	meaning	that	backslashes
are	only	ever	read	as	actual	backslash	characters	and	won't	be	combined	with	any	other
characters	to	create	special	characters.

In	order	to	do	anything	more	advanced	with	file	structures,	we	need	to	rely	on	a	built-in
set	of	Python	code	called	the	os	module,	which	gives	us	access	to	various	functions
related	to	the	operating	system.	So	the	first	thing	that	we	will	need	to	do	is		import	os	
into	our	code.

If	you	are	used	to	working	in	the	command	line,	the	os	module	gives	you	much	of	the
same	basic	functionality	that	will	probably	already	be	somewhat	familiar	-	for	instance,
the		rmdir()		function	to	delete	a	directory	and	the		mkdir()		function	to	create	a	new
directory.
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Soon	we'll	see	how	to	manipulate	and	interact	with	the	included	example	files	in	various
ways.	Although	there	are	a	number	of	different	ways	to	set	your	scripts	up	correctly	for
accessing	files,	for	simplicity	we	will	do	the	following:	whenever	we	need	to	write	a	script
that	makes	use	of	an	example	file	in	the	course	folder,	we	will	start	with	something	like
the	following	code:

import	os

my_path	=	"C:/Real	Python/Course	materials"

You	should	replace	the	string	that	gets	assigned	to	the	variable	path	with	a	string	that
actually	represents	the	location	at	which	you've	saved	the	main	course	materials	folder
(which	is	named	"Real	Python/Course	materials"	by	default,	but	might	not	be	saved
directly	onto	your	C:	drive).	This	way,	you	will	only	ever	have	to	specify	which	folders
inside	of	the	course	folder	you	want	to	access	instead	of	typing	it	out	each	time	you	want
to	access	a	sample	file.	We	will	then	join	this	path	to	the	rest	of	each	file	location	using
the		os.path.join()		function,	as	we'll	see	below.

For	instance,	if	you	wanted	to	display	the	full	contents	of	the	example	text	file	named
example.txt	in	the	chapter	9	practice	files	folder,	the	sample	code	would	look	like	the
following:

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files"

input_file_name	=	os.path.join(my_path,	"example.txt")

with	open(input_file_name,	"r")	as	my_input_file:

				for	line	in	my_input_file.readlines():

								print(line),

Again,	the	string	on	the	second	line	that	represents	the	path	to	the	Practice	files	folder
might	need	to	be	changed	if	you	saved	the	course	files	in	a	different	location.

Notice	how	we	used		os.path.join()		as	a	way	of	adding	the	full	file	path	onto	the	main
directory	by	passing	the	two	parts	of	the	path	as	arguments	to	this	function.	This	just
combines	the	two	strings	together,	making	sure	that	the	right	number	of	slashes	is
included	in	between	the	two	parts.	Instead	of	using		os.path.join()	,	we	could	have
simply	added	(concatenated)	the	string	path	to	the	rest	of	the	file	path	by	using	a	plus
sign	and	adding	an	extra	forward	slash	between	the	two	strings	like	this:
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input_file_name	=	my_path	+	"/example.txt"

However,		os.path.join()		comes	with	the	added	benefit	of	Python	automatically	adding
any	slashes	between	the	two	path	strings	necessary	to	create	a	valid	path.	This	is	why
it's	a	good	idea	to	get	into	the	habit	of	using	this	function	to	join	path	names	together;
sometimes	we	will	retrieve	part	of	a	path	names	through	our	code	and	not	know	ahead
of	time	if	it	includes	an	extra	slash	or	not,	and	in	these	cases		os.path.join()		will	be	a
necessity.

NOTE:	If	you're	using	Python	3.4+,	you	also	have	the	option	to	work	with	object-
oriented	paths	using	pathlib.

Let's	start	modifying	files	using	a	basic	practical	example:	we	want	to	rename	every	.GIF
file	in	a	particular	folder	to	be	a	.JPG	file	of	the	same	name.	In	order	to	get	a	list	of	the
files	in	the	folder,	we	can	use	the		os.listdir()		function,	which	returns	a	list	of	file
names	found	in	the	provided	directory.	We	can	use	the	string	method		endswith()		to
check	the	file	extension	of	each	file	name.	Finally,	we'll	use		os.rename()		to	rename
each	file:

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files/images"

#	get	a	list	of	all	files	and	folders

file_names_list	=	os.listdir(my_path)

#	loop	over	every	file	in	the	main	folder

for	file_name	in	file_names_list:

				if	file_name.lower().endswith(".gif"):	#	extension	matches	a	GIF	file

								print'Converting	"{}"	to	JPG...'.format(file_name)

								#	get	full	path	name	and	change	the	".gif"	to	".jpg"

								full_file_name	=	os.path.join(my_path,	file_name)

								new_file_name	=	full_file_name[0:len(full_file_name)-4]	+".jpg"

								os.rename(full_file_name,	new_file_name)

Since		endswith()		is	case-sensitive,	we	had	to	convert		file_name		to	lowercase	using
the		lower()		method;	since	this	method	returns	a	string	as	well,	we	just	stacked	one
method	on	top	of	another	in	the	same	line.	We	used	subscripting	to	replace	the	file
extension	in	the	line		new_file_name	=	full_file_name[0:len(full_file_name)-4]		by
trimming	the	last	four	characters	(the	".gif")	off	of	the	full	file	name,	then	we	added	the
new	".jpg"	extension	instead.	Our		os.rename()		function	took	two	arguments,	the	first
being	the	full	original	file	name	and	the	second	being	the	new	file	name.
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A	more	efficient	way	of	performing	this	same	task	would	be	to	import	and	use	the	glob
module,	which	serves	the	purpose	of	helping	to	match	patterns	in	file	names.	The
	glob.glob()		function	takes	a	string	that	uses	"wildcard"	characters,	then	returns	a	list	of
all	possible	matches.	In	this	case,	if	we	provide	the	file	name	pattern	"*.gif"	then	we	will
be	able	to	find	any	file	names	that	match	the	".gif"	extension	at	the	end:

import	glob

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files/images"

possible_files	=	os.path.join(my_path,	"*.gif")

for	file_name	in	glob.glob(possible_files):

				print	'Converting	"{}"	to	JPG...'.format(file_name)

				full_file_name	=	os.path.join(my_path,	file_name)

				new_file_name	=	full_file_name[0:len(full_file_name)-4]	+".jpg"

				os.rename(full_file_name,	new_file_name)

By	providing	a	string	with	the	full	file	path	and	an		*	,	we	were	able	to	return	a	glob	list	of
all	possible	GIF	images	in	that	particular	directory.	We	can	also	use	glob()	to	search
through	subfolders	-	for	instance,	if	we	wanted	to	search	for	all	of	the	PNG	files	that	are
in	folders	inside	of	our	images	folder,	we	could	search	using	the	string	pattern:

import	glob

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files/images"

possible_files	=	os.path.join(my_path,	"*/*.png")

for	file_name	in	glob.glob(possible_files):

				print(file_name)

Adding	the	string		"*/*.png"		to	the	path	means	that	we	are	searching	for	any	files
ending	in	".png"	that	are	inside	of	folders	that	can	have	any	name	(the	first	"*").	Since	we
used	the	forward	slash	to	separate	the	last	folder,	however,	we	will	only	be	searching	in
subfolders	of	the	"images"	directory.
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NOTE:	When	you	print	file	paths	generated	by	Python,	you	may	notice	that	some
of	them	include	backslashes.	In	fact,	Python	is	automatically	adding	two
backslashes	everywhere,	but	only	the	second	backslash	of	each	pair	is	displayed.
This	is	because	the	first	backslash	is	still	acting	as	an	"escape"	character,	then
the	second	backslash	tells	Python	that	we	do	in	fact	want	just	a	backslash
character.	We	could	also	have	specified	our	own	paths	this	way,	for	instance:
	my_path	=	"C:\\book1-exercises\\chp09\\practice_files\\images		displays	the
string	correctly	(try	it	out),	if	we	ever	use	the	string	in	a	way	that	causes	Python	to
reinterpret	each	of	the	backslashes	in	the	file	path	as	a	double	backslash,	we'll
end	up	with	an	invalid	path	full	of	doubled	double	backslashes.	This	is	why	it's	a
good	idea	to	stick	with	using	either	forward	slashes	or	"raw"	strings	for	path
names.

Another	special	pattern-matching	character	that	can	be	included	in	a	glob	pattern	is	a	 	̀
to	stand	for	any	one	single	character;	for	instance,	searching	for	anything	matching	

.gif	would	only	return	GIF	files	that	have	a	name	that	is	two	characters	long.	We	can
also	include	ranges	to	search	over	by	putting	them	in	square	brackets;	the	pattern	[0-
9]	will	match	any	single	number	from	0	through	9,	and	the	pattern	[a-z]	will	match	any
single	letter.	For	instance,	if	we	wanted	to	search	for	any	GIF	files	that	have	the

name	"image"	followed	specifically	by	two	digits,	we	could	pass	the	pattern	image[0-9]
[0-9].gif`	to	glob.

Keep	in	mind	that		listdir()		returns	a	list	of	all	files	and	folders	in	a	given	folder.
Therefore,	if	we	had	wanted	to	affect	every	file	in	the	image	folder,	then	we	would	want
to	be	careful	not	to	affect	folder	names	as	well.	We	can	check	this	easily	by	using	either
	os.path.isfile()		or		os.path.isdir()	,	both	of	which	return		True		or		False	.	For
instance,	if	we	wanted	to	add	the	string	"folder"	to	the	end	of	each	folder	name	inside	the
images	folder	but	not	affect	any	of	the	files	in	images,	we	could	do	the	following:

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files/images"

files_and_folders	=	os.listdir(my_path)

for	folder_name	in	files_and_folders:

				full_path	=	os.path.join(my_path,	folder_name)

				if	os.path.isdir(full_path):

								os.rename(full_path,	full_path	+	"	folder")
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To	rename	a	folder	(or	file),	we	simply	passed	the	original	full	path	string	and	the	new	full
path	string	to	the		os.rename()		function.	Here	we	used		os.path.isdir()		to	decide
whether		folder_name		is	actually	a	folder	or	not;	in	this	case	it's	either	a	valid	path	to	a
folder	or	a	valid	path	to	a	file,	but	passing	any	string	that	isn't	a	valid	folder	path	to
	os.path.isdir()		will	return		False	.	Another	related	function	that	can	be	especially
useful	for	deciding	whether	or	not	a	particular	file	needs	to	be	created	for	the	first	time	is
	os.path.exists()	,	which	returns		True		or		False		depending	on	whether	the	file	or
folder	specified	already	exists	or	not.

Sometimes	we	need	to	deal	with	more	complicated	folder	structures	-	for	instance,	if	we
wanted	to	get	all	the	files	in	all	subfolders	of	a	particular	folder.	For	this,	we	can	use
	os.walk()	.	This	function	will	return	all	the	possible	combinations	of	(folder,	subfolders,
file	names)	as	tuples	that	represent	the	paths	to	reach	every	file	anywhere	in	a	named
root	folder.	For	instance,	if	we	wanted	to	display	every	file	within	the	"images"	folder	and
any	of	its	subfolders,	we	could	do	the	following:

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files/images"

for	current_folder,	subfolders,	file_names	in	os.walk(my_path):

				for	file_name	in	file_names:

								print(os.path.join(current_folder,	file_name))

The	call	to		os.walk()		created	an	object	that	Python	could	loop	over,	each	time
returning	a	different	tuple	that	includes	-	(1)	a	particular	folder,	(2)	a	list	of	the	subfolders
within	that	folder,	and	(3)	a	list	of	files	within	that	folder.	We	used	tuple	unpacking	in	the
outer		for		loop	in	order	to	get	every	possible	combination	of	(current_folder,	subfolders,
file_names)	to	loop	over,	where		current_folder		might	actually	represent	the	images
folder	or	a	subfolder	of	images.	In	this	case,	we	don't	care	about	any	of	the	results	from
subfolders	since	looping	through	each	of	the		file_names		and	joining	them	to
	current_folder		will	give	us	the	full	path	to	every	file.

Although	we've	covered	the	most	common	cases,	there	are	many	additional	functions
belonging	to	both	the	os	module	and	the	os.path	module	that	can	be	used	in	various
ways	for	accessing	and	modifying	files	and	folders.	In	the	assignment	below,	we'll
practice	a	couple	more	of	these	functions:	deleting	files	and	folders	by	passing	them	to
the		os.remove()		function	and	getting	the	size	of	a	file	in	bytes	by	passing	it	to	the
	os.path.getsize()		function.
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Review	exercises:

1.	 Display	the	full	paths	of	all	of	the	files	and	folders	in	the	images	folder	by	using
	os.listdir()	

2.	 Display	the	full	paths	of	any	PNG	files	in	the	images	folder	by	using		glob.glob()	
3.	 Rename	any	PNG	files	in	the	images	folder	and	its	subfolders	to	be	JPG	files	by

using		os.walk()	;	in	case	you	mess	things	up	beyond	repair,	there	is	a	copy	of	the
images	folder	in	the	backup	folder

4.	 Make	sure	that	your	last	script	worked	by	using		os.path.exists()		to	check	that	the
JPG	files	now	exist	(by	providing		os.path.exists()		with	the	full	path	to	each	of
these	files)
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Assignment:	Use	pattern	matching	to	delete
files
Write	a	script	remove_files.py	that	will	look	in	the	chapter	9	practice	files	folder	named
"little	pics"	as	well	all	of	its	subfolders.	The	script	should	use		os.remove()		to	delete	any
JPG	file	found	in	any	of	these	folders	if	the	file	is	less	than	2	Kb	(2,000	bytes)	in	size.

You	can	supply	the		os.path.getsize()		function	with	a	full	file	path	to	return	the	file's
size	in	bytes.	Check	the	contents	of	the	folders	before	running	your	script	to	make	sure
that	you	delete	the	correct	files;	you	should	only	end	up	removing	the	files	named	"to	be
deleted.jpg"	and	"definitely	has	to	go.jpg"	-	although	you	should	only	use	the	file
extensions	and	file	sizes	to	determine	this.

If	you	mess	up	and	delete	the	wrong	files,	there	is	a	folder	named	"backup"	that	contains
an	exact	copy	of	the	"little	pics"	folder	and	all	its	contents	so	that	you	can	copy	these
contents	back	and	try	again.
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Read	and	Write	CSV	Data
The	types	of	files	we	have	to	deal	with	in	our	everyday	lives	are	usually	more
complicated	than	plain	text	files.	If	we	want	to	be	able	to	modify	the	contents	of	these
files	(rather	than	just	copy,	rename	or	delete	them),	we	will	need	more	complex	systems
for	being	able	to	read	this	information.

One	common	way	of	storing	text	data	is	in	CSV	files.	"CSV"	stands	for	Comma-
Separated	Value,	because	each	entry	in	a	row	of	data	is	usually	separated	from	other
entries	by	a	comma.	For	example,	the	contents	of	the	file	named	wonka.csv	in	the
chapter	9	practice	materials	folder	look	like	this:

First	name,Last	name,Reward

Charlie,Bucket,"golden	ticket,	chocolate	factory"

Veruca,Salt,squirrel	revolution

Violet,Beauregarde,fruit	chew

We	have	three	columns	of	variables:	First	name,	Last	name,	and	Reward.	Each	line
represents	another	row	of	data,	including	the	first	row,	which	is	a	"header"	row	that	tells
us	what	each	entry	represents.	Our	entries	have	to	appear	in	the	same	order	for	each
row,	with	each	entry	separated	from	others	by	commas.	Notice	how	"golden	ticket,
chocolate	factory"	is	in	quotes	-	this	is	because	it	contains	a	comma,	but	this	comma
isn't	meant	to	separate	one	entry	from	another.	There	is	no	set	standard	for	how	to	write
out	CSV	files,	but	this	particular	file	was	created	with	Microsoft	Excel,	which	added	the
quotation	marks	around	the	entry	containing	a	comma.

NOTE:	If	you	open	the	wonka.csv	practice	file,	it	will	most	likely	be	opened
automatically	by	Excel,	OpenOffice	Calc,	LibreOffice	Calc,	or	a	similar	program;
all	of	these	programs	have	the	ability	to	read	and	write	CSV	data,	which	is	one
reason	why	this	format	is	so	useful.	As	long	as	you	don't	need	to	track
characteristics	of	a	data	file	such	as	formatting	and	colors,	it's	usually	easiest	to
export	data	to	a	CSV	file	before	working	with	the	data	in	Python;	the	CSV	can
always	be	opened	in	the	appropriate	program	and	re-saved	as	the	proper	format
again	later.	CSV	files	can	also	be	useful	for	importing	or	exporting	data	from
systems	such	as	SQL	databases	that	we	will	learn	about	later.
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Python	has	a	built-in	csv	module	that	makes	it	nearly	as	easy	to	read	and	write	CSV	files
as	any	other	sort	of	text	file.	Let's	start	with	a	basic	example	and	read	in	our	wonka.csv
file,	then	display	its	contents:

import	csv

import	os

my_path	=	"C:/book1-exercises/chp09/practice_files"

with	open(os.path.join(my_path,	"wonka.csv"),	"r")	as	my_file:

				my_file_reader	=	csv.reader(my_file)

				for	row	in	my_file_reader:

								print(row)

We	opened	a	file	just	as	we've	done	before.	We	then	created	a	CSV	file	reader	using
	csv.reader()		and	passed	it	the	file.	Notice	that	we	had	to	pass	the	actual	opened	file
object	to		csv.reader()	,	not	just	the	file	name.	From	there,	we	can	easily	loop	over	the
rows	of	data	in	this	CSV	reader	object,	which	are	each	displayed	as	a	list	of	strings:

>>>

['First	name',	'Last	name',	'Reward']

['Charlie',	'Bucket',	'golden	ticket,	chocolate	factory']

['Veruca',	'Salt',	'squirrel	revolution']

['Violet',	'Beauregarde',	'fruit	chew']

>>>

Much	like	with		readline()		versus		readlines()	,	there	is	also	a		next()		method	that
gets	only	the	next	row	of	data	from	a	CSV	reader	object.	This	method	is	usually	used	as
a	simple	method	of	skipping	over	a	row	of	"header"	data;	for	instance,	if	we	wanted	to
read	in	and	store	all	the	information	except	the	first	line	of	our	CSV	file,	we	could	add	the
line		next(my_file_reader)		after	opening	the	CSV	file	to	skip	over	the	first	line,	then	loop
through	the	remaining	rows	as	usual.

If	we	know	what	fields	to	expect	from	the	CSV	ahead	of	time,	we	can	even	unpack	them
from	each	row	into	new	variables	in	a	single	step:
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import	csv

import	os

my_path	=	"book1-exercises/chp09/practice_files"

with	open(os.path.join(my_path,	"wonka.csv"),	"r")	as	my_file:

				my_file_reader	=	csv.reader(my_file)

				next(my_file_reader)

				for	first_name,	last_name,	reward	in	my_file_reader:

								print("{}	{}	got:	{}".format(first_name,	last_name,	reward))

After	skipping	the	first	header	row	with	the		next()		function,	we	assigned	the	three
values	in	each	row	to	the	three	separate	strings	first_name,	last_name	and	reward,
which	we	then	used	inside	of	the		for		loop,	generating	this	output:

>>>

['First	name',	'Last	name',	'Reward']

Charlie	Bucket	got:	golden	ticket,	chocolate	factory

Veruca	Salt	got:	squirrel	revolution

Violet	Beauregarde	got:	fruit	chew

>>>

The	first	line	of	this	output	was	generated	by	the	call	to	the		next()		function	rather	than
a	print	statement	of	ours.

The	commas	in	CSV	files	are	called	delimiters	because	they	are	the	character	used	to
separate	different	pieces	of	the	data.	Sometimes	a	CSV	file	will	use	a	different	character
as	a	delimiter,	especially	if	there	are	a	lot	of	commas	already	contained	in	the	data.	For
instance,	let's	read	in	the	file	tabbed	wonka.csv,	which	uses	tabs	instead	of	commas	to
separate	entries	and	looks	like	this:

First	name				Last	name				Reward

Charlie				Bucket				golden	ticket,	chocolate	factory

Veruca				Salt				squirrel	revolution

Violet				Beauregarde				fruit	chew

We	can	read	files	like	this	using	the	csv	module	just	as	easily	as	before,	but	we	need	to
specify	what	character	has	been	used	as	the	delimiter:
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import	csv

import	os

my_path	=	"book1-exercises/chp09/practice_files"

with	open(os.path.join(my_path,	"tabbed	wonka.csv"),	"r")	as	my_file:

				my_file_reader	=	csv.reader(my_file,	delimiter="\t")

				next(my_file_reader)

				for	row	in	my_file_reader:

								print	row

Here	we	used	the	special	character		\t		to	mean	the	"tab"	character	and	assigned	it	to
the	argument	delimiter	when	we	created		my_file_reader	.

Writing	CSV	files	is	accomplished	using	the		csv.writer()		method	in	much	the	same
way.	Just	as	rows	of	data	read	from	CSV	files	appeared	as	lists	of	strings,	we	first	need
to	structure	the	rows	we	want	to	write	as	lists	of	strings:

import	csv

import	os

my_path	=	"book1-exercises/chp09/practice_files"

with	open(os.path.join(my_path,	"movies.csv"),	"w")	as	my_file:

				my_file_writer	=	csv.writer(my_file)

				my_file_writer.writerow(["Movie",	"Rating"])

				my_file_writer.writerow(["Rebel	Without	a	Cause",	"3"])

				my_file_writer.writerow(["Monty	Python's	Life	of	Brian",	"5"])

				my_file_writer.writerow(["Santa	Claus	Conquers	the	Martians",	"0"])

We	opened	a	new	file	in		w		mode	this	time	so	that	we	could	write	data.	We	then	wrote
out	individual	rows	to	the	CSV	file	writer	object	using	its		writerow()		method.	We	also
could	have	used	the		writerows()		method,	which	takes	a	list	of	rows,	to	write	all	the
rows	in	a	single	line:
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import	csv

import	os

my_path	=	"book1-exercises/chp09/practice_files"

my_ratings	=	[	["Movie",	"Rating"],

														["Rebel	Without	a	Cause",	"3"],

														["Monty	Python's	Life	of	Brian",	"5"],

														["Santa	Claus	Conquers	the	Martians",	"0"]	]

with	open(os.path.join(my_path,	"movies.csv"),	"w")	as	my_file:

				my_file_writer	=	csv.writer(my_file)

				my_file_writer.writerows(my_ratings)

If	we	wanted	to	export	data	created	by	a	Python	script	to,	for	instance,	an	Excel
workbook	file,	although	it's	possible	to	do	this	directly,	it's	usually	sufficient	and	much
easier	to	create	a	CSV	file	that	we	can	then	open	later	in	Excel	and,	if	needed,	convert
to	the	desired	format.	There	are	a	number	of	special	modules	that	have	been	designed
for	interacting	with	Microsoft	Excel	documents	(although	they	all	have	their	own
limitations),	including	xlrd	and	xlwt	for	reading	and	writing	basic	Excel	files,	openpyxl	for
manipulating	Excel	2010	files,	and	XlsxWriter	for	creating	.xlsx	files	from	scratch.

Review	exercises:

1.	 Write	a	script	that	reads	in	the	data	from	the	CSV	file	pastimes.csv	located	in	the
chapter	9	practice	files	folder,	skipping	over	the	header	row

2.	 Display	each	row	of	data	(except	for	the	header	row)	as	a	list	of	strings
3.	 Add	code	to	your	script	to	determine	whether	or	not	the	second	entry	in	each	row

(the	"Favorite	Pastime")	converted	to	lower-case	includes	the	word	"fighting"	using
the	string	methods		find()		and		lower()	

4.	 Use	the	list		append()		method	to	add	a	third	column	of	data	to	each	row	that	takes
the	value	"Combat"	if	the	word	"fighting"	is	found	and	takes	the	value	"Other"	if
neither	word	appears

5.	 Write	out	a	new	CSV	file	categorized	pastimes.csv	to	the	Output	folder	with	the
updated	data	that	includes	a	new	header	row	with	the	fields	"Name",	"Favorite
Pastime",	and	"Type	of	Pastime"
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Assignment:	Create	a	high	scores	list	from
CSV	data
Write	a	script	high_scores.py	that	will	read	in	a	CSV	file	of	users'	scores	and	display	the
highest	score	for	each	person.	The	file	you	will	read	in	is	named	scores.csv	and	is
located	in	the	chapter	9	practice	files	folder.	You	should	store	the	high	scores	as	values
in	a	dictionary	with	the	associated	names	as	dictionary	keys.	This	way,	as	you	read	in
each	row	of	data,	if	the	name	already	has	a	score	associated	with	it	in	the	dictionary,	you
can	compare	these	two	scores	and	decide	whether	or	not	to	replace	the	"current"	high
score	in	the	dictionary.

Use	the		sorted()		function	on	the	dictionary's	keys	in	order	to	display	an	ordered	list	of
high	scores,	which	should	match	this	output:

Empiro	23

L33tH4x	42

LLCoolDave	27

MaxxT	25

Misha46	25

O_O	22

johnsmith	30

red	12

tom123	26
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Assignment:	Split	a	CSV	file
Write	a	script	that	will	take	three	required	command	line	arguments	-		input_file	,
	output_file	,	and	the		row_limit	.	From	those	arguments,	split	the	input	CSV	into
multiple	files	based	on	the		row_limit		argument.

Arguments:

1.	 	-i	:	input	file	name
2.	 	-o	:	output	file	name
3.	 	-r	:	row	limit	to	split

Default	settings:

1.	 	output_path		is	the	current	directory
2.	 headers	are	displayed	on	each	split	file
3.	 the	default	delimiter	is	a	comma

Example	usage:

#	split	csv	by	every	100	rows

>>	python	csv_split.py	-i	input.csv	-o	output	-r	100

Before	you	start	coding,	stop	for	a	minute	and	read	over	the	directions	again.	If	you're
having	trouble	following	them,	take	some	notes.	What	makes	this	assignment	so	difficult
is	that	it	has	a	number	of	moving	pieces.	However,	if	you	can	break	them	down	into
manageable	chunks,	then	the	process	will	be	much	easier.	Let's	look	at	it	together.

1.	 You	first	need	to	grab	the	command	line	arguments.	I	recommend	using	the
argparse	library	for	this.	Once	obtained,	you	should	validate	the	arguments	to
ensure	that	(a)	the	input	file	exists	and	(b)	the	number	of	rows	in	the	input	file	is
greater	that	the	row	limit	to	split.	Make	sure	that	each	of	your	functions	does	only
one	thing.	Think	about	how	many	functions	you	need	for	this	first	step.

2.	 If	the	validation	passes,	the	program	should	continue.	If	not,	the	program	ends,
displaying	an	error	message.

3.	 Next	you	need	to	split	up	the	CSV	file	into	separate	"chunks"	based	on	the
	row_limit		argument.	In	other	words,	if	your	input	CSV	file	has	150	rows	(minus	the
header)	and	the		row_limit		is	set	to	50,	then	there	should	be	three	chunks	(and
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when	you	create	your	output	CSV	files,	each	chunk	will	have	50	rows	+	the	header).
There's	a	number	of	different	ways	to	create	each	chunk.	In	this	example,	it's
probably	easiest	to	create	a	separate		list		for	each	chunk	containing	the
appropriate	#	of	rows	from	the	input	CSV	file.

4.	 You	need	to	have	separate	output	files	(one	for	each	chunk)	that	have	some	sort	of
naming	convention	that	makes	sense.	You	could	use	a	timestamp.	Or	you	could
add	the	chunk	number	to	each	file	name	-	e.g.,	output-file-name_chunk-number.csv.
Each	file	must	have	a	.csv	extension	as	well	as	the	headers.	Add	each	chunk	to	the
appropriate	output	file.

5.	 Finally,	output	information	to	the	user	indicating	the	file	name	and	the	#	of	rows	for
each	chunk.	Format	this	in	an	appropriate,	legible	manner.

Try	this	out	on	your	own	before	looking	at	the	answer.	You	should	be	able	to	get	through
the	first	two	steps	on	your	own.	The	remaining	steps	are	a	bit	more	difficult.	If	you	found
this	assignment	easy,	try	to	add	additional	functionality	to	your	program,	such	as	the
ability	to	include	or	exclude	the	headers	from	each	file,	splitting	the	input	CSV	by	the
column	#	(or	name)	instead	of	by	row.

Need	help?	Here	are	some	recommendations	for	how	to	break	down	steps	3,	4,	and	5:

In	step	3,	you	should	open	the	CSV	file	and	create	a	list	of	lists	where	each	list	is	a	row
in	the	spreadsheet.	Remove	the	header	and	save	it,	since	you'll	need	to	add	it	to	each
chunk.	Use	a		for		loop	to	loop	through	the	list	of	lists	and	create	a	chunk	that	contains
the	rows	from	a	starting	row	#	to	an	ending	row	number.	The	ending	row	number	is	the
	row_limit	.	If	there	are	not	enough	rows	left	-	e.g.,	the	rows	remaining	is	less	than	the
`row_limit'	-	then	make	sure	to	add	all	remaining	rows	to	the	final	chunk.

Steps	4	and	5	are	best	kept	in	the	same		for		loop.	Create	a	new,	unique	output	file
name,	add	the	headers	to	each	chunk,	then	add	each	chunk	to	the	file.	Output	the
information	to	the	user.

Still	stuck?	Consult	Google.	Or	Stack	Overflow.
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Interlude:	Install	Packages
The	remaining	half	of	this	course	relies	on	functionality	found	in	various	toolkits	that	are
not	packaged	with	Python	by	default.	There	are	over	71,000	of	these	"extra"	packages,
as	of	writing	(December	2015),	registered	with	Python	and	available	for	download.
Although	all	of	the	add-on	features	that	we'll	cover	are	widely	used	and	freely	available,
you	will	first	need	to	download	and	install	each	of	these	packages	in	order	to	be	able	to
import	new	functionality	into	your	own	code.

Python	"packages"	and	"toolkits"	are	usually	just	another	way	of	referring	to	a	module	or
set	of	modules	that	can	be	imported	into	other	Python	code,	although	sometimes	these
modules	rely	on	other	code	outside	of	Python,	which	is	why	it	can	sometimes	be	tricky	to
get	everything	installed	correctly.

Some	Python	packages	(especially	for	Windows)	offer	automated	installers	that	you	can
download	and	run	without	an	extra	hassle.

Usually	in	Linux,	installing	a	Python	package	is	only	a	matter	of	searching	for	the	correct
package	name	(e.g.,	in	the	Debian	package	directory),	then	running	the	command:

$	sudo	apt-get	python-package-name
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Installing	via	pip
However,	eventually	you	will	come	across	a	Python	package	that	is	not	as	simple	to
install	for	your	particular	operating	system.	For	this	reason,	the	best	way	to	install	most
Python	packages	is	through	pip,	although	pip	itself	can	be	tricky	to	install	on	some
configurations.	If	you're	using	Python	3.4+,	you	already	have	pip	installed	by	default	and
can	use	it	right	away	to	install	new	packages	with	no	extra	hassle:

$	pip3	install	python-package-name
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Installing	from	Source
Come	across	a	package	not	found	in	pip?	Most	packages	will	come	with	a	setup.py
script	that	will	help	you	to	install	them	into	Python.	If	this	is	the	case,	you	can	follow
these	steps	to	install	the	package:

Windows:

1.	 Download	the	.zip	file	for	the	package	and	unzip	it	into	a	folder	in	your	user	directory
(i.e.,		C:\Users\yourname	)

2.	 Double-check	that	there	is	a	script	named	setup.py	in	the	package	folder
3.	 Open	up	a	command	prompt	(which	should	display		C:\Users\yourname>	)	and	type

the	command	cd	followed	by	the	package	folder	name;	for	instance,	if	you	wanted	to
install	a	package	in	the	folder	named	"beautifulsoup4-4.1.0"	then	you	would	enter:
	cd	beautifulsoup4-4.1.0	

4.	 To	install	the	package,	enter	the	command:		python	setup.py	install	

Non-Windows:

1.	 Download	the	.tar.gz	file	for	the	package	and	decompress	it	into	a	folder	in	your
users	directory	(i.e.,	"/home/yourname")

2.	 Double-check	that	there	is	a	script	named	setup.py	in	the	package	folder
3.	 In	Terminal,	type	the	command	cd	followed	by	the	package	folder	name;	for

instance,	if	you	wanted	to	install	a	package	in	the	folder	named	"beautifulsoup4-
4.1.0"	then	you	would	enter:		cd	beautifulsoup4-4.1.0	

4.	 To	install	the	package,	enter	the	command:		sudo	python	setup.py	install	

If	all	else	fails,	you	can	always	download	(and	unzip)	the	entire	set	of	files	for	a	given
package	and	copy	its	folder	into	the	same	directory	as	the	script	where	it	is	used.	Since
the	package	files	will	be	in	the	same	current	location	as	the	script,	you	will	be	able	to	find
and	import	them	automatically.

Of	course,	there	are	a	number	of	problems	with	this	approach	-	mainly,	the	package	may
take	up	a	lot	of	memory	if	it's	large,	and	you'll	have	to	copy	the	entire	library	over	into	a
new	directory	every	time	you	write	a	script	in	a	new	folder.	If	it's	a	small	package	(and
the	license	allows	you	to	copy	the	entire	set	of	source	files),	however,	one	benefit	is	that
you	can	then	send	this	entire	folder,	complete	with	your	script	and	the	needed	library
files,	to	someone	else,	who	would	then	be	able	to	run	your	script	without	having	to	install
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the	package	as	well.	Despite	this	minor	possible	convenience,	this	approach	should
usually	only	be	used	as	a	last-ditch	effort	if	all	other	proper	attempts	to	install	a	package
have	failed.
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Interact	with	PDF	Files
PDF	files	have	become	a	sort	of	necessary	evil	these	days.	Despite	their	frequent	use,
PDFs	are	some	of	the	most	difficult	files	to	work	with	in	terms	of	making	modifications,
combining	files,	and	especially	for	extracting	text	information.

Fortunately,	there	are	a	few	options	in	Python	for	working	specifically	with	PDF	files.
None	of	these	options	are	perfect	solutions,	but	often	you	can	use	Python	to	completely
automate	or	at	least	ease	some	of	the	pain	of	performing	certain	tasks	using	PDFs.

The	most	frequently	used	package	for	working	with	PDF	files	in	Python	is	named
PyPDF2	and	can	be	found	here.	You	will	need	to	download	and	install	this	package
before	continuing	with	the	chapter.	In	you	terminal	or	command	line	type:

$	pip3	install	PyPDF2

If	that	doesn't	work,	you	will	need	to	download	and	unzip	the	.tar.gz	file	and	install	the
module	using	the	setup.py	script	as	explained	in	the	previous	chapter	on	installing
packages	from	source.

Debian/Linux:	Just	type	the	command:		sudo	apt-get	install	python-PyPDF2	

The	PyPDF2	package	includes	a	PdfFileReader	and	a	PdfFileWriter;	just	like	when
performing	other	types	of	file	input/output,	reading	and	writing	are	two	entirely	separate
processes.

First,	let's	get	started	by	reading	in	some	basic	information	from	a	sample	PDF	file,	the
first	couple	chapters	of	Jane	Austen's	Pride	and	Prejudice	via	Project	Gutenberg:

import	os

from	PyPDF2	import	PdfFileReader

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"Pride	and	Prejudice.pdf")

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

print("Number	of	pages:",	input_file.getNumPages())

print("Title:",	input_file.getDocumentInfo().title)
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NOTE:	Be	sure	to	update	the		path		variable	with	the	correct	path	for	you	system.

NOTE:	Because	we	are	reading	PDF	files,	we	must	use	the	argument	'rb'	with	the
	open()		method.

We	created	a	PdfFileReader	object	named		input_file		by	passing	a		file()		object
with		rb		(read	binary)	mode	and	giving	the	full	path	of	the	file.	The	additional	"binary"
part	is	necessary	for	reading	PDF	files	because	we	aren't	just	reading	basic	text	data.
PDFs	include	much	more	complicated	information,	and	saying	"rb"	here	instead	of	just
"r"	tells	Python	that	we	might	encounter	characters	that	can't	be	represented	as	standard
readable	text.

We	can	then	return	the	number	of	pages	included	in	the	PDF	input	file.	We	also	have
access	to	certain	attributes	through	the		getDocumentInfo()		method;	in	fact,	if	we	display
the	result	of	simply	calling	this	method,	we	will	see	a	dictionary	with	all	of	the	available
document	info:

>>>	print(input_file.getDocumentInfo())

{'/CreationDate':	u'D:20110812174208',	'/Author':	u'Chuck',	'/Producer':

u'MicrosoftÃ‚Â®	Office	Word	2007',	'/Creator':	u'MicrosoftÃ‚Â®	Office	Word	2007',

'/ModDate':	u'D:20110812174208',	'/Title':	u'Pride	and	Prejudice,	by	Jane

Austen'}

>>>

We	can	also	retrieve	individual	pages	from	the	PDF	document	using	the		getPage()	
method	and	specifying	the	index	number	of	the	page	(as	always,	starting	at	0).	However,
since	PDF	pages	include	much	more	than	simple	text,	displaying	the	text	data	on	a	PDF
page	is	more	involved.	Fortunately,	PyPDF2	has	made	the	process	of	parsing	out	text
somewhat	easier,	and	we	can	use	the		extractText()		method	on	each	page:

>>>	print(input_file.getPage(0).extractText())

		The	Project	Gutenberg	EBook	of	Pride	and	Prejudice,	by	Jane	Austen		This	eBook	is	for

restrictions	whatsoever.		You	may	copy	it,	give	it	away	or	re-use	it	under	the	terms	of	the	Project	Gutenberg	License	included	with	this	eBook	or	online	at	www.gutenberg.org

Title:	Pride	and	Prejudice		Author:	Jane	Austen		Release

Date:	August	26,	2008	[EBook	#1342]	[Last	updated:	August	11,	2011]		Language:

English		Character	set	encoding:	ASCII		***	START	OF	THIS	PROJECT	GUTENBERG

EBOOK	PRIDE	AND	PREJUDICE	***					Produced	by	Anonymous	Volunteers,	and	David

Widger							PRIDE	AND	PREJUDICE			By	Jane	Austen					Contents

>>>
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Formatting	standards	in	PDFs	are	inconsistent	at	best,	and	it's	usually	necessary	to	take
a	look	at	the	PDF	files	you	want	to	use	on	a	case-by-case	basis.	In	this	instance,	notice
how	we	don't	actually	see	newline	characters	in	the	output;	instead,	it	appears	that	new
lines	are	being	represented	as	multiple	spaces	in	the	text	extracted	by	PyPDF2.	We	can
use	this	knowledge	to	write	out	a	roughly	formatted	version	of	the	book	to	a	plain	text	file
(for	instance,	if	we	only	had	the	PDF	available	and	wanted	to	make	it	readable	on	an
untalented	(err	dumb)	mobile	device):

import	os

from	PyPDF2	import	PdfFileReader

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"Pride	and	Prejudice.pdf")

input_file	=	PdfFileReader(file(input_file_name,	"rb"))

output_file_name	=	os.path.join(path,	"Output/Pride	and	Prejudice.txt")

output_file	=	open(output_file_name,	"w")

title	=	input_file.getDocumentInfo().title	#	get	the	file	title

total_pages	=	input_file.getNumPages()	#	get	the	total	page	count

output_file.write(title	+	"\n")

output_file.write("Number	of	pages:	{}\n\n".format(total_pages))

for	page_num	in	range(0,	total_pages):

				text	=	input_file.getPage(page_num).extractText()

				text	=	text.replace("		",	"\n")

				output_file.write(text)

output_file.close()

Since	we're	writing	out	basic	text,	we	chose	the	plain		w		mode	and	created	a	file
book.txt	in	the	"Output"	folder.	Meanwhile,	we	still	use		rb		mode	to	read	data	from	the
PDF	file	since,	before	we	can	extract	the	plain	text	from	each	page,	we	are	in	fact
reading	much	more	complicated	data.	We	loop	over	every	page	number	in	the	PDF	file,
extracting	the	text	from	that	page.	Since	we	know	that	new	lines	will	show	up	as
additional	spaces,	we	can	approximate	better	formatting	by	replacing	every	instance	of
double	spaces	(	"	"	)	with	a	newline	character.

Instead	of	extracting	text,	we	might	want	to	modify	the	PDF	file	itself,	saving	out	a	new
version	of	the	PDF.	We'll	see	more	examples	of	why	and	how	this	might	occur	in	the
next	section,	but	for	now	create	the	simplest	"modified"	file	by	saving	out	only	a	section
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of	the	original	file.	Here	we	copy	over	the	first	three	pages	of	the	PDF	(not	including	the
cover	page)	into	a	new	PDF	file:

import	os

from	PyPDF2	import	PdfFileReader,	PdfFileWriter

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"Pride	and	Prejudice.pdf")

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

output_PDF	=	PdfFileWriter()

for	page_num	in	range(1,	4):

				output_PDF.addPage(input_file.getPage(page_num))

output_file_name	=	os.path.join(path,	"Output/portion.pdf")

output_file	=	open(output_file_name,	"wb")

output_PDF.write(output_file)

output_file.close()

We	imported	both		PdfFileReader		and		PdfFileWriter		from		PyPDF2		so	that	we	can	write
out	a	PDF	file	of	our	own.		PdfFileWriter		doesn't	take	any	arguments,	which	might	be
surprising;	we	can	start	adding	PDF	pages	to	our		output_PDF		before	we've	specified
what	file	it	will	become.	However,	in	order	to	save	the	output	to	an	actual	PDF	file,	at	the
end	of	our	code	we	create	an		output_file		as	usual	and	then	call
	output_PDF.write(output_file)		in	order	to	write	the	PDF	contents	into	this	file.

Review	exercises:

1.	 Write	a	script	that	opens	the	file	named	The	Whistling	Gypsy.pdf	from	the	Chapter
11	practice	files,	then	displays	the	title,	author,	and	total	number	of	pages	in	the	file

2.	 Extract	the	full	contents	of	The	Whistling	Gypsy.pdf	into	a	.TXT	file
3.	 Save	a	new	version	of	The	Whistling	Gypsy.pdf	that	does	not	include	the	cover

page	into	the	"Output"	folder
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Manipulate	PDF	Files
Often	the	reason	we	want	to	modify	a	PDF	file	is	more	complicated	than	just	saving	a
portion	of	the	file.	We	might	want	to	rotate	some	pages,	crop	pages,	or	even	merge
information	from	different	pages	together.	When	manually	editing	the	files,	Adobe
Acrobat	isn't	a	practical	or	feasible	solution;	however,	we	can	automate	many	of	these
tasks	using	PyPDF2.

Let's	start	with	a	surprisingly	common	problem:	rotated	PDF	pages.	Go	ahead	and	open
up	the	file	ugly.pdf	in	the	"book1-exercises/chp11/practice_files/"	folder.	You'll	see	that
it's	a	lovely	PDF	file	of	Hans	Christian	Andersen's	The	Ugly	Duckling,	except	that	every
odd-numbered	page	is	rotated	counterclockwise	by	ninety	degrees.	This	is	simple
enough	to	correct	by	using	the	rotateClockwise()	method	on	every	other	PDF	page	and
specifying	the	number	of	degrees	to	rotate:

import	os

from	PyPDF2	import	PdfFileReader,	PdfFileWriter

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"ugly.pdf")

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

output_PDF	=	PdfFileWriter()

for	page_num	in	range(0,	input_file.getNumPages()):

				page	=	input_file.getPage(page_num)

				if	page_num	%	2	==	0:

								page.rotateClockwise(90)

				output_PDF.addPage(page)

output_file_name	=	os.path.join(path,	"Output/The	Conformed	Duckling.pdf")

output_file	=	open(output_file_name,	"wb")

output_PDF.write(output_file)

output_file.close()

Another	useful	feature	of	PyPDF2	is	the	ability	to	crop	pages,	which	in	turn	will	allow	us
to	split	up	PDF	pages	into	multiple	parts	or	save	out	partial	sections	of	pages.	For
instance,	open	up	the	file	half	and	half.pdf	from	the	chapter	11	practice	files	folder	to	see
an	example	of	where	this	might	be	useful.	This	time,	we	have	a	PDF	that's	presented	in
two	"frames"	per	page,	which	again	is	not	an	ideal	layout	in	many	situations.	In	order	to
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split	these	pages	up,	we	will	have	to	refer	to	the	MediaBox	belonging	to	each	PDF	page,
which	is	a	rectangle	representing	the	boundaries	of	the	page.	Let's	take	a	look	at	the
MediaBox	of	a	PDF	page	in	the	interactive	window	to	get	an	idea	of	what	it	looks	like:

>>>	from	PyPDF2	import	PdfFileReader

>>>	input_file	=	PdfFileReader(open("C:/book1-exercises/chp11/practice_files/half	and	half.pdf"

>>>	page	=	input_file.getPage(0)

>>>	print(page.mediaBox)

RectangleObject([0,	0,	792,	612])

>>>

A	mediaBox	is	a	type	of	object	called	a		RectangleObject	.	Consequently,	we	can	get	the
coordinates	of	the	rectangle's	corners:

>>>	print(page.mediaBox.lowerLeft)

(0,	0)

>>>	print(page.mediaBox.lowerRight)

(792,	0)

>>>	print(page.mediaBox.upperRight)

(792,	612)

>>>	print(page.mediaBox.upperRight[0])

792.0

>>>	print(page.mediaBox.upperRight[1])

612.0

>>>

These	locations	are	returned	to	us	as	tuples	that	include	the	x	and	y	coordinate	pairs.
Notice	how	we	didn't	include	parentheses	anywhere	because		mediaBox		and	its	corners
are	unchangeable	attributes,	not	methods	of	the	PDF	page.

We	will	have	to	do	a	little	math	in	order	to	crop	each	of	our	PDF	pages.	Basically,	we
need	to	set	the	corners	of	each	half-page	so	that	we	crop	out	the	side	of	the	page	that
we	don't	want.	To	do	this,	we	divide	the	width	of	the	landscape	page	into	two	halves;	we
set	the	right	corner	of	the	left-side	page	to	be	half	of	the	total	width,	and	we	set	the	left
corner	of	the	right-side	page	to	start	halfway	across	the	width	of	the	page.

Since	we	have	to	crop	the	half-pages	in	order	to	write	them	out	to	our	new	PDF	file,	we
will	also	have	to	create	a	copy	of	each	page.	This	is	because	the	PDF	pages	are
mutable	objects;	if	we	change	something	about	a	page,	we	also	change	the	same	things
about	any	variable	that	references	that	object.	This	is	exactly	the	same	problem	that	we
ran	into	when	having	to	copy	an	entire	list	into	a	new	list	before	making	changes.	In	this
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case,	we	import	the	built-in		copy		module,	which	creates	and	returns	a	copy	of	an	object
by	using	the		copy.copy()		function.	(In	fact,	this	function	works	just	as	well	for	making
copies	of	entire	lists	instead	of	the	shorthand	list2	=	list1[:]	notation.)

This	is	tricky	code,	so	take	a	while	to	work	through	it	and	play	with	different	variations	of
the	copying	and	cropping	to	make	sure	you	understand	the	underlying	math:

import	os

import	copy

from	PyPDF2	import	PdfFileReader,	PdfFileWriter

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"half	and	half.pdf")

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

output_PDF	=	PdfFileWriter()

for	page_num	in	range(0,	input_file.getNumPages()):

				page_left	=	input_file.getPage(page_num)

				page_right	=	copy.copy(page_left)

				upper_right	=	page_left.mediaBox.upperRight	#	get	original	page	corner

				#	crop	and	add	left-side	page

				page_left.mediaBox.upperRight	=	(upper_right[0]/2,	upper_right[1])

				output_PDF.addPage(page_left)

				#	crop	and	add	right-side	page

				page_right.mediaBox.upperLeft	=	(upper_right[0]/2,	upper_right[1])

				output_PDF.addPage(page_right)

output_file_name	=	os.path.join(path,	"Output/The	Little	Mermaid.pdf")

output_file	=	open(output_file_name,	"wb")

output_PDF.write(output_file)

output_file.close()

NOTE:	PDF	files	are	a	bit	unusual	in	how	they	save	page	orientation.	Depending
on	how	the	PDF	was	originally	created,	it	might	be	the	case	that	your	axes	are
switched	-	for	instance,	a	standard	"portrait"	document	that's	been	converted	into
a	landscape	PDF	might	have	the	x-axis	represented	vertically	while	the	y-axis	is
horizontal.	Likewise,	the	corners	would	all	be	rotated	by	90	degrees;	the	upper	left
corner	would	appear	on	the	upper	right	or	the	lower	left,	depending	on	the	file's
rotation.	Especially	if	you're	working	with	a	landscape	PDF	file,	it's	best	to	do
some	initial	testing	to	make	sure	that	you	are	using	the	correct	corners	and	axes.

Beyond	manipulating	an	already	existing	PDF,	we	can	also	add	our	own	information	by
merging	one	PDF	page	with	another.	For	instance,	perhaps	we	want	to	automatically
add	a	header	or	a	watermark	to	every	page	in	a	file.	I've	saved	an	image	with	a
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transparent	background	into	a	one-page	PDF	file	for	this	purpose,	which	we	can	use	as
a	watermark,	combining	this	image	with	every	page	in	a	PDF	file	by	using	the
	mergePage()		method:

import	os

from	PyPDF2	import	PdfFileReader,	PdfFileWriter

path	=	"C:/book1-exercises/chp11/practice_files"

input_file_name	=	os.path.join(path,	"The	Emperor.pdf")

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

output_PDF	=	PdfFileWriter()

watermark_file_name	=	os.path.join(path,	"top	secret.pdf")

watermark_file	=	PdfFileReader(file(watermark_file_name,	"rb"))

for	page_num	in	range(0,	input_file.getNumPages()):

				page	=	input_file.getPage(page_num)

				page.mergePage(watermark_file.getPage(0))	#	add	watermark	image

				output_PDF.addPage(page)

output_PDF.encrypt("good2Bking")	#	add	a	password	to	the	PDF	file

output_file_name	=	os.path.join(path,	"Output/New	Suit.pdf")

output_file	=	open(output_file_name,	"wb")

output_PDF.write(output_file)

output_file.close()

While	we	were	securing	the	file,	notice	that	we	also	added	basic	encryption	by	supplying
the	password	"good2Bking"	through	the	PdfFileWriter's		encrypt()		method.	If	you	know
the	password	used	to	protect	a	PDF	file,	there	is	also	a	matching		decrypt()		method	to
decrypt	an	input	file	that	is	password	protected;	this	can	be	incredibly	useful	as	an
automation	tool	if	you	have	many	identically	encrypted	PDFs	and	don't	want	to	have	to
type	out	a	password	each	time	you	open	one	of	the	files.

Review	exercises:

1.	 Write	a	script	that	opens	the	file	named	Walrus.pdf	from	the	Chapter	11	practice
files;	you	will	need	to	decrypt	the	file	using	the	password	"IamtheWalrus"

2.	 Rotate	every	page	in	this	input	file	counter-clockwise	by	90	degrees
3.	 Split	each	page	in	half	vertically,	such	that	every	column	appears	on	its	own

separate	page,	and	output	the	results	as	a	new	PDF	file	in	the	Output	folder
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Assignment:	Add	a	cover	sheet	to	a	PDF	file
Write	a	script	cover_the_emperor.py	that	appends	the	chapter	11	practice	file	named
The	Emperor.pdf	to	the	end	of	the	chapter	11	practice	file	named	Emperor	cover
sheet.pdf	and	outputs	the	full	resulting	PDF	to	the	file	The	Covered	Emperor.pdf	in	the
chapter	11	practice	files	"Output"	folder.
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Create	PDF	Files
Although	PyPDF2	is	one	of	the	best	and	most	frequently	relied-upon	packages	for
interacting	with	PDFs	in	Python,	it	does	have	some	weaknesses.	For	instance,	there	is
no	way	to	generate	your	own	PDF	files	from	scratch;	instead,	you	must	start	with	at	least
a	template	document.	For	PDF	generation	in	particular,	I	suggest	using	the	ReportLab
toolkit,	which	has	a	free,	open-source	version.	They	also	have	a	number	of	examples	on
their	code	snippets	page	that	you	can	use.

That	said,	we'll	be	using	ReportLab	for	creating	files.	So	start	by	downloading	it	via	pip3:
	pip3	install	reportlab	.

Let's	start	with	creating	a	basic	PDF	document.	Create	a	new	file	called	basic_pdf.py
and	add	the	following	code:

from	reportlab.pdfgen	import	canvas

c	=	canvas.Canvas("hello.pdf")

c.drawString(100,	100,	"Hello	World")

c.save()

Take	a	look	at	the	file.	Simple,	right?	Take	note	of:

1.	 By	supplying	just	the	PDF	name,	hello.pdf,	the	file	is	created	in	the	same	directory
that	the	script	is	run	from.	You	can	supply	a	relative	or	absolute	path,	along	with	the
filename,	to	have	the	file	created	in	a	different	directory.

2.	 	drawString		takes	three	arguments:	points	from	the	left	margin,	points	from	the
bottom	of	the	page,	text	to	be	written.	1	point	=	1/72	inch.

So,	if	we	updated	that	file	to-

from	reportlab.pdfgen	import	canvas

c	=	canvas.Canvas("hello.pdf")

#	c.drawString(100,	100,	"Hello	World")

c.drawString(250,	500,	"Hello	World")

c.save()

-the	text	is	close	to	being	centered.
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You	can	also	specify	the		pagesize		as	letter,	which	defaults	to	A4,	and	use	inches	to
define	where	the	text	is	written/drawn:

from	reportlab.pdfgen	import	canvas

from	reportlab.lib.pagesizes	import	letter

from	reportlab.lib.units	import	inch

xmargin	=	3.2	*	inch

ymargin	=	6	*	inch

c	=	canvas.Canvas("hello_again.pdf",	pagesize=letter)

c.setLineWidth(1)

c.drawString(xmargin,	ymargin,	"Hello	World	from	ReportLab!")

c.save()

Now	let's	look	at	something	a	bit	more	complicated:

from	reportlab.pdfgen	import	canvas

from	reportlab.lib.pagesizes	import	letter

from	reportlab.lib.units	import	inch

from	reportlab.lib	import	colors

from	reportlab.platypus	import	Table

xmargin	=	3.2	*	inch

ymargin	=	6	*	inch

c	=	canvas.Canvas("tps_report.pdf",	pagesize=letter)

c.setFont('Helvetica',	12)

data	=	[['#1',	'#2',	'#3',	'#4',	'#5'],

								['10',	'11',	'12',	'13',	'14'],

								['20',	'21',	'22',	'23',	'24'],

								['30',	'31',	'32',	'33',	'34'],

								['20',	'21',	'22',	'23',	'24'],

								['20',	'21',	'22',	'23',	'24'],

								['20',	'21',	'22',	'23',	'24'],

								['20',	'21',	'22',	'23',	'24']]

t	=	Table(data)

t.setStyle([('TEXTCOLOR',	(0,0),	(4,0),	colors.red)])

t.wrapOn(c,	xmargin,	ymargin)

t.drawOn(c,	xmargin,	ymargin)

c.save()

Here	we	created	a	basic	table	(or	TPS	report).	The	main	difference	is	that	we're	using	a
table,	obviously:

Real	Python	Part	1:	Introduction	to	Python

157Create	PDF	Files



t	=	Table(data)

t.setStyle([('TEXTCOLOR',	(0,0),	(4,0),	colors.red)])

t.wrapOn(c,	xmargin,	ymargin)

t.drawOn(c,	xmargin,	ymargin)

c.save()

Put	simply,	we're	creating	the	table,	styling	the	header	using	coordinate	ranges	and	then
using	the		wrapOn		and		drawOn		functions	to	add	the	table	to	the	PDF	file.	For	more	on
tables,	check	out	Chapter	7	in	the	ReportLab	reference	docs.

Experiment	around	with	ReportLab.	For	example,	try	creating	an	invoice	or	adding	a	grid
to	the	table	we	created	or	importing	data	from	a	CSV	file.	Find	examples	on	Github	or
StackOverflow	and	work	with	them.	Add	your	own	data.	Figure	out	ways	that	you	can
automate	the	creation	of	certain	reports	or	letters.	Maybe	you	need	to	send	out	1,000
letters	where	the	only	difference	is	the	name.	How	can	you	automate	the	creation	of
these	using	ReportLab?
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SQL	Database	Connections
If	you're	interested	in	this	chapter,	I'm	assuming	that	you	have	at	least	a	basic
knowledge	of	SQL	and	the	concept	of	querying	a	database.	If	not,	you	might	want	to
take	a	moment	to	read	through	this	article	introducing	databases	and	browse	through
these	lessons	introducing	basic	SQL	code.

The	second	Real	Python	course,	Web	Development	with	Python,	provides	a	much
broader	overview	of	SQL	programming	as	well	as	numerous	examples	and
assignments.

There	are	many	different	variations	of	SQL,	and	some	are	suited	to	certain	purposes
better	than	others.	The	simplest,	most	lightweight	version	of	SQL	is	SQLite,	which	runs
directly	on	your	machine	and	comes	bundled	with	Python	automatically.

SQLite	is	usually	used	within	applications	for	small	internal	storage	tasks,	but	it	can	also
be	useful	for	testing	SQL	code	before	setting	an	application	up	to	use	a	larger	database.

In	order	to	communicate	with	SQLite,	we	need	to	import	the	module	and	connect	to	a
database:

import	sqlite3

connection	=	sqlite3.connect("test_database.db")

Here	we've	created	a	new	database	named	test_database.db,	but	connecting	to	an
existing	database	works	exactly	the	same	way.	Now	we	need	a	way	to	communicate
across	the	connection:

c	=	connection.cursor()

This	line	creates	a		Cursor		object,	which	will	let	us	execute	commands	on	the	SQL
database	and	return	the	results.	We'll	be	using	the	cursor	a	lot,	so	we	can	just	call	it		c	
for	short.	Now	we	easily	execute	regular	SQL	statements	on	the	database	through	the
cursor	like	so:

c.execute("CREATE	TABLE	People(FirstName	TEXT,	LastName	TEXT,	Age	INT)")
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This	line	creates	a	new	table	named		People		and	inserts	three	new	columns	into	the
table:	text	to	store	each	person's		FirstName	,	another	text	field	to	store	the		LastName	,
and	an	integer	to	store		Age	.	We	can	insert	data	into	this	new	table	like	so:

c.execute("INSERT	INTO	People	VALUES('Ron',	'Obvious',	42)")

connection.commit()

Here	we've	inserted	a	new	row,	with	a		FirstName		of	Ron,	a		LastName		of	Obvious,	and
an		Age		equal	to	42.	In	the	second	line,	we	had	to	commit	the	change	we	made	to	the
table	to	say	that	we	really	meant	to	change	the	table's	contents	-	otherwise	our	change
wouldn't	actually	be	saved.

NOTE:	We	used	double	quotation	marks	in	the	string	above,	with	single	quotes
denoting	strings	inside	of	the	SQL	statement.	Although	Python	doesn't
differentiate	between	using	single	and	double	quotes,	some	versions	of	SQL
(including	SQLite)	only	allow	strings	to	be	enclosed	in	single	quotation	marks,	so
it's	important	not	to	switch	these	around.

At	this	point,	you	could	close	and	restart	IDLE	completely,	and	if	you	then	reconnect	to
test_database.db,	your		People		table	will	still	exists	there,	storing	Ron	Obvious	and	his
Age;	this	is	why	SQLite	can	be	useful	for	internal	storage	for	those	times	when	it	makes
sense	to	structure	your	data	as	a	database	of	tables	rather	than	writing	output	to
individual	files.	The	most	common	example	of	this	is	to	store	information	about	users	of
an	application.

NOTE:	If	you	just	want	to	create	a	one-time-use	database	while	you're	testing
code	or	playing	around	with	table	structures,	you	can	use	the	special	name
:memory:	to	create	the	database	in	temporary	RAM	like	so:		connection	=
sqlite3.connect(':memory:')	

If	we	want	to	delete	the		People		table,	it's	as	easy	as	executing	a		DROP	TABLE	
statement:

c.execute("DROP	TABLE	IF	EXISTS	People")

(Here	we	also	checked	if	the	table	exists	before	trying	to	drop	it,	which	is	usually	a	good
idea;	it	helps	to	avoid	errors	if	we	happened	to	try	deleting	a	table	that's	already	been
deleted	or	never	actually	existed	in	the	first	place.)
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Once	we're	done	with	a	database	connection,	we	should		close()		the	connection;	just
like	closing	files,	this	pushes	any	changes	out	to	the	database	and	frees	up	any
resources	currently	in	memory	that	are	no	longer	needed.	You	close	the	database
connection	in	the	same	way	as	with	files:

connection.close()

When	working	with	a	database	connection,	it's	also	a	good	idea	to	use	the		with	
keyword	to	simplify	your	code	(and	your	life),	similar	to	how	we	used		with		to	open	files:

with	sqlite3.connect("test_database.db")	as	connection:

				#	perform	any	SQL	operations	using	connection	here

Besides	making	your	code	more	compact,	this	will	benefit	you	in	a	few	important	ways.
Firstly,	you	no	longer	need	to		commit()		changes	you	make;	they're	automatically	saved.
Using		with		also	helps	with	handling	potential	errors	and	freeing	up	resources	that	are
no	longer	needed,	much	like	how	we	can	open	(and	automatically	close)	files	using	the
	with		keyword.	Keep	in	mind,	however,	that	you	will	still	need	to		commit()		a	change	if
you	want	to	see	the	result	of	that	change	immediately	(before	closing	the	connection);
we'll	see	an	example	of	this	later	in	the	section.

If	you	want	to	run	more	than	one	line	of	SQL	code	at	a	time,	there	are	a	couple	possible
options.	One	simple	option	is	to	use	the		executescript()		method	and	give	it	a	string
that	represents	a	full	script;	although	lines	of	SQL	code	will	be	separated	by	semicolons,
it's	common	to	pass	a	multi-line	string	for	readability.	Our	full	code	might	look	like	so:

import	sqlite3

with	sqlite3.connect('test_database.db')	as	connection:

				c	=	connection.cursor()

				c.executescript("""

								DROP	TABLE	IF	EXISTS	People;

								CREATE	TABLE	People(FirstName	TEXT,	LastName	TEXT,	Age	INT);

								INSERT	INTO	People	VALUES('Ron',	'Obvious',	'42');

""")

We	can	also	execute	many	similar	statements	by	using	the		executemany()		method	and
supplying	a	tuple	of	tuples,	where	each	inner	tuple	supplies	the	information	for	a	single
command.	For	instance,	if	we	have	a	lot	of	people's	information	to	insert	into	our
	People		table,	we	could	save	this	information	in	the	following	tuple	of	tuples:
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people_values	=	(

											('Ron',	'Obvious',	42),

											('Luigi',	'Vercotti',	43),

											('Arthur',	'Belling',	28)

)

We	could	then	insert	all	of	these	people	at	once	(after	preparing	our	connection	and	our
	People		table)	by	using	the	single	line:

c.executemany("INSERT	INTO	People	VALUES(?,	?,	?)",	people_values)

Here,	the	question	marks	act	as	place-holders	for	the	tuples	in		people_values	;	this	is
called	a	parameterized	statement.	The	difference	between	parameterized	and	non-
parameterized	code	is	very	similar	to	how	we	can	write	out	strings	by	concatenating
many	parts	together	versus	using	the	string		format()		method	to	insert	specific	pieces
into	a	string	after	creating	it.

For	security	reasons,	especially	when	you	need	to	interact	with	a	SQL	table	based	on
user-supplied	input,	you	should	always	use	parameterized	SQL	statements.	This	is
because	the	user	could	potentially	supply	a	value	that	looks	like	SQL	code	and	causes
your	SQL	statement	to	behave	in	unexpected	ways.	This	is	called	a	"SQL	injection"
attack	and,	even	if	you	aren't	dealing	with	a	malicious	user,	it	can	happen	completely	by
accident.

For	instance,	suppose	we	want	to	insert	a	person	into	our		People		table	based	on	user-
supplied	information.	We	might	initially	try	something	like	the	following	(assuming	we
already	have	our	People	table	set	up):

import	sqlite3

#	get	person	data	from	user

first_name	=	input("Enter	your	first	name:	")

last_name	=	input("Enter	your	last	name:	")

age	=	int(input("Enter	your	age:	"))

#	execute	insert	statement	for	supplied	person	data

with	sqlite3.connect('test_database.db')	as	connection:

				c	=	connection.cursor()

				line	=	"INSERT	INTO	People	Values('"	+	first_name	+	"','"	+

								last_name	+	"',"	+	str(age)	+	")"

				c.execute(line)
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Notice	how	we	had	to	change	age	into	an	integer	to	make	sure	that	it	was	a	valid	age,
but	then	we	had	to	change	it	back	into	a	string	in	order	to	concatenate	it	with	the	rest	of
the	line;	this	is	because	we	created	the	line	by	adding	a	bunch	of	strings	together,
including	using	single	quotation	marks	to	denote	strings	within	our	string.	If	you're	still
not	clear	how	this	works,	try	inserting	a	person	into	the	table	and	then		print		the	line	to
see	how	the	full	line	of	SQL	code	looks.

But	what	if	the	user's	name	included	an	apostrophe?	Try	adding	Flannery	O'Connor	to
the	table,	and	you'll	see	that	she	breaks	the	code;	this	is	because	the	apostrophe	gets
mixed	up	with	the	single	quotes	in	the	line,	making	it	appear	that	the	SQL	code	ends
earlier	than	expected.

In	this	case,	our	code	only	causes	an	error	(which	is	bad)	instead	of	corrupting	the	entire
table	(which	would	be	very	bad),	but	there	are	many	other	hard-to-predict	cases	that	can
break	SQL	tables	when	not	parameterizing	your	statements.	To	avoid	this,	we	should
have	used	place-holders	in	our	SQL	code	and	inserted	the	person	data	as	a	tuple:

import	sqlite3

#	get	person	data	from	user	and	insert	into	a	tuple

first_name	=	input("Enter	your	first	name:	")

last_name	=	input("Enter	your	last	name:	")

age	=	int(input("Enter	your	age:	"))

person_data	=	(first_name,	last_name,	age)

#	execute	insert	statement	for	supplied	person	data

with	sqlite3.connect('test_database.db')	as	connection:

				c	=	connection.cursor()

				c.execute("INSERT	INTO	People	VALUES(?,	?,	?)",	person_data)

We	can	also	update	the	content	of	a	row	by	using	a		SQL	UPDATE		statement.	For
instance,	if	we	wanted	to	change	the		Age		associated	with	someone	already	in	our
	People		table,	we	could	say	the	following	(for	a	cursor	within	a	connection):

c.execute("UPDATE	People	SET	Age=?	WHERE	FirstName=?	AND	LastName=?",

				(45,	'Luigi',	'Vercotti'))

Of	course,	inserting	and	updating	information	in	a	database	isn't	all	that	helpful	if	we
can't	fetch	that	information	back	out.	Just	like	with		readline()		and	readlines()	when
reading	files,	there	are	two	available	options;	we	can	either	retrieve	all	the	results	of	a
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SQL	query,	using		fetchall()	,	or	retrieve	a	single	result	at	a	time,	using		fetchone()	.
First,	let's	insert	some	people	into	a	table	and	then	ask	SQL	to	retrieve	information	from
some	of	them:

import	sqlite3

people_values	=	(

											('Ron',	'Obvious',	42),

											('Luigi',	'Vercotti',	43),

											('Arthur',	'Belling',	28)

)

with	sqlite3.connect('test_database.db')	as	connection:

				c	=	connection.cursor()

				c.execute("DROP	TABLE	IF	EXISTS	People")

				c.execute("CREATE	TABLE	People(FirstName	TEXT,	LastName	TEXT,	Age	INT)")

				c.executemany("INSERT	INTO	People	VALUES(?,	?,	?)",	people_values)

				#	select	all	first	and	last	names	from	people	over	age	30

				c.execute("SELECT	FirstName,	LastName	FROM	People	WHERE	Age	>	30")

				for	row	in	c.fetchall():

								print(row)

We	executed	a		SELECT		statement	that	returned	the	first	and	last	names	of	all	people
over	the	age	of	30,	then	called		fetchall()		on	our	cursor	to	retrieve	the	results	of	this
query,	which	are	stored	as	a	list	of	tuples.	Looping	over	the	rows	in	this	list	to	view	the
individual	tuples,	we	see:

>>>

('Ron',	'Obvious')

('Luigi',	'Vercotti')

>>>

If	we	wanted	to	loop	over	our	result	rows	one	at	a	time	instead	of	fetching	them	all	at
once,	we	would	usually	use	a	loop	such	as	the	following:

c.execute("SELECT	FirstName,	LastName	FROM	People	WHERE	Age	>	30")

while	True:

				row	=	c.fetchone()

				if	row	is	None:

								break

				print(row)
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This	checks	each	time	whether	our		fetchone()		returned	another	row	from	the	cursor,
displaying	the	row	if	so	and	breaking	out	of	the	loop	once	we	run	out	of	results.

The		None		keyword	is	the	way	that	Python	represents	the	absence	of	any	value	for	an
object.	When	we	wanted	to	compare	a	string	to	a	missing	value,	we	used	empty	quotes
to	check	that	the	string	object	had	no	information	inside:		stringName	==	""	

When	we	want	to	compare	other	objects	to	missing	values	to	see	if	those	objects	hold
any	information,	we	compare	them	to		None	,	like	so:		objectName	is	None	

This	comparison	will	return		True		if		objectName		exists	but	is	empty	and		False		if
	objectName		holds	any	value.

NOTE:		None		is	a	distinct	data	type	in	Python.	Test	this	out.	Open	the	Shell	and
assign		x	=	None	,	then	check		type(x)	.	You'll	see	that		x	's	type	is		<type
'NoneType'>	.

Review	exercises:

1.	 Create	a	database	table	in	RAM	named		Roster		that	includes	the	fields		Name	,
	Species		and		IQ	

2.	 Populate	your	new	table	with	the	following	values:

	Jean-Baptiste	Zorg,				Human,				122

	Korben	Dallas,					Meat	Popsicle,				100

	Ak'not,				Mangalore,				-5

3.	 Update	the	Species	of	Korben	Dallas	to	be	Human
4.	 Display	the	names	and	IQs	of	everyone	in	the	table	who	is	classified	as	Human
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Use	Other	SQL	Variants
If	you	have	a	particular	type	of	SQL	database	that	you'd	like	to	access	through	Python,
most	of	the	basic	syntax	is	likely	to	be	identical	to	what	you	just	learned	for	SQLite.
However,	you'll	need	to	install	an	additional	package	in	order	to	interact	with	your
database	since	SQLite	is	the	only	built-in	option.	There	are	many	SQL	variants	and
corresponding	Python	packages	available.	A	few	of	the	most	commonly	used	and
reliable	open-source	alternatives	are:

1.	 The	pyodbc	module	allows	connections	to	most	types	of	databases.
2.	 Specifically	for	use	with	PostgreSQL:	Psycopg	is	one	of	the	most	frequently	used

package	to	interface	between	Python	and	PostgreSQL.	A	Windows	version,	win-
psycopg,	is	also	available.

3.	 Specifically	for	use	with	MySQL:	MySQLdb	offers	MySQL	support	for	Python.
Windows	users	might	want	to	try	the	myPySQL	extension	instead,	made	specifically
for	Windows.

One	difference	from	SQLite	(besides	the	actual	syntax	of	the	SQL	code,	which	changes
slightly	with	most	flavors	of	SQL)	is	that	when	you	connect	to	any	other	SQL	database,
you'll	need	to	supply	the	user	and	password	(as	well	as	your	host,	if	the	database	is
hosted	on	an	external	server).	Check	the	documentation	for	the	particular	package	you
want	to	use	to	figure	out	the	exact	syntax	for	how	to	make	a	database	connection.

Again,	check	out	the	second	Real	Python	course,	Web	Development	with	Python,
for	more	SQL	examples	and	lessons	in	SQLite	and	other	SQL	flavors.
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Interacting	with	the	Web
Given	the	hundreds	of	millions	of	websites	out	there,	chances	are	that	you	might	at
some	point	be	interested	in	gathering	data	from	a	webpage	-	or	perhaps	from	thousands
of	webpages.	In	this	chapter	we	will	explore	various	options	for	interacting	with	and
gathering	data	from	the	Internet	through	Python.

The	second	Real	Python	course,	Web	Development	with	Python,	provides	much
more	in	the	way	of	web	scraping,	utilizing	a	more	powerful	method.
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Scrape	and	Parse	Text	From	Websites
Collecting	data	from	websites	using	an	automated	process	is	known	as	web	scraping.
Some	websites	explicitly	forbid	users	from	scraping	their	data	with	automated	tools	like
the	ones	we	will	create.	Websites	do	this	for	either	of	two	possible	reasons:

1.	 The	site	has	a	good	reason	to	protect	its	data;	for	instance,	Google	Maps	will	not
allow	you	to	request	too	many	results	too	quickly

2.	 Making	many	repeated	requests	to	a	website's	server	may	use	up	bandwidth,
slowing	down	the	website	for	other	users	and	potentially	overloading	the	server
such	that	the	website	stops	responding	entirely

WARNING:	You	should	always	check	a	website's	acceptable	use	policy	before
scraping	its	data	to	see	if	accessing	the	website	by	using	automated	tools	is	a
violation	of	its	terms	of	use.	Legally,	web	scraping	against	the	wishes	of	a	website
is	very	much	a	gray	area,	but	I	just	want	to	make	it	clear	that	the	following
techniques	may	be	illegal	when	used	on	websites	that	prohibit	web	scraping.

The	primary	language	of	information	on	the	Internet	is	HTML	(HyperText	Markup
Language),	which	is	how	most	webpages	are	displayed	in	browsers.	For	instance,	if	you
browse	to	a	particular	website	and	choose	to	"view	page	source"	in	your	browser,	you
will	most	likely	be	presented	with	HTML	code	underlying	that	webpage;	this	is	the
information	that	your	browser	receives	and	translates	into	the	page	you	actually	see.

If	you	are	not	familiar	with	the	basics	of	HTML	tags,	you	should	take	a	time	to	read
through	the	first	dozen	chapters	of	a	brief	overview	of	HTML.	None	of	the	HTML	used	in
this	chapter	will	be	very	complicated,	but	having	a	solid	understanding	of	HTML
elements	is	an	important	prerequisite	for	developing	good	techniques	for	web	scraping.

The	second	Real	Python	course,	Web	Development	with	Python,	provides	an
overview	of	HTML	as	well.

Let's	start	by	grabbing	all	of	the	HTML	code	from	a	single	webpage.	We'll	take	a	very
simple	page	that's	been	set	up	just	for	practice:
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from	urllib.request	import	urlopen

my_address	=	"https://realpython.com/practice/aphrodite.html"

html_page	=	urlopen(my_address)

html_text	=	html_page.read().decode('utf-8')

print	html_text

This	displays	the	following	result	for	us,	which	represents	the	full	HTML	of	the	page	just
as	a	web	browser	would	see	it:

>>>

<html>

		<head>

		<title>Profile:	Aphrodite</title>

		</head>

		<body	bgcolor="yellow">

				<center>

						<br><br>

						<img	src="aphrodite.gif"	/>

						<h2>Name:	Aphrodite</h2>

						<br><br>

						Favorite	animal:	Dove

						<br><br>

						Favorite	color:	Red

						<br><br>

						Hometown:	Mount	Olympus

				</center>

		</body>

</html>

>>>

Calling		urlopen()		will	cause	the	following	error	if	Python	cannot	connect	to	the	Internet:
	URLError:	<urlopen	error	[Errno	11001]	getaddrinfo	failed>	

If	you	provide	an	invalid	web	address	that	can't	be	found,	you	will	see	the	following	error,
which	is	equivalent	to	the	"404"	page	that	a	browser	would	load:		HTTPError:	HTTP	Error
404:	Not	Found	

Now	we	can	scrape	specific	information	from	the	webpage	using	text	parsing	-	i.e.,
looking	through	the	full	string	of	text	and	grabbing	only	the	pieces	that	are	relevant	to	us.
For	instance,	if	we	wanted	to	get	the	title	of	the	webpage	(in	this	case,	"Profile:
Aphrodite"),	we	could	use	the	string		find()		method	to	search	through	the	text	of	the
HTML	for	the		<title>		tags	and	parse	out	the	actual	title	using	index	numbers:
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from	urllib.request	import	urlopen

my_address	=	"https://realpython.com/practice/aphrodite.html"

html_page	=	urlopen(my_address)

html_text	=	html_page.read().decode('utf-8')

start_tag	=	"<title>"

end_tag	=	"</title>"

start_index	=	html_text.find(start_tag)	+	len(start_tag)

end_index	=	html_text.find(end_tag)

print(html_text[start_index:end_index])

Running	this	script	correctly	displays	the	HTML	code	limited	to	only	the	text	in	the	title:

>>>

Profile:	Aphrodite

>>>

Of	course,	this	worked	for	a	very	simple	example,	but	HTML	in	the	real	world	can	be
much	more	complicated	and	far	less	predictable.	For	a	small	taste	of	the	"expectations
versus	reality"	of	text	parsing,	visit	poseidon.html	and	view	the	HTML	source	code.	It
looks	like	the	same	layout	as	before,	but	let's	try	running	the	same	script	as	before	on
	my_address	=	"https://realpython.com/practice/poseidon.html"	:

>>>

<head>

<title	>Profile:	Poseidon

>>>

We	didn't	manage	to	find	the	beginning	of	the		<title>		tag	correctly	this	time	because
there	was	a	space	before	the	closing	">",	like	so:		<title	>	.	Instead,	our		find()	
method	returned	-1	(because	the	exact	string		<title>		wasn't	found	anywhere)	and	then
added	the	length	of	the	tag	string,	making	us	think	that	the	beginning	of	the	title	was	six
characters	into	the	HTML	code.

Because	these	sorts	of	problems	can	occur	in	countless	unpredictable	ways,	a	more
reliable	alternative	than	using		find()		is	to	use	regular	expressions.	Regular
expressions	(shortened	to	"regex"	in	Python)	are	strings	that	can	be	used	to	determine
whether	or	not	text	matches	a	particular	pattern.
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NOTE:	Regular	expressions	are	not	particular	to	Python;	they	are	a	general
programming	concept	that	can	be	used	with	a	wide	variety	of	programming
languages.	Regular	expressions	use	a	language	all	of	their	own	that	is	notoriously
difficult	to	learn	but	incredibly	useful	once	mastered.

Python	allows	us	to	use	regular	expressions	through	the		re		module.	Just	as	Python
uses	the	backslash	character	as	an	"escape	character"	for	representing	special
characters	that	can't	simply	be	typed	into	strings,	regular	expressions	use	a	number	of
different	"special"	characters	(called	meta-characters)	that	are	interpreted	as	ways	to
signify	different	types	of	patterns.	For	instance,	the	asterisk	character,		*	,	stands	for
"zero	or	more"	of	whatever	came	just	before	the	asterisk.	Let's	see	this	in	an	example,
where	we	use	the		re.findall()		function	to	find	any	text	within	a	string	that	matches	a
given	regular	expression.	The	first	argument	we	pass	to		re.findall()		is	the	regular
expression	that	we	want	to	match,	and	the	second	argument	is	the	string	to	test:

>>>	import	re

>>>	re.findall("ab*c",	"ac")

['ac']

>>>	re.findall("ab*c",	"abcd")

['abc']

>>>	re.findall("ab*c",	"acc")

['ac']

>>>	re.findall("ab*c",	"abcac")

['abc',	'ac']

>>>	re.findall("ab*c",	"abdc")

>>>

Our	regular	expression,		ab*c	,	matches	any	part	of	the	string	that	begins	with	an	"a",
ends	with	a	"c",	and	has	zero	or	more	of	"b"	in	between	the	two.	This	function	returns	a
list	of	all	matches.	Note	that	this	is	case-sensitive;	if	we	wanted	to	match	this	pattern
regardless	of	upper-case	or	lower-case	differences,	we	could	pass	a	third	argument	with
the	value		re.IGNORECASE	,	which	is	a	specific	variable	stored	in	the		re		module:

>>>	re.findall("ab*c",	"ABC")

>>>	re.findall("ab*c",	"ABC",	re.IGNORECASE)

['ABC']

>>>

We	can	use	a	period	to	stand	for	any	single	character	in	a	regular	expression.	For
instance,	we	could	find	all	the	strings	that	contains	the	letters	"a"	and	"c"	separated	by	a
single	character	as	follows:
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>>>	re.findall("a.c",	"abc")

['abc']

>>>	re.findall("a.c",	"abbc")

>>>	re.findall("a.c",	"ac")

>>>	re.findall("a.c",	"acc")

['acc']

>>>

Therefore,	putting	the	term		.*		inside	of	a	regular	expression	stands	for	any	character
being	repeated	any	number	of	times.	For	instance,	if	we	wanted	to	find	every	string
inside	of	a	particular	string	that	starts	with	the	letter	"a"	and	ends	with	the	letter	"c",
regardless	of	what	occurs	in	between	these	two	letters,	we	could	say:

>>>	re.findall("a.*c",	"abc")

['abc']

>>>	re.findall("a.*c",	"abbc")

['abbc']

>>>	re.findall("a.*c",	"ac")

['ac']

>>>	re.findall("a.*c",	"acc")

['acc']

>>>

Usually	we	will	want	to	use	the		re.search()		function	to	search	for	a	particular	pattern
inside	a	string.	This	function	is	somewhat	more	complicated	because	it	returns	an	object
called	a	MatchObject	that	stores	different	"groups"	of	data;	this	is	because	there	might
be	matches	inside	of	other	matches,	and		re.search()		wants	to	return	every	possible
result.	The	details	of	MatchObject	are	irrelevant	here,	but	for	our	purposes,	calling	the
	group()		method	on	a		MatchObject		will	return	the	first	and	most	inclusive	result,	which
most	instances	is	all	we	care	to	find.	For	instance:

>>>	match_results	=	re.search("ab*c",	"ABC",	re.IGNORECASE)

>>>	print(match_results.group())

ABC

>>>

There	is	one	more		re		function	that	will	come	in	handy	when	parsing	out	text.	The
	sub()		function,	which	is	short	for	"substitute,"	allows	us	to	replace	text	in	a	string	that
matches	a	regular	expression	with	new	text	(much	like	the	string		replace()		method).
The	arguments	passed	to		re.sub()		are	the	regular	expression,	followed	by	the
replacement	text,	followed	by	the	string.	For	instance:
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>>>	my_string	=	"Everything	is	<replaced>	if	it's	in	<tags>."

>>>	my_string	=	re.sub("<.*>",	"ELEPHANTS",	my_string)

>>>	print(my_string)

Everything	is	ELEPHANTS.

>>>

Perhaps	that	wasn't	quite	what	we	expected	to	happen...	We	found	and	replaced
everything	in	between	the	first		<		and	last		>	,	which	ended	up	being	most	of	the	string.
This	is	because	Python's	regular	expressions	are	greedy,	meaning	that	they	try	to	find
the	longest	possible	match	when	characters	like		*		are	used.	Instead,	we	should	have
used	the	non-greedy	matching	pattern		*?	,	which	works	the	same	way	as		*		except
that	it	tries	to	match	the	shortest	possible	string	of	text:

>>>	my_string	=	"Everything	is	<replaced>	if	it's	in	<tags>."

>>>	my_string	=	re.sub("<.*?>",	"ELEPHANTS",	my_string)

>>>	print(my_string)

Everything	is	ELEPHANTS	if	it's	in	ELEPHANTS.

>>>

Armed	with	all	this	knowledge,	let's	now	try	to	parse	out	the	title	from	dionysus.html,
which	includes	this	rather	carelessly	written	line	of	HTML:

<TITLE	>Profile:	Dionysus</title		/	>

Our		find()		method	would	have	a	difficult	time	dealing	with	the	inconsistencies	here,
but	with	the	clever	use	of	regular	expressions,	we	will	be	able	to	handle	this	code	easily:

import	re

from	urllib.request	import	urlopen

my_address	=	"https://realpython.com/practice/dionysus.html"

html_page	=	urlopen(my_address)

html_text	=	html_page.read()

#	Python	3:	html_text	=	html_page.read().decode('utf-8')

match_results	=	re.search("<title	.*?>.*</title	.*?>",	html_text,	re.IGNORECASE)

title	=	match_results.group()

title	=	re.sub("<.*?>",	"",	title)	#	remove	HTML	tags

print(title)
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Let's	take	the	first	regular	expression	we	used	and	break	it	down	into	three	parts:

1.	 	<title	.*?>		-	First	we	check	for	the	opening	tag,	where	there	must	be	a	space
after	the	word	"title"	and	the	tag	must	be	closed,	but	any	characters	can	appear	in
the	rest	of	the	tag;	we	use	the	non-greedy		.*?		because	we	want	the	first	closing
">"	to	match	the	tag's	end

2.	 	.*		-	Any	characters	can	appear	in	between	the		<title>		tags
3.	 	</title	.*?>		-	This	expression	is	the	same	as	the	first	part,	except	that	we	also

require	the	forward	slash	before	"title"	because	this	is	a	closing	HTML	tag

Likewise,	we	then	use	the	non-greedy		.*?		placed	inside	of	an	HTML	tag	to	match	any
HTML	tags	and	remove	them	from	the	parsed-out	title.

Regular	expressions	are	an	incredibly	powerful	tool	when	used	correctly.	We've	only
scratched	the	surface	of	their	potential	here,	so	do	take	some	time	to	study	them	very
thorough	Python	Regular	Expression	HOWTO	document.

Be	sure	to	also	check	out	the	Appendix	section	on	regular	expressions	for	even
more	practice.

NOTE:	Web	scraping	in	practice	can	be	very	tedious	work.	Beyond	the	fact	that
no	two	websites	are	organized	the	same	way,	usually	webpages	are	messy	and
inconsistent	in	their	formatting.	This	leads	to	a	lot	of	time	spent	handling
unexpected	exceptions	to	every	rule,	which	is	less	than	ideal	when	you	want	to
automate	a	task.	What's	more,	even	after	you	spend	the	time	to	build	your
scraper,	you	will	probably	have	to	continue	to	periodically	update	it	as	the	HTML
in	a	given	site	changes.

Review	exercises:

1.	 Write	a	script	that	grabs	the	full	HTML	from	the	page	dionysus.html
2.	 Use	the	string		find()		method	to	display	the	text	following	"Name:"	and	"Favorite

Color:"	(not	including	any	leading	spaces	or	trailing	HTML	tags	that	might	appear	on
the	same	line)

3.	 Repeat	the	previous	exercise	using	regular	expressions;	the	end	of	each	pattern
should	be	a	"<"	(i.e.,	the	start	of	an	HTML	tag)	or	a	newline	character,	and	you
should	remove	any	extra	spaces	or	newline	characters	from	the	resulting	text	using
the	string	strip()	method
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Use	an	HTML	Parser	to	Scrape	Websites
Although	regular	expressions	are	great	for	pattern	matching	in	general,	sometimes	it's
easier	to	use	an	HTML	parser	that	is	designed	specifically	for	piecing	apart	HTML
pages.	There	are	a	number	of	Python	tools	written	for	this	purpose,	but	the	most	popular
(and	easiest	to	learn)	is	named	Beautiful	Soup.

To	set	up	Beautiful	Soup	run		pip3	install	beautifulsoup4	.

Otherwise,	download	the	compressed	.tar.gz	file,	unzip	it,	then	install	Beautiful	Soup
using	the	setup.py	script	from	the	command	line	or	Terminal	as	described	in	the	chapter
on	installing	packages.

For	Debian/Linux,	just	type:		sudo	apt-get	install	python-bs4	

Once	you	have	Beautiful	Soup	installed,	you	can	now	import	the		bs4		module	and	pass
a	string	of	HTML	to		BeautifulSoup		to	begin	parsing:

from	bs4	import	BeautifulSoup

from	urllib.request	import	urlopen

my_address	=	"https://realpython.com/practice/dionysus.html"

html_page	=	urlopen(my_address)

html_text	=	html_page.read()	#	Py	3:	decode

my_soup	=	BeautifulSoup(html_text)

From	here,	we	can	parse	data	out	of		my_soup		in	various	useful	ways	depending	on	what
information	we	want.	For	instance,	BeautifulSoup	includes	a		get_text()	method	for
extracting	just	the	text	from	a	document,	removing	any	HTML	tags	automatically:

>>>	print(my_soup.get_text())

Profile:	Dionysus

Name:	Dionysus

Hometown:	Mount	Olympus

Favorite	animal:	Leopard

Favorite	Color:	Wine

>>>
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There	are	a	lot	of	extra	blank	lines	left,	but	these	can	always	be	taken	out	using	the
string		replace()		method.	If	we	only	want	to	get	specific	text	from	an	HTML	document,
using	Beautiful	Soup	to	extract	the	text	first	and	then	using		find()		is	sometimes	easier
than	working	with	regular	expressions.

However,	sometimes	the	HTML	tags	are	actually	the	elements	that	point	out	the	data	we
want	to	retrieve.	For	instance,	perhaps	we	want	to	retrieve	links	for	all	the	images	on	the
page,	which	will	appear	in		<img>		HTML	tags.	In	this	case,	we	can	use	the		find_all()	
method	to	return	a	list	of	all	instances	of	that	particular	tag:

>>>	print(my_soup.find_all("img"))

[<img	src="dionysus.jpg"/>,	<img	src="grapes.png"><br><br>

Hometown:	Mount	Olympus

<br><br>

Favorite	animal:	Leopard	<br>

<br>

Favorite	Color:	Wine

</br></br></br></br></br></br></img>]

>>>

This	wasn't	exactly	what	we	expected	to	see,	but	it	happens	quite	often	in	the	real	world;
the	first	element	of	the	list,		<img	src="dionysus.jpg"/>	,	is	a	"self-closing"	HTML	image
tag	that	doesn't	require	a	closing		</img>		tag.	Unfortunately,	whoever	wrote	the	sloppy
HTML	for	this	page	never	added	a	closing	forward	slash	to	the	second	HTML	image	tag,
	<img	src="grapes.png">	,	and	didn't	include	a		</img>		tag	either.	So	Beautiful	Soup
ended	up	grabbing	a	fair	amount	of	HTML	after	the	image	tag	as	well	before	inserting	a
	</img>		on	its	own	to	correct	the	HTML.

Fortunately,	this	still	doesn't	have	much	bearing	on	how	we	can	parse	information	out	of
the	image	tags	with	Beautiful	Soup.	This	is	because	these	HTML	tags	are	stored	as
	Tag		objects,	and	we	can	easily	extract	certain	information	out	of	each	Tag.	In	our
example,	assume	for	simplicity	that	we	know	to	expect	two	images	in	our	list	so	that	we
can	pull	two		Tag		objects	out	of	the	list:

>>>	image1,	image2	=	my_soup.find_all("img")

>>>

We	now	have	two		Tag		objects,		image1		and		image2	.	These		Tag		objects	each	have	a
name,	which	is	just	the	type	of	HTML	tag	that	to	which	they	correspond:
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>>>	print(image1.name)

img

>>>

These		Tag		objects	also	have	various	attributes,	which	can	be	accessed	in	the	same
way	as	a	dictionary.	The	HTML	tag		<img	src="dionysus.jpg"/>		has	a	single	attribute
	src		that	takes	on	the	value		dionysus.jpg		(much	like	a	key/value	pair	in	a	dictionary).
Likewise,	an	HTML	tag	such	as		<a	href="https://realpython.com"	target="_blank">	
would	have	two	attributes,	a		href		attribute	that	is	assigned	the	value
	https://realpython.com		and	a		target		attribute	that	has	the	value		_blank	.

We	can	therefore	pull	the	image	source	(the	link	that	we	wanted	to	parse)	out	of	each
image	tag	using	standard	dictionary	notation	to	get	the	value	that	the		src		attribute	of
the	image	has	been	assigned:

>>>	print(image1["src"])

dionysus.jpg

>>>	print(image2["src"])

grapes.png

>>>

Even	though	the	second	image	tag	had	a	lot	of	extra	HTML	code	associated	with	it,	we
could	still	pull	out	the	value	of	the	image		src		without	any	trouble	because	of	the	way
Beautiful	Soup	organizes	HTML	tags	into		Tag		objects.

In	fact,	if	we	only	want	to	grab	a	particular	tag,	we	can	identify	it	by	the	corresponding
name	of	the		Tag		object	in	our	soup:

>>>	print(my_soup.title)

<title>Profile:	Dionysus</title>

>>>

Notice	how	the	HTML		<title>		tags	have	automatically	been	cleaned	up	by	Beautiful
Soup.	Furthermore,	if	we	want	to	extract	only	the	string	of	text	out	of	the		<title>		tags
(without	including	the	tags	themselves),	we	can	use	the	string	attribute	stored	by	the
title:

>>>	print(my_soup.title.string)

Profile:	Dionysus

>>>
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We	can	even	search	for	specific	kinds	of	tags	whose	attributes	match	certain	values.	For
instance,	if	we	wanted	to	find	all	of	the		<img>		tags	that	had	a		src		attribute	equal	to	the
value		dionysus.jpg	,	we	could	provide	the	following	additional	argument	to	the	find_all()
method:

>>>	my_soup.find_all("img",	src="dionysus.jpg")

[<img	src="dionysus.jpg"/>]

>>>

In	this	case,	the	example	is	somewhat	arbitrary	since	we	only	returned	a	list	that
contained	a	single	image	tag,	but	we	will	use	this	technique	in	a	later	section	in	order	to
help	us	find	a	specific	HTML	tag	buried	in	a	vast	sea	of	other	HTML	tags.

Although	Beautiful	Soup	is	an	excellent	tool,	it	has	it's	limitations.	lxml	is	somewhat
trickier	to	get	started	using,	but	offers	all	of	the	same	functionality	as	Beautiful	Soup	and
more.	Once	you	are	comfortable	with	the	basics	of	Beautiful	Soup,	you	should	move	on
to	learning	how	to	use	lxml	for	more	complicated	HTML	parsing	tasks.

NOTE:	HTML	parsers	like	Beautiful	Soup	can	(and	often	do)	save	a	lot	of	time	and
effort	when	it	comes	to	locating	specific	data	in	webpages.	However,	sometimes
HTML	is	so	poorly	written	and	disorganized	that	even	a	sophisticated	parser	like
Beautiful	Soup	doesn't	really	know	how	to	interpret	the	HTML	tags	properly.	In	this
case,	you're	often	left	to	your	own	devices	(namely,		find()		and	regex)	to	try	to
piece	out	the	information	you	need.

Review	exercises:

1.	 Write	a	script	that	grabs	the	full	HTML	from	the	page	profiles.html
2.	 Parse	out	a	list	of	all	the	links	on	the	page	using	Beautiful	Soup	by	looking	for	HTML

tags	with	the	name		a		and	retrieving	the	value	taken	on	by	the		href		attribute	of
each	tag

3.	 Get	the	HTML	from	each	of	the	pages	in	the	list	by	adding	the	full	path	to	the	file
name,	and	display	the	text	(without	HTML	tags)	on	each	page	using	Beautiful
Soup's		get_text()		method
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Interact	with	HTML	Forms
We	usually	retrieve	information	from	the	Internet	by	sending	requests	for	webpages.	A
module	like		urllib		serves	us	well	for	this	purpose,	since	it	offers	a	very	simple	way	of
returning	the	HTML	from	individual	webpages.	Sometimes,	however,	we	need	to	send
information	back	to	a	page	-	for	instance,	submitting	our	information	on	a	login	form.	For
this,	we	need	an	actual	browser.	There	are	a	number	of	web	browsers	built	for	Python,
and	one	of	the	most	popular	and	easiest	to	use	is	in	a	module	called	MechanicalSoup.

Essentially,	MechanicalSoup	is	an	alternative	to		urllib		that	can	do	all	of	the	same
things	but	has	more	added	functionality	that	will	allow	us	to	talk	back	to	webpages
without	using	a	standalone	browser,	perfect	for	fetching	web	pages,	clicking	on	buttons
and	links,	and	filling	out	and	submitting	forms.

To	install	run	this	command:

$	pip3	install	MechanicalSoup

Otherwise,	download	the	.tar.gz	file,	decompress	it,	and	install	the	package	by	running
the	setup.py	script	from	your	Terminal	as	described	in	the	section	on	installing
packages.

You	may	need	to	close	and	restart	your	IDLE	session	for	MechanicalSoup	to	load	and
be	recognized	after	it's	been	installed.

Getting	MechanicalSoup	to	create	a	new	Browser	object	and	use	it	to	open	a	webpage
is	as	easy	as	saying:

import	mechanicalsoup

my_browser	=	mechanicalsoup.Browser()

page	=	my_browser.get("https://realpython.com/practice/aphrodite.html")

We	now	have	various	information	that	the	website	returned	to	us	stored	in	our		response	
variable.	If	we	access	the	attribute		soup	,	we'll	see	all	of	the	html	from	the	page:
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>>>	print(page.soup)

<html>

		<head>

		<title>Profile:	Aphrodite</title>

		</head>

		<body	bgcolor="yellow">

		<center>

				<br><br>

						<img	src="aphrodite.gif"	/>

						<h2>Name:	Aphrodite</h2>

						<br><br>

						Favorite	animal:	Dove

						<br><br>

						Favorite	color:	Red

						<br><br>

						Hometown:	Mount	Olympus

				</center>

		</body>

</html>

>>>

But	what	if	we	have	to	submit	information	to	the	website?	For	instance,	what	if	the
information	we	want	is	behind	a	login	page	such	as
https://www.realpython.com/practice/login.php?	If	we	are	trying	to	do	things
automatically,	then	we	will	need	a	way	to	automate	the	login	process	as	well.

First,	let's	take	a	look	at	the	HTML	page	provided	by	login.php:

import	mechanicalsoup

my_browser	=	mechanicalsoup.Browser()

page	=	my_browser.get("https://realpython.com/practice/login.php")

print(page.soup)

This	returns	the	following	form	(which	you	should	take	a	look	at	in	a	regular	browser	as
well	to	see	how	it	appears):
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<html>

		<head>

		<title>Log	In</title>

		</head>

		<body	bgcolor="yellow">

		<center>

						<br><br>

						<h2>Please	log	in	to	access	Mount	Olympus:</h2>

						<br><br>

						<form	name="login"	action="login.php"	method="post">

								Username:	<input	type="text"	name="user"><br>

								Password:	<input	type="password"	name="pwd"><br><br>

								<input	type="submit"	value="Submit">

						</form>

				</center>

		</body>

</html>

>>>

The	code	we	see	is	HTML,	but	the	page	itself	is	written	in	another	language	called	PHP.
In	this	case,	the	PHP	code	is	creating	the	HTML	that	we	see	based	on	the	information
we	provide.	For	instance,	try	logging	into	the	page	with	an	incorrect	username	and
password,	and	you	will	see	that	the	same	page	now	includes	a	line	of	text	to	let	you
know:	"Wrong	username	or	password!"	However,	if	you	provide	the	correct	login
information	(username	of	"zeus"	and	password	of	"ThunderDude"),	you	will	be	redirected
to	the	profiles	page	page.

For	our	purposes,	the	important	section	of	HTML	code	is	the	login	form,	i.e.,	everything
inside	the		<form>		tags.	We	can	see	that	there	is	a	submission		<form>		named	"login"
that	includes	two		<input>		tags,	one	named		user		and	the	other	named		pwd	.	The	third
	<input>		is	the	actual	"Submit"	button.	Now	that	we	know	the	underlying	structure	of	the
form,	we	can	return	to	mechanize	to	automate	the	login	process.
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import	mechanicalsoup

my_browser	=	mechanicalsoup.Browser()

login_page	=	my_browser.get("https://realpython.com/practice/login.php")

login_html	=	login_page.soup

#	select	the	form	and	fill	in	its	fields

form	=	login_html.select("form")[0]

form.select("input")[0]["value"]	=	"zeus"

form.select("input")[1]["value"]	=	"ThunderDude"

profiles_page	=	my_browser.submit(form,	login_page.url)	#	submit	form

print(profiles_page.url)	#	make	sure	we	were	redirected

print(profiles_page.soup)	#	show	html

We	used	the	browser's		select()		method	to	grab	the	form.	Then	we	passed	our	login
values	by	accessing	the		value		attribute	of	the	html		input	's.	Finally,	using	the	the
browser	object	again,	we	submitted	our	form	with	the		submit()		method,	which	takes	a
form	element	and	a	url,	and	returns	and	object	containing	information	about	the	page	we
were	redirected	to.

We	displayed	the	URL	of	this	response	to	make	sure	that	our	login	submission	worked;	if
we	had	provided	an	incorrect	username	or	password	then	we	would	have	been	sent
back	to	the	login	page,	but	we	see	that	we	were	successfully	redirected	to	profiles	as
planned.

NOTE:	We	are	always	being	encouraged	to	use	long	passwords	with	many
different	types	of	characters	in	them,	and	now	you	know	the	main	reason:
automated	scripts	like	the	one	we	just	designed	can	be	used	by	hackers	to	"brute
force"	logins	by	rapidly	trying	to	log	in	with	many	different	usernames	and
passwords	until	they	find	a	working	combination.	Besides	this	being	highly	illegal,
almost	all	websites	these	days	(including	my	practice	form)	will	lock	you	out	and
report	your	IP	address	if	they	see	you	making	too	many	failed	requests,	so	don't
try	it!

We	were	able	to	retrieve	the	webpage	form	by	name	because	mechanize	includes	its
own	HTML	parser.	We	can	use	this	parser	through	various	browser	methods	as	well	to
easily	obtain	other	types	of	HTML	elements.	The		links()		method	will	return	all	the	links
appearing	on	the	browser's	current	page	as	Link	objects,	which	we	can	then	loop	over	to
obtain	their	addresses.	For	instance,	if	our	browser	is	still	on	the	profiles	page,	we	could
say:
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for	link	in	profiles_page.soup.select("a"):

				print("Address:",	link["href"])

				print("Text:",	link.text)

This	returns:

Address:	https://realpython.com/practice/aphrodite.html

Text:	Aphrodite

Address:	https://realpython.com/practice/poseidon.html

Text:	Poseidon

Address:	https://realpython.com/practice/dionysus.html

Text:	Dionysus

>>>

Html	elements	have	a	number	of	attributes.	Here	as	we	are	accessing	an		a		tag	we	van
grab	the	"href"	and	we	also	have	access	to	the	inner	text.	Depending	on	what	element
you	are	dealing	with	you	will	access	the	attributes	with	either	dot	notation	or	bracket
notation.

With	the	simple	functionality	of	MechanicalSoup	you	can	get	a	lot	done.	By	utilizing
	get	,		select	,	and		submit		methods	we	can	navigate	to	pages,	access	the	html	and
submit	custom	information	into	forms.	Currently	the	documentation	for	MechanicalSoup
is	non-existent,	but	there	are	a	few	more	method	available	that	you	can	find	if	you	look
through	the	source	code.

Review	exercises:

1.	 Use	MechanicalSoup	to	provide	the	correct	username	"zeus"	and	password
"ThunderDude"	to	the	login	page	submission	form	located	at:
https://realpython.com/practice/login.php

2.	 Using	Beautiful	Soup,	display	the	title	of	the	current	page	to	determine	that	you
have	been	redirected	to	profiles.html

3.	 Use	mechanize	to	return	to	login	page	by	going	"back"	to	the	previous	page
4.	 Provide	an	incorrect	username	and	password	to	the	login	form,	then	search	the

HTML	of	the	returned	webpage	for	the	text	"Wrong	username	or	password!"	to
determine	that	the	login	process	failed
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Interact	with	Websites	in	Real-time
Sometimes	we	want	to	be	able	to	fetch	real-time	data	from	a	website	that	offers
continually	updated	information.	In	the	dark	days	before	you	learned	Python
programming,	you	would	have	been	forced	to	sit	in	front	of	a	browser,	clicking	the
"Refresh"	button	to	reload	the	page	each	time	you	want	to	check	if	updated	content	is
available.	Instead,	we	can	easily	automate	this	process	using	the		get()		method	of	the
MechanicalSoup	browser.

As	an	example,	let's	create	a	script	that	periodically	checks	Yahoo!	Finance	for	a	current
stock	quote	for	the	"YHOO"	symbol.	The	first	step	with	any	web	scraping	task	is	to	figure
out	exactly	what	information	we're	seeking.	In	this	case,	the	webpage	URL	is
http://finance.yahoo.com/q?s=yhoo.	Currently,	the	stock	price	(as	I	see	it)	is	40.01,	and
so	we	view	the	page's	HTML	source	code	and	search	for	this	number.	Fortunately,	it
only	occurs	once	in	the	code:

<span	class="time_rtq_ticker"><span	id="yfs_l84_yhoo">40.01</span></span>

Next,	we	check	that	the	tag		<span	id="yfs_l84_yhoo">		also	only	occurs	once	in	the
webpage,	since	we	will	need	a	way	to	uniquely	identify	the	location	of	the	current	price.	If
this	is	the	only		<span>		tag	with	an		id		attribute	equal	to	"yfs_l84_yhoo",	then	we	know
we'll	be	able	to	find	it	on	the	webpage	later	and	extract	the	information	we	need	from	this
particular	pair	of		<span>		tags.

We're	in	luck	(this	is	the	only		<span>		tag	with	this		id	),	so	we	can	use	MechanicalSoup
to	find	and	display	the	current	price,	like	so:

import	mechanicalsoup

my_browser	=	mechanicalsoup.Browser()

page	=	my_browser.get("http://finance.yahoo.com/q?s=yhoo")

html_text	=	page.soup

#	return	a	list	of	all	the	tags	where	the	id	is	'yfs_184_yhoo'

my_tags	=	html_text.select("#yfs_l84_yhoo")

#	take	the	BeautifulSoup	string	out	of	the	first	(and	only)	<span>	tag

my_price	=	my_tags[0].text

print("The	current	price	of	YHOO	is:	{}".format(my_price))
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Now,	in	order	to	repeatedly	get	the	newest	stock	quote	available,	we'll	need	to	create	a
loop	that	loads	the	page	in	the	browser	each	time.	But	first,	we	should	check	the	Yahoo!
Finance	terms	of	use	to	make	sure	that	this	isn't	in	violation	of	their	acceptable	use
policy.	The	terms	state	that	we	should	not	"use	the	Yahoo!	Finance	Modules	in	a	manner
that	exceeds	reasonable	request	volume	[or]	constitutes	excessive	or	abusive	usage,"
which	seems	reasonable	enough.	Of	course,	reasonable	and	excessive	are	entirely
subjective	terms,	but	the	general	rules	of	Internet	etiquette	suggest	that	you	don't	ask	for
more	data	than	you	need.	Sometimes,	the	amount	of	data	you	"need"	for	a	particular	use
might	still	be	considered	excessive,	but	following	this	rule	is	a	good	place	to	start.

In	our	case,	an	infinite	loop	that	grabs	stock	quotes	as	quickly	as	possible	is	definitely
more	than	we	need,	especially	since	it	appears	that	Yahoo!	only	updates	its	stock
quotes	once	per	minute.	Since	we'll	only	be	using	this	script	to	make	a	few	webpage
requests	as	a	test,	let's	wait	one	minute	in	between	each	request.	We	can	pause	the
functioning	of	a	script	by	passing	a	number	of	seconds	to	the		sleep()		method	of
Python's		time		module,	like	so:

from	time	import	sleep

print	"I'm	about	to	wait	for	five	seconds..."

sleep(5)

print	"Done	waiting!"

Although	we	won't	explore	them	here,	Python's	time	module	also	includes	various	ways
to	get	the	current	time	in	case	we	wished	to	add	a	"time	stamp"	to	each	price.

Using	the		sleep()		method,	we	can	now	repeatedly	obtain	real-time	stock	quotes:
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from	time	import	sleep

import	mechanicalsoup

my_browser	=	mechanicalsoup.Browser()

#	obtain	1	stock	quote	per	minute	for	the	next	3	minutes

for	i	in	range(0,	3):

				page	=	my_browser.get("http://finance.yahoo.com/q?s=yhoo")

				html_text	=	page.soup

				#	return	a	list	of	all	the	tags	where	the	id	is	'yfs_184_yhoo'

				my_tags	=	html_text.select("#yfs_l84_yhoo")

				#	take	the	BeautifulSoup	string	out	of	the	first	tag

				my_price	=	my_tags[0].text

				print("The	current	price	of	YHOO	is:	{}".format(my_price))

				if	i<2:	#	wait	a	minute	if	this	isn't	the	last	request

								sleep(60)

Review	exercises:

1.	 Repeat	the	example	in	this	section	to	scrape	YHOO	stock	quotes,	but	additionally
include	the	current	time	of	the	quote	as	obtained	from	the	Yahoo!	Finance	webpage;
this	time	can	be	taken	from	part	of	a	string	inside	another	span	tag	that	appears
shortly	after	the	actual	stock	price	in	the	webpage's	HTML

Again,	check	out	the	second	Real	Python	course,	Web	Development	with	Python,
which	provides	much	more	in	the	way	of	web	scraping,	utilizing	a	more	powerful
scraping	library,	Scrapy.
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Scientific	Computing	and	Graphing
If	you	are	a	scientist,	an	engineer,	or	the	sort	of	person	who	couldn't	survive	a	week
without	using	MATLAB,	chances	are	high	that	you	will	want	to	make	use	of	the	NumPy
and	SciPy	packages	to	increase	your	Python	coding	abilities.	Even	if	you	don't	fall	into
one	of	those	categories,	these	tools	can	still	be	quite	useful.	This	section	will	introduce
you	to	a	Python	package	that	lets	you	store	and	manipulate	matrices	of	data,	and	the
next	section	will	introduce	an	additional	package	that	makes	it	possible	to	visualize	data
through	endless	varieties	of	graphs	and	charts.
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Use	NumPy	for	Matrix	Manipulation
The	main	package	for	scientific	computing	in	Python	is	NumPy;	there	are	a	number	of
additional	specialized	packages,	but	most	of	these	are	based	on	the	functionality	offered
by	NumPy.	To	install	NumPy	and	SciPy	use	pip3:

pip3	install	numpy

pip3	install	scipy

Otherwise,	download	the	latest	version	here	for	32-bit	Windows	or	here	for	32-bit	Mac,
then	run	the	automated	installer.	If	you	have	a	64-bit	system	(including	OS	X	10.6	or
later),	you'll	need	to	install	a	64-bit	release	of	SciPy	(which	includes	Numpy),	available
here	or	here.	Debian/Ubuntu	users	can	get	NumPy	by	typing:		sudo	apt-get	install
python-numpy	

Among	many	other	possibilities,	NumPy	primarily	offers	an	easy	way	to	manipulate	data
stored	in	many	dimensions.	For	instance,	we	usually	think	of	a	two-dimensional	list	as	a
"matrix"	or	a	"table"	that	could	be	created	by	forming	a	"list	of	lists"	in	Python:

>>>	matrix	=	[[1,2,3],	[4,5,6],	[7,8,9]]

>>>	print(matrix)

[[1,	2,	3],	[4,	5,	6],	[7,	8,	9]]

>>>

We	could	then	refer	to	the	numbers	at	various	row/column	locations	using	index
numbers.	For	instance:

>>>	matrix[0][1]

2

>>>

Things	get	much	more	complicated,	however,	if	we	want	to	do	anything	more
complicated	with	this	two-dimensional	list.	For	instance,	what	if	we	wanted	to	multiply
every	entry	in	our	matrix	by	2?	That	would	require	looping	over	every	entry	in	every	list
inside	the	main	list.

Let's	create	this	same	list	using	NumPy:
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>>>	from	numpy	import	array

>>>	matrix	=	array([[1,2,3],	[4,5,6],	[7,8,9]])

>>>	print(matrix)

[[1	2	3]

	[456]

	[789]]

>>>	matrix[0][1]

2

>>>	matrix[0,1]

2

>>>

In	this	case,	our	matrix	is	referred	to	as	a	two-dimensional	array.	An	array	is	different
from	a	list	because	it	can	only	hold	similar	entries	(for	instance,	all	numbers)	whereas	we
could	throw	any	sort	of	objects	together	into	a	list.	However,	there	are	many	more	ways
we	can	create	and	control	NumPy	arrays.	See	more	here	on	Numpy	arrays	vs	Python
lists.

NOTE:	In	NumPy,	each	dimension	in	an	array	is	called	an	axis.	Our	example
array	has	two	axes.	The	total	number	of	dimensions	or	axes	is	called	the	"rank"	of
a	matrix,	but	these	are	really	all	terms	for	describing	the	same	thing;	just	keep	in
mind	that	NumPy	often	refers	to	the	term	"axis"	to	mean	a	dimension	of	an	array.
Above,	we	saw	a	two-dimensional	array.	This	is	an	example	of	a	three-
dimensional	("three	axis")	array:

>>>	matrix	=		[

																[	[1,2,3],	[4,5,6]	],

																[	[7,8,9],	[10,11,12]	],

																[	[13,14,15],	[16,17,18]	]

														]

>>>	matrix[0][1][2]

6

>>>

Another	benefit,	as	we	can	already	see,	is	that	NumPy	automatically	knows	to	display
our	two-dimensional	("two	axis")	array	in	two	dimensions	so	that	we	can	easily	read	its
contents.	We	also	have	two	options	for	accessing	an	entry,	either	by	the	usual	indexing
or	by	specifying	the	index	number	for	each	axis,	separated	by	commas.

Remember	to	include	the	main	set	of	square	brackets	when	creating	a	NumPy	array;
even	though	the		array()		has	parentheses,	including	square	brackets	is	necessary
when	you	want	to	type	out	the	array	entries	directly.	For	instance,	this	is	correct:		matrix
=	array([[1,2],[3,4]])	
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Meanwhile,	this	would	be	INCORRECT	because	it	is	missing	outer	brackets:		matrix	=
array([1,2],[3,4])	

We	have	to	type	out	the	array	this	way	because	we	could	also	have	given	a	different
input	to	create	the		array()		-	for	instance,	we	could	have	supplied	a	list	that	is	already
enclosed	in	its	own	set	of	square	brackets:

list	=	[[1,2],	[3,4]]

matrix	=	array(list)

In	this	case,	including	the	square	brackets	around	list	would	be	nonsensical.

Now,	multiplying	every	entry	in	our	matrix	is	as	simple	as	working	with	an	actual	matrix:

>>>	from	numpy	import	array

>>>	matrix	=	array([[1,2,3],	[4,5,6],	[7,8,9]])

>>>	print(matrix*2)

[[	2		4		6]

	[	8	10	12]

	[14	16	18]]

>>>

NOTE:	Even	if	you	have	no	interest	in	using	matrices	for	scientific	computing,	you
still	might	find	it	helpful	at	some	point	to	store	information	in	a	NumPy	array
because	of	its	many	helpful	properties.	For	instance,	perhaps	you	are	designing	a
game	and	need	an	easy	way	to	store,	view	and	manipulate	a	grid	of	values	with
rows	and	columns.	Rather	than	creating	a	list	of	lists	or	some	other	complicated
structure,	using	a	NumPy	array	is	a	simple	way	to	store	your	two-dimensional
data.

We	can	just	as	easily	perform	arithmetic	using	multi-dimensional	arrays	as	well:

>>>	second_matrix	=	array([[5,4,3],	[7,6,5],	[9,8,7]])

>>>	print(second_matrix	-	matrix)

[[	4	2		0]

	[	3	1	-1]

	[	2	0	-2]]

>>>

If	you	want	to	perform	matrix	multiplication,	using	the	standard	*	symbol	will	perform
basic	multiplication	by	matching	corresponding	entries:
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>>>	print(second_matrix	*	matrix)

[[	5		8		9]

	[28	30	30]

	[63	64	63]]

>>>

To	calculate	an	actual	matrix	dot	product,	we	need	to	import	and	use	the		dot()	
function:

>>>	from	numpy	import	dot

>>>	print(dot(second_matrix,	matrix))

[[	42		54		66]

	[	66		84	102]

	[	90	114	138]]

>>>

Two	matrices	can	also	be	stacked	vertically	using		vstack()		or	horizontally	using
	hstack()		if	their	axis	sizes	match:

>>>	from	numpy	import	vstack,	hstack

>>>	print(vstack([matrix,	second_matrix]))		#	add	second_matrix	below	matrix

[[1	2	3]

	[4	5	6]

	[7	8	9]

	[5	4	3]

	[7	6	5]

	[9	8	7]]

>>>	print(hstack([matrix,	second_matrix]))	#	add	second_matrix	next	to	matrix

[[1	2	3	5	4	3]

	[4	5	6	7	6	5]

	[7	8	9	9	8	7]]

>>>

For	basic	linear	algebra	purposes,	a	few	of	the	most	commonly	used	NumPy	array
properties	are	also	shown	here	briefly,	as	they	are	all	fairly	self-explanatory:
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>>>	print(matrix.shape)	#	a	tuple	of	the	axis	lengths	(3	x	3)

(3,	3)

>>>	print(matrix.diagonal())	#	array	of	the	main	diagonal	entries

[1	5	9]

>>>	print(matrix.flatten())	#	a	flat	array	of	all	entries

[1	2	3	4	5	6	7	8	9]

>>>	print(matrix.transpose())	#	mirror-image	along	the	diagonal

[[1	4	7]

	[2	5	8]

	[3	6	9]]

>>>	print(matrix.min())	#	the	minimum	entry

1

>>>	print(matrix.max())	#	the	maximum	entry

9

>>>	print(matrix.mean())	#	the	average	value	of	all	entries

5.0

>>>	print(matrix.sum())	#	the	total	of	all	entries

45

>>>

We	can	also	reshape	arrays	with	the		reshape()		function	to	shift	entries	around:

>>>	print	matrix.reshape(9,1)

[[1]

	[2]

	[3]

	[4]

	[5]

	[6]

	[7]

	[8]

	[9]]

>>>

Of	course,	the	total	size	of	the	reshaped	array	must	match	the	original	array's	size.	For
instance,	we	couldn't	have	said		matrix.reshape(2,5)		because	there	would	have	been
one	extra	entry	created	with	nothing	left	to	fill	it.

The		reshape()		function	can	be	particularly	helpful	in	combination	with		arange()	,	which
is	NumPy's	equivalent	to		range()		except	that	a	NumPy	array	is	returned.	For	instance,
instead	of	typing	out	our	sequential	list	of	numbers	into	a	matrix,	we	could	have	imported
	arange()		and	then	reshaped	the	sequence	into	a	two-dimensional	matrix:
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>>>	from	numpy	import	arange

>>>	matrix	=	arange(1,10)	#	an	array	of	numbers	1	through	9

>>>	print(matrix)

[1	2	3	4	5	6	7	8	9]

>>>	matrix	=	matrix.reshape(3,3)

>>>	print(matrix)

[[1	2	3]

	[4	5	6]

	[7	8	9]]

>>>

Again,	just	like	with		range()	,	using		arange(1,10)		will	return	the	numbers	1	through	9
because	we	stop	just	before	getting	to	the	last	number	in	the	range.

We	have	been	working	entirely	with	two-dimensional	arrays	since	they	are	both	the	most
commonly	used	and	the	easiest	to	grasp.	However,	just	as	we	can	create	a	"list	of	lists
of	lists",	NumPy	allows	us	to	create	arrays	of	higher	dimensions	as	well.	For	instance,
we	could	create	a	simple	three	dimensional	array	with	the	following:

>>>	array_3d	=	array([[[1,2],[3,4]],	[[5,6],[7,8]],	[[9,10],[11,12]]])

>>>	print(array_3d)

[[[	1		2]

		[	3		4]]

	[[	5		6]

		[	7		8]]

	[[	9	10]

		[11	12]]]

>>>

An	easier	and	safer	way	to	create	this	particular	array	would	be	to		reshape()		and
	arange()	:

>>>	array_3d	=	arange(1,13)

>>>	array_3d	=	array_3d.reshape(3,2,2)

>>>

Even	if	a	multi-dimensional	array	doesn't	use	a	sequential	list	of	numbers,	sometimes	it's
easier	to	create	the	flat,	one-dimensional	list	of	entries	and	then		reshape()		the	array
into	the	desired	shape	instead	of	struggling	with	many	nested	sets	of	square	brackets.
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NumPy	also	has	its	own	set	of	random	functionality,	which	is	particularly	useful	for
creating	multi-dimensional	arrays	of	random	numbers.	For	instance,	we	can	easily
create	a	3x3	matrix	of	random	numbers	like	so:

>>>	from	numpy	import	random

>>>	print(random.random([3,3]))

[[	0.738695			0.52153367	0.58619601]

	[	0.38232677	0.15941573	0.66080916]

	[	0.61752779	0.60236187	0.5914662	]]

>>>

NumPy	offers	much	more	functionality	than	the	basics	shown	here,	although	everything
covered	should	be	sufficient	for	most	tasks	involving	basic	array	storage	and
manipulation.	For	an	incredibly	thorough	and	mathematical	introduction,	see	the	Guide
to	NumPy.	There	is	also	a	good	Quick	Start	Tutorial	available	and	a	NumPy	"work	in
progress"	User	Guide.

For	scientists	and	engineers,	another	indispensable	tool	is	SciPy,	which	works	on	top	of
NumPy	to	offer	a	mind-numbingly	vast	set	of	tools	for	data	manipulation	and
visualization.	SciPy	is	a	very	powerful	and	very	extensive	collection	of	functions	and
algorithms	that	are	too	advanced	to	cover	in	an	introductory	course,	but	it's	worth
researching	if	you	have	a	particular	advanced	topic	already	in	mind.	Some	of	the	tools
available	include	functionality	for	tasks	involving	optimization,	integration,	statistical
tests,	signal	processing,	Fourier	transforms,	image	processing	and	more.	For	a	thorough
introduction	to	additional	functionality	available	in	SciPy,	there	is	a	reference	guide	that
covers	most	major	topics.	SciPy	is	availbale	for	download	via		pip3	.	Or	download	here
for	32-bit	and	here	for	64-bit	machines.

Review	exercises:

1.	 Create	a	3	x	3	NumPy	array	named		first_matrix		that	includes	the	numbers	3
through	11	by	using		arange()		and		reshape()	

2.	 Display	the	minimum,	maximum	and	mean	of	all	entries	in		first_matrix	
3.	 Square	every	entry	in		first_matrix		using	the		**		operator,	and	save	the	results	in

an	array	named		second_matrix	
4.	 Use		vstack()		to	stack		first_matrix		on	top	of		second_matrix		and	save	the	results

in	an	array	named		third_matrix	
5.	 Use		dot()		to	calculate	the	dot	product	of		third_matrix		by		first_matrix	
6.	 Reshape		third_matrix		into	an	array	of	dimensions	3	x	3	x	2

Real	Python	Part	1:	Introduction	to	Python

195Use	NumPy	for	Matrix	Manipulation

http://csc.ucdavis.edu/~chaos/courses/nlp/Software/NumPyBook.pdf
https://docs.scipy.org/doc/numpy-dev/user/quickstart.html
http://docs.scipy.org/doc/numpy/user/
http://docs.scipy.org/doc/scipy/reference/tutorial/index.html
http://sourceforge.net/projects/scipy/
http://www.scipy.org/Download#head-f64942d62faddeb27278a2c735e81ef2a7349db0


Real	Python	Part	1:	Introduction	to	Python

196Use	NumPy	for	Matrix	Manipulation



Use	matplotlib	for	Plotting	Graphs
The	matplotlib	library	works	with	NumPy	to	provide	tools	for	creating	a	wide	variety	of
two-dimensional	figures	for	visualizing	data.	If	you	have	ever	created	graphs	in
MATLAB,	matplotlib	in	many	ways	directly	recreates	this	experience	within	Python.
Figures	can	then	be	exported	to	various	formats	in	order	to	save	pictures	and/or
documents.

You	will	first	need	to	download	and	install	both	NumPy	(see	the	previous	section)	and
matplotlib:

pip3	install	numpy

pip3	install	matplotlib

Or,	Windows	and	OS	X	users	can	download	an	automated	matplotlib	installer	here.

Debian/Linux	users	can	get	matplotlib	by	typing	the	command:		sudo	apt-get	install
python-matplotlib	

There	are	a	few	modules	included	in	the	matplotlib	package,	but	we	will	only	work	with
the	basic	plotting	module,	pyplot.	We	can	import	this	functionality	as	follows:

from	matplotlib	import	pyplot	as	plt

This	part	of	the	code	might	take	a	little	time	to	run	-	there	is	a	lot	of	code	being	imported
with	this	line!	We	decided	to	rename	pyplot	to	the	name	"plt"	to	save	a	little	space	and
effort	since	we'll	be	typing	it	a	lot.	Plotting	a	simple	graph	is	in	fact	quite	simple	to	do.

Try	out	this	short	script:

from	matplotlib	import	pyplot	as	plt

plt.plot([1,2,3,4,5],	[2,4,6,8,10])

plt.show()
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We	created	a	plot,	supplying	a	list	of	x-coordinate	points	and	a	matching	list	of	y-
coordinate	points.	When	we	call		plt.show()	,	a	new	window	appears,	displaying	a	graph
of	our	five	(x,y)	points.	Our	interactive	window	is	essentially	locked	while	this	plot	window
is	open,	and	we	can	only	end	the	script	and	return	to	a	new	prompt	in	the	interactive
window	once	we've	closed	the	graph.

NOTE:	We'll	stick	to	using	scripts	to	plot	rather	than	typing	commands	into	the
interactive	window.	Using	Windows,	you	should	also	have	no	problems	copying
this	code	line-by-line	into	the	interactive	window.	However,	newer	versions	of	OS
X	have	difficulty	responding	to		show()	.	Meanwhile,	IDLE	in	Linux	can	correctly
	show()		a	plot	from	an	interactive	window,	but	then	IDLE	will	need	to	be	restarted.
We'll	discuss	other	options	and	alternatives	for	displaying	and	interacting	with
plots	at	the	end	of	this	section.

When	plotting,	we	don't	even	have	to	specify	the	horizontal	axis	points;	if	we	don't
include	any,	matplotlib	will	assume	that	we	want	to	graph	our	y	values	against	a
sequential	x	axis	increasing	by	one:
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from	matplotlib	import	pyplot	as	plt

plt.plot([2,4,6,8,10])

plt.show()

However,	this	isn't	exactly	the	same	graph	because,	as	always,	Python	begins	counting
at	0	instead	of	1,	which	is	what	we	now	see	for	the	horizontal	axis	values	as	well.

There	is	a	optional	"formatting"	argument	that	can	be	inserted	into		plot()		after
specifying	the	points	to	be	plotted.	This	argument	specifies	the	color	and	style	of	lines	or
points	to	draw.	Unfortunately,	the	standard	is	borrowed	from	MATLAB	and	(compared	to
most	Python)	the	formatting	is	not	very	intuitive	to	read	or	remember.	The	default	value
is	"solid	blue	line",	which	would	be	represented	by	the	format	string		b-	.	If	we	wanted	to
plot	green	circular	dots	connected	by	solid	lines	instead,	we	would	use	the	format	string
	g-o		like	so:

from	matplotlib	import	pyplot	as	plt

plt.plot([2,4,6,8,10],	"g-o")

plt.show()
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SEE	ALSO:	For	reference,	the	full	list	of	possible	formatting	combinations	can	be
found	here.

Plotting	wouldn't	be	very	convenient	if	we	had	to	organize	everything	into	lists	ourselves
first;	matplotlib	works	with	NumPy	to	accept	arrays	as	well.	(Even	if	you	can	get	away
with	using	a	basic	list,	it's	a	good	idea	to	stick	with	arrays	in	case	you	later	discover	that
you	do	need	to	modify	the	numbers	in	some	way.)	For	instance,	to	create	our	previous
graph,	we	could	use		arange()		to	return	an	array	of	the	same	numbers:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.plot(arange(2,12,2),	"g-o")

plt.show()	#	displays	the	same	graph	as	the	previous	example

Here,	we	used	the	optional	third	argument	of		arange()	,	which	specifies	the	step.	The
step	is	the	amount	by	which	to	increase	each	subsequent	number,	so	saying
	arange(2,12,2)		gives	us	an	array	of	numbers	beginning	at	2,	increasing	by	2	every
step,	and	ending	before	12.	(In	fact,	this	third	step	argument	works	exactly	the	same	way
for	the	built-in		range()		function	as	well.)
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To	plot	multiple	sets	of	points,	we	add	them	to		plot()		as	additional	arguments:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

x_points	=	arange(1,21)

baseline	=	arange(0,20)

plt.plot(x_points,	baseline**2,	"g-o",	x_points,	baseline,	"r-^")

plt.show()

This	isn't	a	very	pretty	graph,	though.	Fortunately,	there	are	plenty	of	things	we	can	do	to
improve	the	layout	and	formatting.	First	of	all,	let's	change	the	axes	so	that	our	points
don't	go	off	the	corners	of	the	graph:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

x_points	=	arange(1,21)

baseline	=	arange(0,20)

plt.plot(x_points,	baseline**2,	"g-o",	x_points,	baseline,	"r-^")

plt.axis([0,	21,	0,	400])

plt.show()
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We	define	the	boundaries	of	the	displayed	axes	with	a	list	of	the	four	points	in	the	order
[min	X,	max	X,	min	Y,	max	Y]	-	in	this	case,	we	increased	the	maximum	value	that	the	x-
axis	extended	from	20	to	21	so	that	the	last	two	points	don't	appear	halfway	off	the
graph.

Now	we're	starting	to	get	somewhere	useful,	but	nothing	is	labeled	yet.	Let's	add	a	main
title,	a	legend	and	some	labels	for	the	axes:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

x_points	=	arange(1,21)

baseline	=	arange(0,20)

plt.plot(x_points,	baseline**2,	"g-o",	x_points,	baseline,	"r-^")

plt.axis([0,	21,	0,	400])

plt.title("Amount	of	Python	learned	over	time")

plt.xlabel("Days")

plt.ylabel("Standardized	knowledge	index	score")

plt.legend(("Real	Python",	"Other	course"),	loc=2)

plt.show()
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There	are	many	more	complicated	ways	to	create	a	legend,	but	the	simplest	is	to	supply
a	tuple	that	lists	the	labels	to	be	applied	to	all	the	plotted	points	in	order.	We	specified
	loc=2		in	the	legend	because	we	want	the	legend	to	appear	in	the	top	left	corner,	while
the	default	is	for	the	legend	to	appear	in	the	top	right	corner.	Unless	you're	making
graphs	very	frequently,	it's	near	impossible	to	remember	the	particular	detail	that		loc=2	
corresponds	to	the	top	left	corner	along	with	so	many	other	cryptic	formatting	details;	the
best	thing	to	do	in	this	situation	is	to	search	the	web	for	a	relevant	term	like	"matplotlib
legend".	In	this	case,	you'll	quickly	be	directed	to	the	matplotlib	legend	guide	that	offers,
among	many	other	details,	a	table	providing	legend	location	codes.

Another	frequently	used	type	of	plot	in	basic	data	visualization	is	a	bar	chart.	Let's	start
with	a	very	simple	example	of	a	bar	chart,	which	uses	the		bar()		plotting	function:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.bar(arange(0,10),	arange(1,21,2))

plt.show()
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The	first	argument	takes	a	list	or	an	array	of	the	x-axis	locations	for	each	bar's	left	edge;
in	this	case,	we	placed	the	left	sides	of	our	bars	along	the	numbers	from	0	through	9.
The	second	argument	of		bar()		is	a	list	or	an	array	of	the	ordered	bar	values;	here	we
supplied	the	odd	numbers	1	through	19	for	our	bar	heights.	The	bars	automatically	have
widths	of	1,	although	this	can	also	be	changed	by	setting	the	optional	width	argument:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.bar(arange(0,10),	arange(1,21,2),	width=.5)

plt.show()
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Often	we	will	want	to	compare	two	or	more	sets	of	bars	on	a	single	plot.	To	do	this,	we
have	to	space	them	out	along	the	x-axis	so	that	each	set	of	bars	appears	next	to	each
other.	We	can	multiply	and		arange()		by	some	factor	in	order	to	leave	space,	since	in
this	case	we	care	more	about	placing	our	bars	in	the	correct	order	rather	than	specifying
where	on	the	x-axis	they	go:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.bar(arange(0,10)*2,	arange(1,21,2))

plt.bar(arange(0,10)*2	+	1,	arange(1,31,3),	color="red")

plt.show()

Real	Python	Part	1:	Introduction	to	Python

205Use	matplotlib	for	Plotting	Graphs



For	the	x-axis	of	the	first	set	of	bars,	we	supplied	the	even	numbers	0	through	18	by
multiplying	every	number	in	our		arange()		by	2.	This	allows	us	to	leave	some	space	for
the	second	set	of	bars,	which	we	place	along	each	of	the	even	numbers	1	through	19.

However,	the	automatic	numbering	provided	along	the	x-axis	is	meaningless	now.	We
can	change	this	by	giving	locations	to	label	along	the	x-axis	with	the		xticks()		function.
While	we're	at	it,	let's	also	space	out	each	pair	of	bars,	leaving	a	blank	space	between
each	grouping	so	that	the	pairs	are	more	apparent:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.bar(arange(0,10)*3,	arange(1,21,2))

plt.bar(arange(0,10)*3	+	1,	arange(1,31,3),	color="red")

plt.xticks(arange(0,10)*3	+	1,	arange(1,11),	fontsize=20)

plt.show()
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Since	we	wanted	to	show	the	x-axis	labels	in	between	each	of	our	pairs	of	bars,	we
specified	the	left	side	of	the	second	(red)	set	of	bars	as	the	position	to	show	the	label.
We	then	gave	the	numbers	1	through	10	as	the	actual	labels	to	display;	we	could	just	as
easily	have	used	a	list	of	strings	as	labels	as	well.	Finally,	we	also	specified	a	larger	font
size	for	better	readability.

Again,	we	can	also	add	axis	labels,	a	graph	title,	a	legend,	etc.	in	the	same	way	as	with
any	other	plot:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	arange

plt.bar(arange(0,10)*3,	arange(1,21,2))

plt.bar(arange(0,10)*3	+	1,	arange(1,31,3),	color="red")

plt.xticks(arange(0,10)*3	+	1,	arange(1,11),	fontsize=20)

plt.title("Coffee	consumption	due	to	sleep	deprivation")

plt.xlabel("Group	number")

plt.ylabel("Cups	of	coffee	consumed")

plt.legend(("Control	group",	"Test	group"),	loc=2)

plt.show()
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Another	commonly	used	type	of	graph	is	the	histogram,	which	is	notoriously	difficult	to
create	in	other	programs	like	Microsoft	Excel.	We	can	make	simple	histograms	very
easily	using	matplotlib	with	the		hist()		function,	which	we	supply	with	a	list	(or	array)	of
values	and	the	number	of	bins	to	use.	For	instance,	we	can	create	a	histogram	of	10,000
normally	distributed	(Gaussian)	random	numbers	binned	across	20	possible	bars	with
the	following,	which	uses	NumPy's		random.randn()		function	to	generate	an	array	of
normal	random	numbers:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	random

plt.hist(random.randn(10000),	20)

plt.show()
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Often	we	want	to	add	some	text	to	a	graph	or	chart.	There	are	a	number	of	ways	to	do
this,	but	adding	graph	annotations	is	a	very	detailed	topic	that	can	quickly	become	case-
specific.	For	one	short	example,	let's	point	out	the	expected	average	value	on	our
histogram,	complete	with	an	arrow:

from	matplotlib	import	pyplot	as	plt

from	numpy	import	random

plt.hist(random.randn(10000),	20)

plt.annotate("expected	mean",	xy=(0,	0),	xytext=(0,	300),	ha="center",

				arrowprops=dict(facecolor='black'),	fontsize=20)

plt.show()
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When	we	call		annotate()	,	first	we	provide	the	string	of	text	that	we	want	to	appear.	This
is	followed	by	the	location	to	be	annotated	(i.e.,	where	the	arrow	points)	and	the	location
of	the	text.	We	optionally	say	that	the	text	should	be	centered	in	terms	of	horizontal
alignment	using		ha="center"	,	and	then	we	add	an	"arrow	prop"	that	will	point	from	the
text	(centered	at	the	point	xytext)	to	the	annotation	point	(centered	at	the	point	xy).	This
arrow	takes	a	dictionary	of	definitions,	although	we	only	provide	one	-	namely	that	the
arrow	should	be	colored	black.	Finally,	we	specify	a	large	font	size	of	20.

We	can	even	include	mathematical	expressions	in	our	text	by	using	a	writing	style	called
TeX	markup	language.	This	will	be	familiar	to	you	if	you've	ever	used	LaTeX,	although	a
brief	introduction	for	use	in	matplotlib	can	be	found	here.	As	a	simple	example,	let's
make	our	annotation	a	little	more	scientific	by	adding	the	symbol	Î¼	with	a	"hat"	over-line
to	show	the	predicted	mean	value:
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from	matplotlib	import	pyplot	as	plt

from	numpy	import	random

plt.hist(random.randn(10000),	20)

plt.annotate(r"$\hat	\mu	=	0$",	xy=(0,	0),	xytext=(0,	300),	ha="center",

				arrowprops=dict(facecolor='black'),	fontsize=20)

plt.show()

The	text	expression	is	prefaced	with	an		r		to	let	Python	know	that	it's	a	"raw"	string,
meaning	that	the	backslashes	should	not	be	interpreted	as	special	characters.	Then	the
full	TeX	string	is	enclosed	in	dollar	signs.	Again,	a	full	overview	of	TeX	expressions	is
beyond	the	scope	of	this	course,	but	it's	usually	a	fairly	simple	matter	to	find	a	similar
example	to	what	you	want	to	create	and	then	modify	it	to	suit	your	needs.

Once	we	have	a	chart	created,	chances	are	that	we'll	want	to	be	able	to	save	it
somewhere.	It	turns	out	that	this	process	is	even	easier	than	writing	other	kinds	of	files,
because	matplotlib	allows	us	to	save	PNG	images,	SVG	images,	PDF	documents	and
PostScript	files	by	simply	specifying	the	type	of	file	to	use	and	then	calling	the
	savefig()		function.	For	instance,	instead	of	displaying	our	histogram	on	the	screen,
let's	save	it	out	as	both	a	PNG	image	and	a	PDF	file	to	our	chapter	14	exercise	folder:
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from	matplotlib	import	pyplot	as	plt

from	numpy	import	random

plt.hist(random.randn(10000),	20)

path	=	"C:/book1-exercises/chp14"

plt.savefig(path	+	"histogram.png")

plt.savefig(path	+	"histogram.pdf")

NOTE:	When	using	pyplot,	if	you	want	to	both	save	a	figure	and	display	it	on	the
screen,	make	sure	that	you	save	it	first	before	displaying	it!	Because		show()	
pauses	your	code	and	because	closing	the	display	window	destroys	the	graph,
trying	to	save	the	figure	after	calling		show()		will	only	result	in	an	empty	file.

Finally,	when	you're	initially	tweaking	the	layout	and	formatting	of	a	particular	graph,	you
might	want	to	change	parts	of	the	graph	without	re-running	an	entire	script	to	re-display
the	graph.	Unfortunately,	on	some	systems	matplotlib	doesn't	work	well	with	IDLE	when
it	comes	to	creating	an	interactive	process,	but	there	are	a	couple	options	available	if
you	do	want	this	functionality.	One	simple	work-around	is	simply	to	save	out	a	script
specifically	to	create	the	graph,	then	continually	modify	and	rerun	this	script.	Another
possibility	is	to	install	the	IPython	package,	which	creates	an	"interactive"	version	of
Python	that	will	allow	you	to	work	with	a	graphics	window	that's	already	open.	A	simpler
but	less	user-friendly	solution	is	to	run	Python	from	the	Windows	command	line	or
Mac/Linux	Terminal	(see	the	Interlude:	Install	Packages	section	for	instructions	on	how
to	do	this).	In	either	case,	you	will	then	be	able	to	turn	on	matplotlib's	"interactive	mode"
for	a	given	plot	using	the		ion()		function,	like	so:

>>>	from	matplotlib	import	pyplot	as	plt

>>>	plt.ion()

>>>

You	can	then	create	a	plot	as	usual,	without	having	to	call	the		show()		function	to
display	it,	and	then	make	changes	to	the	plot	while	it	is	still	being	displayed	by	typing
commands	into	the	interactive	window.

Although	we've	covered	the	most	commonly	used	basics	for	creating	plots,	the
functionality	offered	in	matplotlib	is	incredibly	extensive.	If	you	have	an	idea	in	mind	for	a
particular	type	of	data	visualization,	no	matter	how	complex,	the	best	way	to	get	started
is	usually	to	browse	the	matplotlib	gallery	for	something	that	looks	similar	and	then	make
the	necessary	modifications	to	the	example	code.
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Review	exercises:

1.	 Recreate	all	the	graphs	shown	in	this	section	by	writing	your	own	scripts	without
referring	to	the	provided	code

2.	 It	is	a	well-documented	fact	that	the	number	of	pirates	in	the	world	is	correlated	with
a	rise	in	global	temperatures.	Write	a	script	pirates.py	that	visually	examines	this
relationship:

Read	in	the	file	pirates.csv	from	the	Chapter	14	practice	files	folder.
Create	a	line	graph	of	the	average	world	temperature	in	degrees	Celsius	as	a
function	of	the	number	of	pirates	in	the	world	-	i.e.,	graph	Pirates	along	the	x-
axis	and	Temperature	along	the	y-axis.
Add	a	graph	title	and	label	your	graph's	axes.
Save	the	resulting	graph	out	as	a	PNG	image	file.
Bonus:	Label	each	point	on	the	graph	with	the	appropriate	Year;	you	should	do
this	"programmatically"	by	looping	through	the	actual	data	points	rather	than
specifying	the	individual	position	of	each	annotation.
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Graphical	User	Interface
We've	made	a	few	pretty	pictures	with	matplotlib	and	manipulated	some	files,	but
otherwise	we	have	limited	ourselves	to	programs	that	are	generally	invisible	and
occasionally	spit	out	text.	While	this	might	be	good	enough	for	most	purposes,	there	are
some	programs	that	could	really	benefit	from	letting	the	user	"point	and	click"	-	say,	a
script	you	wrote	to	rename	a	folder's	worth	of	files	that	your	technologically	impaired
friend	now	wants	to	use.	For	this,	we	need	to	design	a	graphical	user	interface	(referred
to	as	a	GUI	and	pronounced	"gooey"	-	really).

When	we	talk	about	GUIs,	we	usually	mean	a	full	GUI	application	where	everything
about	the	program	happens	inside	a	window	full	of	visual	elements	(as	opposed	to	a
text-based	program).	Designing	good	GUI	applications	can	be	incredibly	difficult
because	there	are	so	many	moving	parts	to	manage;	all	the	pieces	of	an	application
constantly	have	to	be	listening	to	each	other	and	to	the	user,	and	you	have	to	keep
updating	all	the	visual	elements	so	that	the	user	only	sees	the	most	recent	version	of
everything.

Instead	of	diving	right	into	the	complicated	world	of	making	GUI	applications,	let's	first
add	some	individual	GUI	elements	to	our	code.	That	way,	we	can	still	improve	the
experience	for	the	person	using	our	program	without	having	to	spend	endless	hours
designing	and	coding	it.
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Add	GUI	elements	with	EasyGUI
We'll	start	out	in	GUI	programming	with	a	module	named	EasyGUI.	First,	you'll	need	to
install	this	package	via	pip3:

$	pip3	install	easygui

Or	download	and	install	manually:

Windows:	Download	the	compressed	.zip	file,	unzip	it,	and	install	the	package	by
running	Python	on	setup.py	from	the	command	prompt	as	described	in	the	installation
section.

OS	X:	Download	the	compressed	.tar.gz	file,	decompress	it,	then	install	the	package	by
running	Python	on	setup.py	from	Terminal	as	described	in	the	installation	section.

Debian/Linux:		sudo	apt-get	install	python-easygui	

EasyGUI	is	different	from	other	GUI	modules	because	it	doesn't	rely	on	events.	Most
GUI	applications	are	event-driven,	meaning	that	the	flow	of	the	program	depends	on
actions	taken	by	the	user;	this	is	usually	what	makes	GUI	programming	so	complicated,
because	any	object	that	might	change	in	response	to	the	user	has	to	"listen"	for	different
"events"	to	occur.	By	contrast,	EasyGUI	is	structured	linearly	like	any	function;	at	some
point	in	our	code,	we	display	some	visual	element	on	the	screen,	use	it	to	take	input
from	the	user,	then	return	that	user's	input	to	our	code	and	proceed	as	usual.

Let's	start	by	importing	the	functionality	from	EasyGUI	into	the	interactive	window	and
displaying	a	simple	message	box:

>>>	from	easygui	import	*

>>>	msgbox("Hello,	EasyGUI!",	"This	is	a	message	box",	"Hi	there")
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'Hi	there'

>>>

When	you	run	the	second	line	of	code,	something	like	the	window	above	should	have
appeared.

On	Mac,	it	will	look	more	like	this:

And	in	Ubuntu:
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If	nothing	appears,	see	the	box	below.	For	the	sake	of	the	majority,	I'll	be	sticking	to
screenshots	from	a	Windows	GUI	perspective	only.

We	used	the		msgbox()		to	generate	a	new	box	that	includes	a	message,	a	window	title,
and	button	text	that	we	provided,	in	that	order.	(The	default	value	for	the	button	text
would	be	"OK"	if	we	hadn't	provided	a	third	argument.)	When	the	user	clicks	the	button,
EasyGUI	returns	the	value	of	the	button's	text,	and	we're	back	to	the	interactive	prompt.

NOTE:	EasyGUI	uses	a	toolkit	called	Tkinter,	which	we	will	get	to	use	in	the	next
section.	IDLE	uses	Tkinter	to	run	as	well.	You	might	run	into	problems	with
freezing	windows,	etc.,	because	of	disagreements	between	the	new	windows	you
create	and	the	IDLE	window	itself.	If	you	think	this	might	be	happening,	you	can
always	try	running	your	code	or	script	by	running	Python	from	the	command
prompt	(Windows)	or	Terminal	(Mac/Linux).

Notice	that	when	we	ran	the	previous	code,	clicking	the	button	returned	the	value	that
was	in	the	button	text	back	to	the	interactive	window.	In	this	case,	returning	the	text	of
the	button	clicked	by	the	user	wasn't	that	informative,	but	we	can	also	provide	more	than
one	choice	by	using	a		buttonbox()		and	providing	a	tuple	of	button	values:

>>>	choices	=	("Blue",	"Yellow",	"Auuugh!")

>>>	buttonbox("What	is	your	favorite	color?",	"Choose	wisely...",	choices)

'Auuugh!'

>>>

Now	we	were	able	to	tell	that	our	user	chose	"Auuugh!"	as	the	favorite	color,	and	we
could	set	that	return	value	equal	to	a	variable	to	be	used	later	in	our	code.

Real	Python	Part	1:	Introduction	to	Python

217Add	GUI	elements	with	EasyGUI



There	are	a	number	of	other	ways	to	receive	input	from	the	user	through	easyGUI	to	suit
your	needs.	For	starters,	try	out	the	following	lines	a	few	times	each	and	see	what
values	they	return	based	on	the	different	choices	you	select:

>>>	choices	=	("Blue",	"Yellow",	"Auuugh!")	#	tuple	of	choices

>>>	title	=	"Choose	wisely..."	#	window	title

>>>	indexbox("What	is	your	favorite	color?",	title,	choices)

>>>	choicebox("What	is	your	favorite	color?",	title,	choices)

>>>	multchoicebox("What	are	your	favorite	colors?",	title,	choices)

>>>	enterbox("What	is	your	favorite	color?",	title)

>>>	passwordbox("What	is	your	favorite	color?	(I	won't	tell.)",	title)

>>>	textbox("Please	describe	your	favorite	color:")

Another	useful	feature	provided	by	EasyGUI	is	a	simple	way	for	the	user	to	select	a	file
through	a	standard	file	dialog	box:

>>>	fileopenbox("message",	"title",	"*.txt")

The	third	argument	we	passed	to		fileopenbox()		was	the	type	of	file	we	want	the	user	to
open,	which	we	specify	in	a	string	by	using	a	"wildcard"	symbol	followed	by	the	name	of
the	file	extension.	This	automatically	filters	the	viewable	files	to	those	that	match	the
".txt"	extension,	although	the	user	still	has	the	option	to	change	this	box	to	"All	files	(.*)"
and	select	any	type	of	file.
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Notice	how	we	still	provided	a	"message"	and	a	"title"	even	though	they	both	appeared	in
the	title	bar;	typically	you	will	just	want	to	pass	an	empty	string	to	one	of	these,	since	a
single	title	is	enough.	If	we	look	up	the	easyGUI	documentation	to	find	out	the	names	of
the	variables	used	by	the	function		fileopenbox()	,	we	can	also	provide	only	specific
arguments	by	directly	assigning	values	to	the	variable	names,	like	so:

>>>	fileopenbox(title="Open	a	file...",	default="*.txt")

Within	a	"file	open"	dialog	box,	try	typing	in	the	name	of	a	file	that	doesn't	exist	and
opening	it;	the	dialog	box	won't	let	you!	This	is	one	less	thing	that	we	have	to	worry
about	programming	into	our	code.	The	user	can	still	hit	cancel,	in	which	case		None		is
returned	to	represent	a	lack	of	any	object.	Otherwise,		fileopenbox()		gives	us	a	string
representing	the	full	path	to	the	selected	file.	Keep	in	mind	that	we	aren't	actually
opening	this	file	in	any	way;	we're	simply	presenting	the	user	with	the	ability	to	select	a
file	for	opening,	but	the	rest	of	the	code	is	still	up	to	us.

There	is	also	a		diropenbox()		function	for	letting	the	user	choose	a	folder	rather	than	an
individual	file;	in	this	case,	the	optional	third	argument	can	tell	the	dialog	box	which
directory	to	have	open	by	default.

Finally,	there	is	a		filesavebox()		that	works	similarly	to		fileopenbox()		except	that	it
allows	the	user	to	select	a	file	to	be	"saved"	rather	than	opened.	This	dialog	box	also
confirms	that	the	user	wants	to	overwrite	the	file	if	the	chosen	name	is	the	same	as	a	file
that	already	exists.	Again,	no	actual	saving	of	files	is	happening	-	that's	still	up	to	us	to
program	once	we	receive	the	file	name	from	easyGUI.

In	practice,	one	of	the	most	difficult	problems	when	it	comes	to	letting	the	user	select
files	is	what	to	do	if	the	user	cancels	out	of	the	window	when	you	need	to	have	selected
a	file.	One	simple	solution	is	to	display	the	dialog	in	a	loop	until	the	user	finally	does
select	a	file,	but	that's	not	very	nice	-	after	all,	maybe	your	user	had	a	change	of	heart
and	really	doesn't	want	to	run	whatever	code	comes	next.

Instead,	you	should	plan	to	handle	rejection	gracefully.	Depending	on	what	exactly
you're	asking	of	the	user,	most	of	the	time	you	should	use		exit()		to	end	the	program
without	a	fuss	when	the	user	cancels.	(If	you're	running	the	script	in	IDLE,		exit()		will
also	close	the	current	interactive	window.	It's	very	thorough.)

Let's	get	some	practice	with	how	to	handle	file	dialogs	by	writing	a	simple,	usable
program.	We	will	guide	the	user	(with	GUI	elements)	through	the	process	of	opening	a
PDF	file,	rotating	its	pages	in	some	way,	and	then	saving	the	rotated	file	as	a	new	PDF:
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from	easygui	import	*

from	pyPDF2	import	PdfFileReader,	PdfFileWriter

#	let	the	user	choose	an	input	file

input_file_name	=	fileopenbox("",	"Select	a	PDF	to	rotate...",	"*.pdf")

if	input_file_name	is	None:	#	exit	on	"Cancel"

				exit()

#	let	the	user	choose	an	amount	of	rotation

rotate_choices	=	(90,	180,	270)

message	=	"Rotate	the	PDF	clockwise	by	how	many	degrees?"

degrees	=	buttonbox(message,	"Choose	rotation...",	rotate_choices)

#	let	the	user	choose	an	output	file

output_file_name	=	filesavebox("",	"Save	the	rotated	PDF	as...",	"*.pdf")

while	input_file_name	==	output_file_name:	#	cannot	use	same	file	as	input

				msgbox("Cannot	overwrite	original	file!",	"Please	choose	another	file...")

				output_file_name	=	filesavebox("",	"Save	the	rotated	PDF	as...",	"*.pdf")

if	output_file_name	is	None:

				exit()	#	exit	on	"Cancel"

#	read	in	file,	perform	rotation	and	save	out	new	file

input_file	=	PdfFileReader(open(input_file_name,	"rb"))

output_PDF	=	PdfFileWriter()

for	page_num	in	range(0,	input_file.getNumPages()):

				page	=	input_file.getPage(page_num)

				page	=	page.rotateClockwise(int(degrees))

				output_PDF.addPage(page)

output_file	=	open(output_file_name,	"wb")

output_PDF.write(output_file)

output_file.close()

Besides	the	use	of		exit()	,	you	should	already	be	familiar	with	all	the	code	in	this	script.
The	tricky	part	is	the	logic	-	i.e.,	how	to	put	all	the	different	pieces	together	to	create	a
seamless	experience	for	the	user.	For	longer	programs,	it	can	be	helpful	to	draw	out
diagrams	by	hand	using	boxes	and	arrows	to	represent	how	we	want	the	user	to
experience	the	different	parts	of	our	program;	it's	a	good	idea	to	do	this	even	before	you
start	writing	any	code	at	all.	Let's	represent	how	this	script	works	in	an	outline	form	in
terms	of	what	we	display	to	the	user:

1.	 Let	the	user	select	an	input	file
2.	 If	the	user	canceled	the	"open	file"	dialog	(None	was	returned),	then	exit	the

program
3.	 Let	the	user	select	a	rotation	amount
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[No	alternative	choice	here;	the	user	must	click	a	button]
4.	 Let	the	user	select	an	output	file
5.	 If	the	user	tries	to	save	a	file	with	the	same	name	as	the	input	file:

Alert	the	user	of	the	problem	with	a	message	box
Return	to	step	4

6.	 If	the	user	canceled	the	"save	file"	dialog	(None	was	returned),	then	exit	the
program

The	final	steps	are	the	hardest	to	plan	out.	After	step	4,	since	we	already	know	(from
step	2)	that	the	input	file	isn't		None	,	we	can	check	whether	the	output	file	and	input	file
match	before	checking	for	the	canceled	dialog.	Then,	based	on	the	return	value	from	the
dialog,	we	can	check	for	whether	or	not	the	user	canceled	the	dialog	box	after	the	fact.

Review	exercises:

1.	 Recreate	the	three	different	GUI	elements	pictured	in	this	section	by	writing	your
own	scripts	without	referring	to	the	provided	code

2.	 Save	each	of	the	values	returned	from	these	GUI	elements	into	new	variables,	then
print	each	of	them

3.	 Test	out		indexbox()	,		choicebox()	,		multchoicebox()	,		enterbox()	,		passwordbox()	
and		textbox()		to	see	what	GUI	elements	they	produce;	you	can	use	the		help()	
function	to	read	more	about	each	function	in	the	interactive	window	-	for	instance,
type		import	easygui		then		help(easygui.indexbox)	
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Assignment:	Use	GUI	elements	to	help	a
user	modify	files
Write	a	script	partial_PDF.py	that	extracts	a	specific	range	of	pages	from	a	PDF	file
based	on	file	names	and	a	page	range	supplied	by	the	user.	The	program	should	run	as
follows:

1.	 Let	the	user	choose	a	file	using	a	fileopenbox
2.	 Let	the	user	choose	a	beginning	page	to	select	using	an		enterbox	
3.	 If	the	user	enters	invalid	input,	use	a		msgbox		to	let	the	user	know	that	there	was	a

problem,	then	ask	for	a	beginning	page	again	using	an		enterbox	
4.	 Let	the	user	choose	an	ending	page	using	another		enterbox	
5.	 If	the	user	enters	an	invalid	ending	page,	use	a		msgbox		to	let	the	user	know	that

there	was	a	problem,	then	ask	for	a	beginning	page	again	using	an		enterbox	
6.	 Let	the	user	choose	an	output	file	name	using	a		savefilebox	
7.	 If	the	user	chooses	the	same	file	as	the	input	file,	let	the	user	know	the	problem

using	a		msgbox	,	then	ask	again	for	a	file	name	using	a		savefilebox	
8.	 Output	the	new	file	as	a	section	of	the	input	file	based	on	the	user-	supplied	page

range.	The	user	should	be	able	to	supply	"1"	to	mean	the	first	page	of	the
document.	There	are	a	number	of	potential	issues	that	your	script	should	be	able	to
handle.	These	include:

If	the	user	cancels	out	of	a	box,	the	program	should	exit	without	any	errors
Check	that	pages	supplied	are	valid	numbers;	you	can	use	the	string	method
	isdigit()		to	check	whether	or	not	a	string	is	a	valid	positive	integer.	(The
	isdigit()		method	will	return		False		for	the	string	"0"	as	well.)
Check	that	the	page	range	itself	is	valid	(i.e.,	the	end	to	the	start)
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Create	GUI	Application	with	Tkinter
For	many	basic	tasks	where	GUI	elements	are	needed	one	at	a	time,	EasyGUI	can	save
a	lot	of	effort	compared	to	creating	an	entire	GUI	program.	If	you	do	want	to	build	a
complete	GUI	application	with	many	interacting	elements,	it	will	take	significantly	more
code	(and	time	spent	programming),	but	this	section	will	help	get	you	started.

There	are	a	lot	of	different	tools	available	for	GUI	application	design	in	Python.	The
simplest	and	most	commonly	used	framework	is	the	Tkinter	module,	which	comes	with
Python	by	default.	(In	fact,	easyGUI	is	really	just	a	simplified	way	of	accessing	Tkinter	in
small,	manageable	pieces.)	There	are	more	advanced	toolkits	that	can	be	used	to
produce	more	complicated	(and	eventually	better-looking)	GUIs,	and	we	will	touch	on
these	at	the	end	of	the	chapter.	However,	Tkinter	is	still	the	module	of	choice	for	many
GUI	projects	because	it	is	so	lightweight	and	relatively	easy	to	use	for	simple	tasks
compared	to	other	toolkits.	In	fact,	IDLE	itself	uses	Tkinter!

NOTE:	As	mentioned	in	the	last	section,	because	IDLE	is	also	built	with	Tkinter,
you	might	encounter	difficulties	when	running	your	own	GUI	programs	within
IDLE.	If	you	find	that	the	GUI	window	you	are	trying	to	create	is	unexpectedly
freezing	or	appears	to	be	making	IDLE	misbehave	in	some	unexpected	way,	try
running	your	script	in	Python	via	your	command	prompt	(Windows)	or	Terminal
(Mac/Linux)	to	check	if	IDLE	is	the	real	culprit.

GUI	applications	exist	as	windows,	which	are	just	the	application	boxes	you're	used	to
using	everywhere,	each	one	with	its	own	title,	minimize	button,	close	button,	and	usually
the	ability	to	be	resized.	Within	a	window	we	can	have	one	or	more	frames	that	contain
the	actual	content;	the	frames	help	to	separate	the	window's	content	into	different
sections.	Frames,	and	all	the	different	objects	inside	of	them	(menus,	text	labels,
buttons,	etc.)	are	all	called	widgets.

Let's	start	with	a	window	that	only	contains	a	single	widget.	In	this	case,	we'll	use	a
	Label		to	show	a	single	string	of	text:
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from	tkinter	import	*

my_app	=	Tk()	#	create	a	new	window

greeting	=	Label(text="Hello,	Tkinter")	#	create	a	text	label

greeting.pack()	#	add	the	label	to	the	window

my_app.mainloop()	#	run	the	application

This	is	already	significantly	more	complicated	than	easyGUI!	First,	we	had	to	import
functionality	from	the	Tkinter	module.	Then	we	created	a	new	Tkinter	window	by	calling
	Tk()		and	made	a		Label		object	containing	some	text.	To	actually	add	the		Label		to
our	app	window	and	make	it	visible,	we	had	to	call	the		pack()		method	on	the		Label	,
which	"packs"	it	into	the	window.	Finally,	we	called	the		mainloop()		method	to	make	our
	my_app		window	and	its	contents	visible	and	begin	the	processing	of	running	the	GUI
application.	Although	it	can't	do	anything	interesting	yet,	it	does	function;	the	application
can	be	resized,	minimized,	and	closed.

If	you	run	this	script,	a	window	should	appear	that	will	look	something	like	one	of	the
following,	depending	on	your	operating	system:

Windows:	

Mac:	

Ubuntu:	

Again,	for	the	sake	of	the	majority,	I'll	stick	to	displaying	only	the	resulting	Windows
application	version	for	the	remainder	of	this	section.

Real	Python	Part	1:	Introduction	to	Python

224Create	GUI	Application	with	Tkinter



Usually,	the	layout	of	even	a	very	basic	complete	GUI	application	will	be	much	more
complicated	than	our	last	example.	Although	it	may	look	intimidating	when	starting	out,
keep	in	mind	that	all	of	the	initial	work	is	helpful	to	make	it	much	easier	once	we	want	to
add	additional	features	to	the	application.	A	more	typical	setup	for	a	(still	blank)	GUI
application	might	look	something	more	like	this:

from	tkinter	import	*

#	define	the	GUI	application

class	App(Frame):

				def	__init__(self,	master):

								Frame.__init__(self,	master)

#	create	the	application	window

window	=	Tk()

window.geometry("400x200")	#	default	window	size

my_app	=	App(window)

my_app.master.title("I	made	a	window!")

my_app.mainloop()	#	start	the	application

Although	this	type	of	setup	is	necessary	for	expanding	GUI	applications	to	more	complex
functionality,	the	code	involved	is	beyond	the	scope	of	this	brief	introduction.	Instead,	we
will	restrict	ourselves	to	a	simpler	setup	that	is	still	completely	functional	but	less	efficient
for	building	advanced	user	interfaces.	For	insight	into	what	the	above	code	is	doing	have
a	look	at	Appendix	C:	Primer	on	Object-Oriented	Programming	in	Python.

Let's	start	with	a	simple	window	again,	but	this	time	add	a	single	frame	into	it.	We'll	set	a
default	window	size,	and	the	one	frame	will	take	up	the	entire	window.	We	can	then	add
widgets	to	the	frame	as	well,	such	as	a	Label	with	text.	This	time,	we'll	specify
background	(	bg	)	and	foreground	(	fg	)	colors	for	the		Label		text	as	well	as	a	font:
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from	tkinter	import	*

window	=	Tk()

window.title("Here's	a	window")

window.geometry("250x100")	#	default	window	size

my_frame	=	Frame()

my_frame.pack()

label_text	=	Label(my_frame,	text="I've	been	framed!",

																		bg="red",	fg="yellow",	font="Arial")

label_text.pack()

window.mainloop()

The	result	is	very	similar	to	our	first	window,	since	the	frame	itself	isn't	a	visible	object:

When	we	created	the	label,	we	had	to	assign	the	label	to	the	frame	by	passing	the	name
of	our	frame,		my_frame	,	as	the	first	argument	of	this		Label		widget.	This	is	important	to
do	because	we're	otherwise	packing	the	label	into	the	window,	and	anything	we	do	to
modify	the	frame's	formatting	won't	be	applied	to	widgets	that	don't	specifically	name	the
frame	to	which	they	belong.	The	frame	is	called	the	parent	widget	of	the	label	since	the
label	is	placed	inside	of	it.	This	becomes	especially	important	once	we	have	multiple
frames	and	have	to	tell	Tkinter	which	widgets	will	appear	in	which	frames.

There	are	a	few	different	ways	we	can	organize	the	packing	of	widgets	into	a	frame.	For
instance,	running	the	same	script	as	above	but	packing	our		Label		with
label_text.pack(fill=X)	will	make	the		Label		span	across	the	entire	width	of	the	frame.
Widgets	stack	vertically	on	top	of	each	other	by	default,	but	we	can	pack	them	side-by-
side	as	well:
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from	tkinter	import	*

window	=	Tk()

my_frame	=	Frame()

my_frame.pack()

#	a	bar	to	span	across	the	entire	top

label_text1	=	Label(my_frame,	text="top	bar",	bg="red")

label_text1.pack(fill=X)

#	three	side-by-side	labels

label_left	=	Label(my_frame,	text="left",	bg="yellow")

label_left.pack(side=LEFT)	#	place	label	to	the	left	of	the	next	widget

label_mid	=	Label(my_frame,	text="middle",	bg="green")

label_mid.pack(side=LEFT)	#	place	label	to	the	left	of	the	next	widget

label_right	=	Label(my_frame,	text="right",	bg="blue")

label_right.pack()

window.mainloop()

It	can	quickly	get	difficult	to	figure	out	how	to	arrange	things	using		pack()	,	but	there	are
two	other	options	available	as	well	for	getting	your	widgets	organized.	The		place()	
method	can	be	used	to	place	a	widget	in	an	exact	location	within	a	frame	based	on
specific	x	and	y	coordinates,	where	the	point	(0,	0)	is	the	upper	left	corner	of	the	frame.
At	the	same	time,	we	can	also	specify	each	widget's	width	and	height	in	pixels.	For
instance,	let's		place()		a	couple	buttons	in	a	frame:
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from	tkinter	import	*

window	=	Tk()

window.geometry("300x200")

button1	=	Button(window,	text="I'm	at	offset	(50,	60)")

button2	=	Button(window,	text="I'm	at	offset	(0,	0)")

button1.pack()

button2.pack()

button1.place(height=200,	width=200,	x=50,	y=65)

button2.place(height=150,	width=150,	x=0,	y=0)

window.mainloop()

First	we	set	a	specific	window	size,	which	is	300	pixels	wide	and	200	pixels	tall.	We
created		button1		and		button2		using		Button()	,	made	them	children	of		window		and
gave	them	some	text.	Next,	we	used		pack()		to	put	them	into	our		window	.	Using
	place()	,	we	gave	each	button	a	size	and	positioned	them	at	specific	(x,	y)	coordinates
within	the	window.	Finally,	we	started	the	program	with		mainloop()	.

Other	than	specifying	absolute	placement	and	size	(meaning	that	we	give	exact	amounts
of	pixels	to	use),	we	can	instead	provide	relative	placement	and	size	of	a	widget.	For
instance,	since	frames	are	also	widgets,	let's	add	two	frames	to	a	window	and	place
them	based	on	relative	positions	and	sizes:
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from	tkinter	import	*

window	=	Tk()

window.geometry("200x50")	#	window	is	200	pixels	wide	by	50	pixels	tall

#	create	side-by-side	frames

frame_left	=	Frame(bd=3,	relief=SUNKEN)	#	give	the	frame	an	outline

frame_left.place(relx=0,	relwidth=0.5,	relheight=1)

frame_right	=	Frame(bd=3,	relief=SUNKEN)	#	give	the	frame	an	outline

frame_right.place(relx=0.7,	relwidth=0.3)

#	add	a	label	to	each	frame

left_label	=	Label(frame_left,	text="I've	been	framed!")

left_label.pack()

right_label	=	Label(frame_right,	text="So	have	I!")

right_label.pack()

window.mainloop()

The	extra	parameters	we	passed	to	each	frame	provided	a	border	(	bd	)	and	set	that
border	in	"sunken	relief"	so	that	we	could	actually	see	the	edges	of	the	frames,	since	by
default	the	frames	wouldn't	have	been	visible	by	themselves.

This	time	we	used		relx		to	provide	a	relative	x	placement,	which	takes	a	value	from	0	to
1	to	represent	a	fraction	of	the	window's	width.	The	first	label	has		relx=0	,	so	it	appears
all	the	way	at	the	left	of	the	window.	Since	we	gave	the	second	label	a		relx=.7		and
	relwidth=.3	,	it	appears	70%	of	the	way	across	the	window	and	takes	up	the	remaining
30%	of	the	space	without	running	off	the	end	of	the	window.	We	specified	a
	relheight=1		for	the	first	label	so	that	it	took	up	the	entire	height	of	the	window.	Since
we	didn't	name	a		relheight		value	(and	didn't	even	provide	a		rely		value)	for	the
second	label,	it	defaulted	to	appear	at	the	top	of	the	window	with	only	the	height
necessary	to	display	the	text	inside	of	it.	Try	modifying	all	these	values	one	by	one	to
see	how	they	change	the	appearance	of	the	frames.
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NOTE:	Notice	how	we	had	to	pass	the	name	of	each	frame	as	the	first	argument
of	each	label.	This	is	how	Tkinter	tracks	which	widget	belongs	in	which	frame.
Otherwise,	we	wouldn't	know	which	frame	our	label	belongs	to	and	couldn't	tell
where	to	pack	and	display	it.	Even	if	you	only	have	a	single	frame,	however,	since
relative	placement/sizing	is	done	inside	of	the	parent	widget,	you	should	always
be	sure	to	name	the	frame	to	which	each	widget	belongs.

Although	it	offers	more	detailed	control	than		pack()		does,	using		place()		to	arrange
widgets	usually	isn't	an	ideal	strategy,	since	it	can	be	difficult	to	update	the	specific
placements	of	everything	if	one	widget	gets	added	or	deleted.	Beyond	this,	different
screen	resolutions	can	make	a	window	appear	somewhat	differently,	making	your
careful	placements	less	effective	if	you	want	to	share	the	program	to	be	run	on	different
computers.

The	last	and	usually	the	easiest	way	to	make	clean,	simple	GUI	layouts	without	too
much	hassle	is	by	using		grid()		to	place	widgets	in	a	two-dimensional	grid.	To	do	this,
we	can	imagine	a	grid	with	numbered	rows	and	columns,	where	we	can	then	specify
which	cell	(or	cells)	of	our	grid	we	want	to	be	taken	up	by	each	particular	widget.

from	tkinter	import	*

window	=	Tk()

my_frame	=	Frame()

my_frame.grid()	#	add	frame	to	take	up	the	whole	window	using	grid()

label_top_left	=	Label(my_frame,	text="I'm	at	(1,1)")

label_top_left.grid(row=1,	column=1)

label_bottom_left	=	Label(my_frame,	text="I'm	at	(2,1)")

label_bottom_left.grid(row=2,	column=1)

button_bottom_right	=	Button(my_frame,	text="I'm	at	(3,2)")

button_bottom_right.grid(row=3,	column=2)

window.mainloop()	#	start	the	application
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Instead	of	calling		pack()		on	our	frame	widget,	we	put	the	frame	into	the	window	by
using		grid()	,	which	will	let	Tkinter	know	that	we	plan	to	place	widgets	inside	this	frame
by	also	using		grid()		instead	of	another	method.	We	could	then	call		grid()		on	each
widget	instead	of		pack()		or		place()		by	providing	a	row	and	column	numbers,	which
start	at		row=1		and		column=1		in	the	upper-left	corner	of	the	window.

WARNING:	Don't	try	to	combine	different	ways	of	adding	widgets	into	a	single
frame	-	for	instance,	don't	use		grid()		on	some	widgets	and		pack()		on	others.
Tkinter	has	no	way	to	prioritize	one	method	over	the	other	and	usually	ends	up
freezing	your	application	entirely	when	you've	given	it	conflicting	packing
instructions.

We	can	assign	values	to	the	arguments		padx		and		pady		for	any	given	widget,	which
will	include	extra	space	around	the	widget	horizontally	and/or	vertically.	We	can	also
assign	values	to	the	argument	sticky	for	each	widget,	which	takes	cardinal	directions
(like	a	compass)	such	as		E		or		N+W	;	this	will	tell	the	widget	which	side	(or	sides)	it
should	"stick"	to	if	there	is	extra	room	in	that	cell	of	the	grid.	Let's	look	at	these
arguments	in	an	example:
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from	tkinter	import	*

window	=	Tk()

my_frame	=	Frame()

my_frame.grid()	#	add	frame	to	window	using	grid()

label_top_left	=	Label(my_frame,	text="I'm	at	(1,1)",	bd="3",	relief=SUNKEN)

label_top_left.grid(row=1,	column=1,	padx=100,	pady=30)

label_bottom_left	=	Label(my_frame,	text="I'm	at	(2,1)",	bd="3",	relief=SUNKEN)

label_bottom_left.grid(row=2,	column=1,	sticky=E)

button_right	=	Button(my_frame,	text="I	span	2	rows",	height=5)

button_right.grid(row=1,	column=2,	rowspan=2)

window.mainloop()	#	start	the	application

We	included	a	border	and		sunken		relief	to	the	two	labels	(just	like	we	did	previously	for
the	frame)	so	that	we	could	see	their	outlines.	Because	we	gave	large		padx		and		pady	
values	to	the	first	label,	it	appears	with	lots	of	extra	space	around	it,	centered	in	the
middle	of	the	first	grid	cell.	The	second	label	appears	in	the	second	row	and	first	column,
right	underneath	the	first	label,	but	this	time	we	specified		sticky=E		to	say	that	the	label
should	stick	to	the	east	side	of	the	grid	cell	if	there	is	extra	horizontal	space.

We	added	a	button	in	the	second	column,	specifying	a	height	of	5	(text	lines).	This
allows	us	to	see	that,	even	though	we	placed	the	button	at		row=1	,	since	we	also
specified		rowspan=2	,	the	button	is	centered	vertically	across	both	the	first	and	second
rows.
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NOTE:	Since	it	often	takes	a	fair	amount	of	effort	to	get	widgets	arranged	in	a
window	exactly	as	you'd	like,	it's	usually	a	good	idea	to	draw	out	a	mock-up	of
what	you	want	your	GUI	application	to	look	like	on	paper	before	doing	any	coding
at	all.	With	a	physical	reference,	it	will	be	much	easier	to	translate	what's	in	your
head	into	GUI	widgets	organized	in	frames.

The	buttons	we've	created	so	far	aren't	very	useful,	since	they	don't	yet	do	anything
when	we	click	on	them.	However,	we	can	specify	a	command	argument	to	a	button	that
will	run	a	function	of	our	choice.	For	instance,	let's	create	a	simple	function
	increment_button()		that	takes	the	number	displayed	on	our	button	and	increments	it	by
one:

from	tkinter	import	*

window	=	Tk()

def	increment_button():

				new_number	=	1	+	my_button.cget("text")

				my_button.config(text=new_number)

my_button	=	Button(text=1,	command=increment_button)

my_button.pack()

window.mainloop()	#	start	the	application

Now	each	time	you	click	on	the	button,	it	will	add	one	to	the	value	by	configuring	the
button	with	a	new	text	attribute.	We	used	the		cget()		method	on	the	button	to	retrieve
the	text	currently	displayed	on	the	button;	we	can	use		cget()		in	this	same	way	to	get
the	values	taken	by	other	attributes	of	other	types	of	widgets	as	well.

There	are	a	number	of	other	types	of	widgets	available	in	Tkinter	as	well;	a	good	quick
reference	can	be	found	here.	Besides	labels	and	buttons,	one	very	commonly	used	type
of	widget	is	an		Entry	,	which	allows	a	place	for	the	user	to	enter	a	line	of	text.

An	entry	works	a	little	differently	from	labels	and	buttons	in	that	the	text	in	the	entry	box
is	blank	at	first.	If	you	want	to	add	"default"	text	to	display,	it	must	be	inserted	after
creating	the	entry	using	the		insert()		method,	which	requires	as	its	first	argument	a
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position	in	the	text	for	inserting	the	new	string.	For	instance,	after	creating	a	new		Entry	
with		myEntry	=	Entry()	,	we	would	then	say		myEntry.insert(0,	"default	text")		to	add
the	string	"default	text"	to	the	entry	box.	In	order	to	return	text	currently	in	the	entry	box,
we	use	the		get()		method	instead	of	the	usual		cget()		method.	Both	these	concepts
are	easier	seen	in	an	example:

from	tkinter	import	*

window	=	Tk()

entry1	=	Entry()

entry1.pack()

entry1.insert(0,	"this	is	an	entry")

entry2	=	Entry()

entry2.pack()

my_text	=	entry1.get()	#	get	the	text	from	entry1

entry2.insert(0,	my_text)

entry2.insert(8,	"also	")	#	add	"also"	to	the	middle	of	my_text

window.mainloop()	#	start	the	application

Here	we	packed	two	entry	boxes	into	a	window,	adding	new	text	at	index	position	0	to
	entry1		first.	We	added	the	text	seen	in		entry2		by	first	using		get()		to	return	the	text
in		entry1	,	inserting	this	same	text	into		entry2	,	then	inserting	additional	text	into	this
string	starting	at	index	location	8.	We	can	also	specify	a	width	(in	characters)	that	we
want	an	entry	box	to	take	up	by	passing	a	value	to	width	when	we	create	the	Entry.

Let's	put	all	of	these	GUI	pieces	together	into	a	single	usable	application.	We'll	modify
the	first	function	that	we	wrote	way	back	in	the	Functions	and	Loops	chapter	to	create
a	GUI-based	temperature	conversion	application:
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from	tkinter	import	*

def	recalc():

				cel_temp	=	entry_cel.get()	#	get	temp	from	text	entry

				try:	#	calculate	converted	temperature	and	place	it	in	label

								far_temp	=	float(cel_temp)	*	9/5	+	32

								far_temp	=	round(far_temp,	3)	#	round	to	three	decimal	places

								result_far.config(text=far_temp)

				except	ValueError:	#	user	entered	non-numeric	temperature

								result_far.config(text="invalid")

#	create	the	application	window	and	add	a	Frame

window	=	Tk()

window.title("Temperature	converter")

frame	=	Frame()

frame.grid(padx=5,	pady=5)	#	pad	top	and	left	of	frame	5	pixels	before	grid

#	create	and	add	text	labels

label_cel	=	Label(frame,	text="Celsius	temperature:")

label_cel.grid(row=1,	column=1,	sticky=S+E)

label_far	=	Label(frame,	text="Fahrenheit	temperature:")

label_far.grid(row=2,	column=1,	sticky=S+E)

#	create	and	add	space	for	user	entry	of	text

entry_cel	=	Entry(frame,	width=7)

entry_cel.grid(row=1,	column=2)

entry_cel.insert(0,	0)

#	create	and	add	label	for	text	calculation	result

result_far	=	Label(frame)

result_far.grid(row=2,	column=2)

#	create	and	add	'recalculate'	button

btn_recalc	=	Button(frame,	text="Recalculate",	command=recalc)

btn_recalc.grid(row=1,	column=3,	rowspan=2)

recalc()	#	fill	in	first	default	temperature	conversion

window.mainloop()	#	start	the	application
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First	we	created	the	function		recalc()	,	which	gets	the	Celsius	temperature	from	the
entry	box,	converts	it	into	Fahrenheit,	and	sets	that	(rounded)	number	as	the	text	of	the
Fahrenheit	temperature	label.	Notice	how	we	used	the		try/except		structure	to	check	if
the	user	entered	something	that	isn't	a	number	so	that	we	can	display	"invalid"	as	the
converted	temperature	instead	of	raising	an	error.

The	uses	of	GUI	widgets	should	all	look	familiar	to	you	now.	We	used	a		grid()		layout
with	the	value		S+E		to	the	sticky	argument	of	our	labels	so	that	they	would	be	right-
aligned.	The	button,	which	is	centered	across	two	rows,	calls	our		recalc()		function	so
that	the	current	Celsius	temperature	is	converted	and	redisplayed	in	the	Fahrenheit	label
each	time	the	button	is	clicked;	the	actual	button	click	by	the	user	is	considered	an
event,	and	by	passing	a	function	name	to	the	command	argument	we	ensure	that	the
button	is	"listening"	for	this	event	so	that	it	can	take	an	action.	We	can	also	call	the
function	ourselves,	which	we	do	before	running	the	program	in	order	to	fill	in	a	default
converted	value	to	our	Fahrenheit	label.

Finally,	we	can	also	use		filedialog		to	allow	the	user	to	open	and	save	files,	much	like
we	did	before	with	EasyGUI.	Although	the		filedialog		module	is	part	of	the		tkinter	
module,	we	must	import	it	separately.

Since	we	aren't	presenting	GUI	elements	one	at	a	time,	however,	file	dialogs	in	Tkinter
will	usually	be	linked	to	other	specific	GUI	widgets	-	for	instance,	having	the	user	click	on
a	button	in	order	to	pop	up	a	file	dialog	box.	Let's	write	a	quick	script	that	uses	an	"Open"
file	dialog	to	let	the	user	select	either	a	".PY"	file	or	a	".TXT"	file	and	then	displays	the	full
name	of	that	file	back	in	a	label:
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from	tkinter	import	*

from	tkinter	import	filedialog

window	=	Tk()

frame	=	Frame()

frame.pack()

def	open_file():	#	ask	user	to	choose	a	file	and	update	label

				type_list	=	[("Python	scripts",	"*.py"),	("Text	files",	"*.txt")]

				file_name	=	filedialog.askopenfilename(filetypes=type_list)

				label_file.config(text=file_name)

#	blank	label	to	hold	name	of	chosen	file

label_file	=	Label(frame)

label_file.pack()

#	button	to	click	on	for	'Open'	file	dialog

button_open	=	Button(frame,	text="Choose	a	file...",	command=open_file)

button_open.pack()

window.mainloop()	#	start	the	application

Clicking	the	button	will	cause	our	function		open_file()		to	run,	which	opens	a	file	dialog
using		filedialog.askopenfilename()	.

We	passed		type_list		into	the	argument		filetypes		of	the
	filedialog.askopenfilename()		function	in	order	to	provide	a	list	of	the	different	types	of
files	that	we	want	the	user	to	be	able	to	choose;	these	are	provided	as	a	list	of	tuples,
where	the	first	item	in	each	tuple	is	a	description	of	the	file	type	and	the	second	item	in
each	tuple	is	the	actual	file	extension.

Just	like	with	EasyGUI,	the		filedialog.askopenfilename()		function	returns	the	full	name
of	the	file,	which	we	can	then	set	equal	to	our	string		file_name		and	pass	into	our	label.
If	the	user	hit	the	"Cancel"	button	instead,	the	function	returns		None		and	our	label
becomes	blank.
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Likewise,	there	is	a		filedialog.asksaveasfilename()		function	that	takes	the	same
arguments	as		filedialog.askopenfilename()		and	works	analogously	to	the
	filesavebox()		of	EasyGUI.	We	can	also	pass	a	default	extension	type	to
	asksaveasfilename()		in	order	to	append	a	file	extension	onto	the	name	of	the	provided
file	if	the	user	didn't	happen	to	provide	one	(although	some	operating	systems	might
ignore	this	argument):

from	tkinter	import	*

from	tkinter	import	filedialog

window	=	Tk()

frame	=	Frame()

frame.pack()

def	save_file():	#	ask	user	to	choose	a	file	and	update	label

				type_list	=	[("Python	scripts",	"*.py"),	("Text	files",	"*.txt")]

				file_name	=	filedialog.asksaveasfilename(filetypes=type_list,

defaultextension=".py")

				my_text	=	"I	will	save:	"	+	file_name

				label_file.config(text=my_text)

#	blank	label	to	hold	name	of	chosen	file

label_file	=	Label(frame)

label_file.pack()

#	button	to	click	on	for	'Open'	file	dialog

button_open	=	Button(frame,	text="Choose	a	file...",	command=save_file)

button_open.pack()

window.mainloop()	#	start	the	application

Above,	I	navigated	to	the	folder	"C:/Python27/"	and	told	the	application	to	save	the	file
myScript	without	typing	out	any	file	extension,	but	because	we	provided
	defaultextension=".py"		as	an	argument	to		asksaveasfilename()	,	this	ending	was
automatically	added	to	the	name	of	the	file.
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As	mentioned	at	the	start	of	this	section,	Tkinter	is	a	popular	choice	for	GUI	application
development,	and	this	introduction	has	only	covered	the	most	basic	use	cases.	There
are	a	number	of	other	choices	available,	some	of	which	offer	additional	flexibility	and
more	complicated	functionality	-	although	usually	at	the	cost	of	the	extra	time	it	takes	to
develop	such	detailed	and	complex	applications.	Once	you	feel	that	you	need	something
more	customizable	than	Tkinter,	wxPython	is	a	good	choice	for	a	next	step.	PyQt	and
PyGtk	are	two	of	the	other	most	popular	and	widely	used	GUI	toolkits	for	Python.

Review	exercises:

1.	 Recreate	the	various	windows	pictured	and	described	in	this	section,	complete	with
all	the	same	GUI	widgets	and	any	necessary	interaction,	by	writing	your	own	scripts
without	referring	to	the	provided	code

2.	 Using		grid()		to	organize	your	widgets	horizontally,	create	a	button	that,	when
clicked,	takes	on	the	value	entered	into	an	entry	box	to	its	right
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Final	Thoughts
Congratulations!	You've	made	it	to	the	beginning.	You	already	know	enough	to	do	a	lot
of	amazing	things	with	Python,	but	now	the	real	fun	starts:	it's	time	to	explore	on	your
own!

The	best	way	to	learn	is	by	solving	real	problems	of	your	own.	Sure,	your	code	might	not
be	very	pretty	or	efficient	when	you're	just	starting	out,	but	it	will	be	useful.	If	you	don't
think	you	have	any	problems	of	the	variety	that	Python	could	solve,	pick	a	popular
module	that	interests	you	and	create	your	own	project	around	it.

Part	of	what	makes	Python	so	great	is	the	community.	Know	someone	learning	Python?
Help	them	out!	The	only	way	to	know	you've	really	mastered	a	concept	is	when	you	can
explain	it	to	someone	else.

If	you're	interested	in	web	development,	consider	diving	into	the	more	advanced	Real
Python	courses,	Web	Development	with	Python	and	Advanced	Web	Development	with
Django.

When	you	feel	ready,	consider	helping	out	with	an	open-source	project	on	GitHub.	If
puzzles	are	more	your	style,	try	working	through	some	of	the	mathematical	challenges
on	Project	Euler	or	the	series	of	riddles	at	Python	Challenge.	You	can	also	sign	up	for
Udacity's	free	CS101	course	to	learn	how	to	build	a	basic	search	engine	using	Python	-
although	you	know	most	of	the	Python	concepts	covered	there	already!

If	you	get	stuck	somewhere	along	the	way,	I	guarantee	that	someone	else	has
encountered	(and	potentially	solved)	the	exact	same	problem	before;	search	around	for
answers,	particularly	at	Stack	Overflow,	or	find	a	community	of	Pythonistas	willing	to
help	you	out.

If	all	else	fails,		import	this		and	take	a	moment	to	meditate	on	that	which	is	Python.
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Appendix	A:	Installing	Python
Let's	get	Python	3.5	installed!
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Check	Current	Version

Mac	and	Linux

All	Mac	OS	X	versions	since	10.4	and	most	Linux	distributions	come	pre-installed	with
the	latest	version	of	Python	2.7.x.	You	can	view	the	version	by	opening	the	terminal	and
typing		python		to	enter	the	Python	interpreter.	The	output	will	look	something	like	this:

$	python

Python	3.5.1	(v3.5.1:37a07cee5969,	Dec		5	2015,	21:12:44)

[GCC	4.2.1	(Apple	Inc.	build	5666)	(dot	3)]	on	darwin

Type	"help",	"copyright",	"credits"	or	"license"	for	more	information.

>>>

NOTE:	If	you	have	a	version	older	than	3.5,	please	download	the	latest	version
below.
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Install	Python
Choose	your	Operating	system.

Mac

You	need	a	Python	version	3.5+.	So,	if	you	need	to	download	a	new	version,	download
the	latest	installer	for	version	3.5.1.

Once	downloaded,	double-click	the	file	to	install.

Linux

If	you	are	using	Ubuntu,	Linux	Mint,	or	another	Debian-based	system,	enter	the	following
command	in	your	terminal	to	install	Python:

$	sudo	apt-get	install	python3.5

Or	you	can	download	the	tarball	directly	from	the	official	Python	website.	Once
downloaded,	run	the	following	commands:

$	tar	-zxvf	[mytarball.tar.gz]

$	./configure

$	make

$	sudo	make	install

NOTE:	If	you	have	problems	or	have	a	different	Linux	distribution,	you	can	always
use	your	package	manager	or	just	do	a	Google	search	for	how	to	install	Python	on
your	particular	Linux	distribution.

Windows

Download

Start	by	downloading	Python	3.5.1	from	the	official	Python	website.	The	Windows
version	is	distributed	as	a	MSI	package.	Once	downloaded,	double-click	to	start	the
installer.	Follow	the	installer	instructions	to	completion.	By	default	this	will	install	Python
to		C:\Python35	.
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NOTE:	You	may	need	to	be	logged	in	as	the	administrator	to	run	the	install.

Test

To	test	this	install	open	your	command	prompt,	which	should	open	to	the	C:prompt,
	C:/>	,	then	type:

\Python35\python.exe

And	press	enter.	You	should	see	something	like:

Python	3.5.1	(v3.5.1:37a07cee5969,	...)	on	win32

Type	"help",	"copyright",	"credits"	or	"license"	for	more	information.

>>>

Yay!	You	just	started	Python!

NOTE:	The		>>>		indicates	that	you	are	at	the	Python	interpreter	(or	prompt)
where	you	can	run	Python	code	interactively.

To	exit	the	Python	prompt,	type:

exit()

Then	press	Enter.	This	will	take	you	back	to	the	C:prompt.

Path

You	also	need	to	add	Python	to	your	PATH	environmental	variables,	so	when	you	want
to	run	a	Python	script,	you	do	not	have	to	type	the	full	path	each	and	every	time,	as	this
is	quite	tedious.	In	other	words,	after	adding	Python	to	the	PATH,	we	will	be	able	to
simply	type		python		in	the	command	prompt	rather	than		\Python35\python.exe	.

Since	you	downloaded	Python	version	3.5.1,	you	need	to	add	the	add	the	following
directories	to	your	PATH:

	C:\Python35\	

	C:\Python35\Scripts\	

	C:\PYTHON35\DLLs\	

	C:\PYTHON35\LIB\	

Open	your	power	shell	and	run	the	following	statement:
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[Environment]::SetEnvironmentVariable("Path",

				"$env:Path;C:\Python35\;C:\Python35\Scripts\;

				C:\PYTHON35\DLLs\;C:\PYTHON35\LIB\;",	"User")

That's	it.

Video

Watch	the	video	here	for	assistance.	Note:	Even	though	this	is	an	older	version	of
Python	the	steps	are	the	same.
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Verify	Install
Test	this	new	install	by	opening	a	new	terminal,	then	type		python	.	You	should	see	the
same	output	as	before	except	the	version	number	should	now	be	3.5.1	(or	whatever	the
latest	version	of	Python	is):

$	python

Python	3.5.1	(v3.5.1:37a07cee5969,	Dec		5	2015,	21:12:44)

[GCC	4.2.1	(Apple	Inc.	build	5666)	(dot	3)]	on	darwin

Type	"help",	"copyright",	"credits"	or	"license"	for	more	information.

>>>

NOTE:	You	may	need	to	run		python3		instead	of		python		if	you	have	multiple
versions	of	Python	installed.

Congrats!	You	have	Python	installed	and	configured.
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Appendix	B:	Regular	Expressions
A	regular	expression	(also	known	as	regex,	regexp,	or	RE)	is	a	powerful	tool	used	for
quickly	finding	and	extracting	patterns	in	text.	Regular	expressions	are	not	particular	to
Python;	they	are	a	general	programming	concept	that	can	be	used	with	a	wide	variety	of
programming	languages.	They	use	a	language	all	of	their	own	that	is	notoriously	difficult
to	learn	but	incredibly	useful.	Once	mastered,	you	can	find	complex	patterns	within	text
in	very	compact	syntax.
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Basic	Syntax
The	basic	idea	behind	regular	expressions	is	to	combine	ordinary	text	with	a	number	of
different	"special"	characters	that	are	interpreted	as	ways	to	signify	different	types	of
patterns.	For	instance,	the	asterisk	character,		*	,	stands	for	"zero	or	more"	of	whatever
came	just	before	the	asterisk.	Let's	look	at	some	basic	examples	of	using	such	patterns
to	define	regular	expressions	(left	column)	and	then	the	subsequent	strings	that	those
expressions	match	(right	column):

Expression Description Example	Match(es)

a matches	the	character	"a" a

happy matches	the	entire	word	"happy" happy

h.ppy "."	matches	any	single	character happy,	hippy

ha*ppy "*"	matches	zero	or	more	of	"a" hppy,	happy,	haaappy

us|them "|"	matches	"us"	or	"them"	using	OR us,	them

SEE	ALSO:	Check	out	the	official	Python	docs	for	all	the	special	characters	or
PyRegex	for	a	compact	version.

The		*		special	character	works	similarly	to	using	a	wildcard	in	file	searching.	The		|	
special	character	works	the	same	way	as	saying		or		in	Python.	You	can	also	use
parentheses	to	give	precedence	to	certain	patterns.	What	do	you	think		the(ir|re|y're)	
will	match?	Answer
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When	Should	You	Use	Regular
Expressions?
Rule	of	thumb:	Unless	you	absolutely	need	to	use	regular	expressions,	stick	with
Python's	basic	string-matching	methods	-	like		find()		and		replace()	.	They	are	much
easier	to	understand.	In	other	words,	take	a	lazy	approach	and	start	with	built-in
functions;	if	the	code	starts	becoming	overly	complex,	switch	to	regular	expressions.	But
what	does	"overly	complex"	mean?

Well,	let's	start	at	the	opposite	extreme:	simple.	When	you	can	implement	all	of	your
search	logic	in	a	single	predicate,	you	should	use	the	basic	Python	functions.

For	example:

>>>	str	=	'Explicit	is	always	better	than	implicit.'

>>>	print(str.replace('always',	'much'))

Explicit	is	much	better	than	implicit.

In	the	above	case	we	know	exactly	what	we're	looking	for.	But	what	happens	if	we	don't?
What	about	a	10-digit	phone	number?	In	that	case,	we	only	know	that	the	pattern	is	a
series	of	integers	with	10	digits	(that	may	or	may	not	be	broken	up	by	dashes	or	some
other	characters).

>>>	str	=	"Jack's	phone	number	is	415-690-4993"

>>>	print(str.replace('-',	''))

Jack's	phone	number	is	4156904993

Here	we	can	still	use		replace()		since	we	are	working	with	just	a	single	phone	number.
Let's	say	you	have	a		list		of	phone	numbers	that	need	to	be	standardized	into	the
format		XXX-XXX-XXXX	:

phone_list	=	[

				"555-555-5555","555	555	5555","555.555.5555",

				"555.555.5555","555.555-5555","555/555/5555"

]
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It's	safe	to	say	that	if	you	used		find()		and/or		replace()	,	you'd	have	a	number	of
conditional	statements	and	a	loop,	making	the	solution	significantly	more	complex,
spanning	beyond	a	single	predicate.

However,	if	we	use	regex,	the	solution	is	much	simpler:

>>>	import	re

>>>

>>>	phone_list	=	[

...					"555-555-5555","555	555	5555","555.555.5555",

...					"555.555.5555","555.555-5555","555/555/5555"

...	]

>>>	pattern	=	r'\D'

>>>	for	phone	in	phone_list:

...					phone_num	=	re.sub(pattern,	"-",	phone)

...					print	"Phone	Num:	",	phone_num

...

Phone	Num:		555-555-5555

Phone	Num:		555-555-5555

Phone	Num:		555-555-5555

Phone	Num:		555-555-5555

Phone	Num:		555-555-5555

Phone	Num:		555-555-5555

>>>

Here,	we	used	the		re.sub()		function	to	match	all	non-digits	(	r'\D'	)	-	e.g.,	periods,
forward-slashes,	and	spaces	-	and	then	replace	(or	substitute)	them	with		"-"	.	This	is	a
commonly	used	function,	so	make	sure	you	understand	it.

Although	these	are	still	just	basic	examples,	you	should	understand	what	a	regular
expression	is	and	how	to	use	them.	Used	correctly,	in	the	right	situation,	you	can	save
much	time	when	having	to	find	and	parse	a	string.

Before	moving	on,	make	sure	you	understand	the	examples,	as	well	the	the	meaning	of
the	special	characters	along	with	how	they	are	used	in	your	regular	expressions	from
this	lesson.	Especially	take	note	of	when	you	should	and	shouldn't	use	regular
expressions,	and	remember	that	regular	expressions	can	become	complex	as	well,
especially	when	used	incorrectly.	If	you	find	yourself	writing	complex	expressions,	you
may	need	to	test	the	waters	with		find()		and		replace()	.

Another	good	rule	of	thumb	for	deciding	when	to	use	regular	expressions	rather	than
	find()		and		replace()		would	be	when	regex:

1.	 is	easier	to	understand;
2.	 expresses	a	clear,	concise	intent;	and
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3.	 is	much	shorter	add	easier	to	change/adapt.

SEE	ALSO:	If	you	still	have	questions	over	whether	to	use	regex	or	the	regular
string	methods,	follow	the	Zen	of	Python:		import	this	.
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Functions

	re.match()		and		re.search()	

Used	for	finding	text,	the		re.match()		and		re.search()		functions	are	two	of	the	most
widely	used	methods	in	the		re		module.

1.	 	re.match(pattern,	string)		searches	for	a	match	only	at	the	beginning	of	a	string.
2.	 	re.search(pattern,	string)		searches	for	a	match	anywhere	in	the	string.

Before	looking	at	an	example,	we'll	be	using		group()		to	further	isolate	portions	of	the
matching	text.	You	specify	groups	with	parenthesis	within	the	expression.

Example	1

>>>	import	re

>>>	text	=	"easier	said	than	done"

>>>

>>>	#	re.match

>>>

>>>	find_match	=	re.match(r'done',	text)

>>>	if	find_match:

...					print("Found:	{}".format((find_match).group()))

...	else:

...					print("Not	found.")

...

Not	found

>>>

>>>	#re.search

>>>

>>>	find_match	=	re.search(r'done',	text)

>>>	if	find_match:

...					print("Found:	{}".format((find_match).group()))

...	else:

...					print("Not	found.")

...

Found:	done

NOTE:	You	could	also	use	the	expression		r'\ds[a-z]*'		to	grab	the	word	"done"
(and	some	other	possibilities)	using	the		search()		function.	Try	this	out.	Can	you
find	other	special	characters	which	can	be	used	to	match	the	word	"done"?
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Example	2

import	re

text	=	"My	name	is	Inigo"

#	re.match(pattern,	string,	flags=0)

m	=	re.match(r'(.*)	name	(.s)	.*',	text)

if	m:

			print("group(0):",	m.group(0))

			print("group(1):",	m.group(1))

			print("group(2):",	m.group(2))

else:

			print("Sorry.	No	match!!")

Results:

group():	My	name	is	Inigo

group(1):	My

group(2):	is

What's	happening	here?

First,	break	down	the	regular	expression:

1.	 	.*		-	Matches	zero	or	more	of	any	character
2.	 	name		-	Matches	the	entire	word	"name"
3.	 	.s		-	Matches	any	single	character	and	then	the	character	"s".

As	for	the	groups:

Group	0	defines	the	string	matched	from	the	entire	regular	expression,	while	Group	1
and	2	represent	sub-groups	(defined	by	anything	put	into	parentheses).

Try	changing	the	groups	-	i.e.,		r'(.*)	name	.s	(.*)'		to	see	how	it	affects	the	output.

Example	3

You	can	also	define	group	names,	which	just	makes	the	groups	easier	to	read.
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import	re

string	=	"Inigo	Montoya"

#	re.match(pattern,	string,	flags=0)

m	=	re.match(r"(?P<first>\w+)\W+(?P<last>\w+)",	string)

if	m:

			print("group(0):",	m.group(0))

			print("group(1):",	m.group(1))

			print("group(2):",	m.group(2))

			print("")

			print('group("first")	:	',	m.group("first"))

			print('group("last")	:	',	m.group("last"))

else:

			print("Sorry.	No	match!!")

Break	down	the	regex	on	your	own.	What	does	each	group	match?	What	does	each
special	character	do?	How	about	the	group	definitions?	Do	they	make	sense	to	you?

Like	the	previous	example,	group	0	defines	the	string	matched	from	the	entire	regular
expression,	while	Group	1	and	2	still	represent	the	sub-groups.	Since	we	also	added	in
named	groups	using		(?P<name>...)	,	we	can	also	represent	the	substrings	with	"first"
and	"last".

Practice

Would	you	use		re.match()		or		re.search()		to	get	the	word	"said"	from		text	=	"easier
said	than	done"	?	Not	sure?	Test	it	out	both	ways,	using	regex	and	avoiding	it.	How
about	getting	an	unknown	number	out	of	a	string	of	text?

	re.sub()	

Again,		re.sub()		is	used	for	searching	and	replacing	text:		re.sub(pattern,	replacement,
string,	max=0)	.	This	function	replaces	all	occurrences	of	a	specific	pattern	unless	a
positive		max		is	provided.

Example
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>>>	import	re

>>>

>>>	text	=	"Real	Python	teaches	programming	and	web	development	through	hands-on,	interesting	examples."

>>>	pattern	=	re.sub("hands-on",	"practical",	text,	0)		#	no	max;	replace	all

>>>	print(pattern)

Real	Python	teaches	programming	and	web	development	through	practical,	interesting	examples.

Practice

Type	the	following	into	your	shell:

>>>	import	re

>>>	text	=	"Avoid	having	single	statements	on	a	single	line"

Add	a	variable	called		pattern		that	uses	the		re.sub()		function	to	change	the	output	to:
"Avoid	having	multiple	statements	on	a	single	line".	Stuck?	Use	those	information
retrieval	skills.	Find	the	answer	on	your	own	with	a	little	help	from	Google,	Stack
Overflow,	the	Python	documentation,	and	so	forth.
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More	Practice

Problem	1

import	re

validation	=	re.compile(r'[A-Za-zs.]')

name	=	raw_input("Please	enter	your	name:	")

while	not	validation.search(name):

				print	"Please	enter	your	name	correctly!"

				name	=	raw_input("Please	enter	your	name:	")

print("\nYour	name	is	{}!".format(name))

1.	 Read	about	the		re.compile		function	from	the	official	Python	documentation.	In	your
own	words,	describe	how	to	use	it	and	why	you'd	want	to.

2.	 Next,	run	the	program	a	few	times,	testing	inputs	that	validate	and	don't	validate.
3.	 Finally,	refactor	the	program	to	ensure	that	the	input	is	an	email	address:	test	for	the

existence	of	alphanumeric	text,	followed	by	the	"@"	symbol,	another	string,	a
period,	and	finally	the	ending	"com".

4.	 Bonus:	Allow	for	other	domains	-	i.e.,	com,	org,	edu	or	net.

Problem	2

Open	the	phone_list.py	file	from	the	exercises	folder,	which	contains	a	list	of	dictionaries:

data	=	[

				{'name':	'Debra	Hardy',	'phone':	'(140)	732-2619'},

				{'name':	'Claudia	Baker',	'phone':	'(833)	362-0448'},

				{'name':	'Justin	Lara',	'phone':	'(609)	832-1565'},

				{'name':	'Judah	Battle',	'phone':	'(199)	834-7433'},

				{'name':	'Florence	Nielsen',	'phone':	'(769)	666-4576'},

				{'name':	'Orlando	Kirby',	'phone':	'(618)	110-3675'},

				{'name':	'Tucker	Webb',	'phone':	'(990)	295-9494'},

				{'name':	'Abel	Jacobs',	'phone':	'(840)	537-3516'},

				{'name':	'Ann	Crane',	'phone':	'(345)	876-2223'},

				...

]
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Write	a	Python	script	called	phone-book-fun.py	to	find	all	the	people	with	the	last	name
"Hardy"	or	a	first	name	starting	with	the	letter	J.	Output	their	first	names,	last	names,	and
phone	numbers.
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Assignment:	Data	cleaning	with	regular
expressions
Your	assignment	is	simple:	with	Sublime	Text	(or	your	favorite	text	editor	that	supports
regular	expression),	use	the	Find	and	Replace	tools	along	with	regular	expressions	to
turn	_sloppy_data.tsv	into	_clean_data.tsv.

NOTE	The	answers	will	be	displayed	in	Sublime	Text.	If	you	are	moving	on	to	the
next	courses,	you	will	need	to	use	Sublime	Text	or	something	similar,	so	it's	a
good	idea	to	download	it	now.	There	are	other	text	editors	that	support	regular
expressions	such	as	TextWrangler	for	Mac	and	Notepad++	for	Windows.

sloppy_data.tsv	is	essentially	just	a	tab-separated	value	(TSV)	file	that	includes
unnecessary	blank	lines	and	spaces.	Right	now,	it's	difficult	to	open	correctly	in	older
versions	of	Microsoft	Excel.	Although	there	are	only	twenty	rows,	which	wouldn't	take	too
long	to	correct	by	hand,	pretend	this	has	20,000	rows.	That	would	not	be	fun	to	manually
fix;	instead,	you'd	want	to	automate	it	-	which	is	exactly	why	we're	going	to	use	regular
expressions.	Make	the	following	changes:

Remove:

1.	 Blank	lines
2.	 Spaces	from	the	beginning	of	each	line
3.	 Bracketed	numbers	(e.g.,		[1]	)
4.	 The	first	column	of	numbers
5.	 	Inc.	,		,	Inc.	,		Inc	,	and		Incorporated	
6.	 Space	between	the	area	code,		(XXX)	,	and	the	phone	number,		XXX-XXXX	

Before	jumping	into	the	assignment,	let's	take	a	look	at	a	quick	example.	Open	your	text
editor	and	add	"N.Y.C"	to	a	blank	file.	Now,	using	regular	expressions,	replace	"N.Y.C"
with	"NYC".

To	do	this	in	Sublime	text,	click	Find	then	Replace.	Enter	the	regular	expression		\.	
into	the	Find	field.	Then	leave	the	Replace	field	blank.	This	will	replace	periods	with
nothing,	which	is	what	we	want.	Before	you	click	replace,	activate	regex	search:
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Now	simply	click	replace	all.	You	should	now	see	"NYC".	Do	you	know	why	we	had	to
use		\.		instead	of	just		.	?	A		.		is	already	a	special	character	in	regex,	so	we	need	to
escape	it	using	a	backslash.	Adding	the	backslash	character	right	before	the	period
made	regex	interpret	it	as	an	actual	period	instead	of	a	special	character	itself.

Okay,	have	a	go	at	the	assignment.	If	you	need	help	with	the	regular	expression,	check
out	the	regex_answers.txt	file.
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Assignment:	Reviewing	regular	expressions
1.	 Copy	the	code	below	and	save	it	as	regex_review.py.
2.	 Run	the	file.	All		print		statements	return		False	.
3.	 Modify	the	variables	so	that	all	of	the		print		statements	return		True	.

zero	=	"Real	Ruby"

one	=	"5/25/14"

two	=	"A99	9AA"

three	=	r''

four	=	"6.76"

five	=	["happy","birthday"]

six	=	r'\.(doc)$'

seven	=	"My	email	is	michael@mherman.org"

#	DO	NOT	CHANGE	ANYTHING	BELOW	THIS	LINE	#

#	--------------------------------------	#

print("zero:		{}".format(zero	==	re.search(r'[P].*',	"This	is	Real	Python").group()))

print("one:			{}".format(one	==	re.search(r'\d{1,2}\/\d{1,2}\/\d{4}',	"5/25/2014").)group())

print("two:			{}".format(two	==	re.match()

				r'[A-Z]([A-Z](\d{1,2}|\d[A-Z])|\d{1,2})\s\d[A-Z]{2}',

				"A88	8AA",

				re.VERBOSE

).group())

print("three:	{}".format(bool(re.search(three,	"B4c	r79").group())))

print("four:		{}".format(bool(re.search(r'\$[0-5]\.\d\d',	four))))

print("five:		{}".format(bool(re.search(r'\ha{4,10}ppy\b',	five[0]))))

files	=	['test.doc',	'test.odt',	'test.ddt',	'doc',	'testodt',	'test.doc']

matched_files	=	[file	for	file	in	files	if	re.search(six,	file)]

print("six:			{}".format(len(matched_files)	==	3))

email_regex	=	r'\w+@\w+\.(com|org|edu|net)'

text	=	"My	email	is	michael@mherman.org"

redacted_text	=	re.sub(email_regex,	'(email	redacted)',	text)

print("seven:	{}".format(seven	==	redacted_text))

For	more	examples	and	documentation,	check	out	Python	Module	of	the	Week's	post	on
regular	expressions.
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Appendix	C:	Primer	on	Object-Oriented
Programming
Up	until	now,	we	have	structured	our	programs	around	functions	utilizing	an	approach	to
programming	called	procedural	programming.	This	approach	is	like	a	recipe	in	that	it
provides	a	set	of	steps,	in	the	form	of	functions	and	code	blocks,	which	flow	sequentially
in	order	to	complete	a	task.

The	other	major	paradigm	is	objected-oriented	programming	which	provides	a	means	of
structuring	programs	so	that	properties	and	behaviors	are	bundled	into	individual
objects.	For	instance,	an	object	could	represent	a	person	with	a	name	property,	age,
address,	etc.,	with	behaviors	like	walking,	talking,	breathing,	and	running.	Or	an	email
with	properties	like	recipient	list,	subject,	body,	etc.,	and	behaviors	like	adding
attachments	and	sending.	Put	another	way,	object-oriented	programming	is	an	approach
for	modeling	concrete,	real-world	things	like	cars	as	well	as	relations	between	things	like
companies	and	employees,	students	and	teachers,	etc.

The	key	takeaway	is	that	objects	are	at	the	center	of	the	object-oriented	programming
paradigm,	not	only	representing	the	data,	as	in	procedural	programming,	but	in	the
overall	structure	of	the	program	as	well.

NOTE:	Since	Python	is	a	multi-paradigm	programming	language,	you	can	choose
the	paradigm	that	best	suits	the	problem	at	hand,	mix	different	paradigms	in	one
program,	and/or	switch	from	one	paradigm	to	another	as	your	program	evolves.
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Classes
Focusing	first	on	the	data,	each	thing	or	object	is	an	instance	of	some	class.

The	primitive	data	structures	like	numbers,	strings,	and	lists	are	designed	to	represent
simple	things	like	the	cost	of	something,	the	name	of	a	poem,	and	your	favorite	colors,
respectively.	They've	worked	well	up	until	this	point.

What	if	you	wanted	to	represent	something	much	more	complicated?	For	example,	let's
say	you	wanted	to	track	a	number	of	different	animals.	If	you	used	a	list,	the	first	element
could	be	the	animal's	name	while	the	second	element	could	represent	its	age.	How
would	you	know	which	element	is	supposed	to	be	which?	What	if	you	had	100	different
animals?	Are	you	certain	each	animal	has	both	a	name	and	an	age,	and	so	forth?	What
if	you	wanted	to	add	other	properties	to	these	animals?	This	lacks	organization,	and	it's
the	exact	need	for	classes.

Classes	are	used	to	create	new	user-defined	data	structures	that	contain	arbitrary
information	about	something.	In	the	case	of	an	animal,	we	could	create	an		Animal()	
class	to	track	properties	about	the	Animal	like	the	name	and	age.

It's	important	to	note	that	a	class	just	provides	structure	-	it's	a	blueprint	for	how
something	should	be	defined,	but	it	doesn't	actually	provide	any	real	content	itself.	The
	Animal()		class	may	specify	that	the	name	and	age	are	necessary	for	defining	an
animal,	but	it	will	not	actually	state	what	a	specific	animal's	name	or	age	is.

It	may	help	to	think	of	a	class	as	an	idea	for	how	something	should	be	defined.
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Instances
While	the	class	is	the	blueprint,	an	instance	is	a	copy	of	the	class	with	actual	values,
literally	an	object	belonging	to	a	specific	class.	It's	not	an	idea	anymore;	it's	an	actual
animal,	like	a	dog	named	Roger	who's	eight	years	old.

Put	another	way,	a	class	is	like	a	form	or	questionnaire.	It	defines	the	needed
information.	After	you	fill	out	the	form,	your	specific	copy	is	an	instance	of	the	class;	it
contains	actual	information	relevant	to	you.	You	can	fill	out	multiple	copies	to	create
many	different	instances,	but	without	the	form	as	a	guide,	you	would	be	lost,	not	knowing
what	information	is	required.	Thus,	before	you	can	create	individual	instances	of	an
object,	we	must	first	specify	what	is	needed	by	defining	a	class.
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Define	a	Class
Defining	a	class	is	simple:

class	Dog(object):

				pass

You	start	with	the		class		keyword	to	indicate	that	you	are	creating	a	class,	then	you	add
the	name	of	the	class	(using	CamelCase	notation,	starting	with	a	capital	letter),	and
finally	add	the	class	that	the	you	are	inheriting	from	in	parentheses	(more	on	this	below).
As	well,	we	used	the	key	word		pass	.	This	is	very	often	used	as	a	place	holder	where
code	will	eventually	go.	It	allows	us	to	run	this	code	without	throwing	an	error.

Instance	Attributes

All	classes	create	objects,	and	all	objects	contain	characteristics	called	attributes
(referred	to	as	properties	in	the	opening	paragraph).	Use	the		__init__()		method	to
initialize	(e.g.,	specify)	an	object's	initial	attributes	by	giving	them	their	default	value	(or
state).	This	method	must	have	at	least	one	argument	as	well	as	the		self		variable,
which	refers	to	the	object	itself	(e.g.,	Dog).

class	Dog(object):

				#	Initializer	/	Instance	Attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

In	the	case	of	our		Dog()		class,	each	dog	has	a	specific	name	and	age,	which	is
obviously	important	to	know	for	when	you	start	actually	creating	different	dogs.
Remember:	the	class	is	just	for	defining	the	Dog,	not	actually	creating	instances	of
individual	dogs	with	specific	names	and	ages;	we'll	get	to	that	shortly.

Similarly,	the		self		variable	is	also	an	instance	of	the	class.	Since	instances	of	a	class
have	varying	values	we	could	state		Dog.name	=	name		rather	than		self.name	=	name	.	But
since	not	all	dogs	share	the	same	name,	we	need	to	be	able	to	assign	different	values	to
different	instances.	Hence	the	need	for	the	special		self		variable,	which	will	help	to
keep	track	of	individual	instances	of	each	class.
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NOTE:	You	will	never	have	to	call	the		__init__()		method;	it	gets	called
automatically	when	you	create	a	new	'Dog'	instance.

Class	Attributes

While	instance	attributes	are	specific	to	each	object,	class	attributes	are	the	same	for	all
instances	-	which	in	this	case	is	all	dogs.

class	Dog(object):

				#	Class	Attribute

				species	=	'mammal'

				#	Initializer	/	Instance	Attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

So	while	each	dog	has	a	unique	name	and	age,	every	dog	will	be	a	mammal.

Let's	create	some	dogs...
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Instantiating
Instantiating	is	a	fancy	term	for	creating	a	new,	unique	instance	of	a	class.

For	example:

>>>	class	Dog(object):

...					pass

...

>>>	Dog()

<__main__.Dog	object	at	0x1004ccc50>

>>>	Dog()

<__main__.Dog	object	at	0x1004ccc90>

>>>	a	=	Dog()

>>>	b	=	Dog()

>>>	a	==	b

False

>>>

We	started	by	defining	a	new		Dog()		class,	then	created	two	new	dogs,	each	assigned
to	different	objects.	So,	to	create	an	instance	of	a	class,	you	use	the	the	class	name,
followed	by	parentheses.	Then	to	demonstrate	that	each	instance	is	actually	different,
we	instantiated	two	more	dogs,	assigning	each	to	a	variable,	then	tested	if	those
variables	are	equal.

What	do	you	think	the	type	of	a	class	instance	is?

>>>	class	Dog(object):

...					pass

...

>>>	a	=	Dog()

>>>	type(a)

<type	'instance'>

>>>

Let's	look	at	a	slightly	more	complex	example...
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class	Dog(object):

				#	Class	Attribute

				species	=	'mammal'

				#	Initializer	/	Instance	Attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

#	Instantiate	the	Dog	object

philo	=	Dog("Philo",	5)

mikey	=	Dog("Mikey",	6)

#	Access	the	instance	attributes

print("{}	is	{}	and	{}	is	{}.".format(

				philo.name,	philo.age,	mikey.name,	mikey.age))

#	Is	Philo	a	mammal?

if	philo.species	==	"mammal":

				print("{0}	is	a	{1}!".format(philo.name,	philo.species))

NOTE:	Notice	how	we	use	dot	notation	to	access	attributes	from	each	object.

Save	this	as	dog_class.py,	then	run	the	program.	You	should	see:

Philo	is	5	and	Mikey	is	6.

Philo	is	a	mammal!

What's	going	on?

We	created	a	new	instance	of	the		Dog()		class	and	assigned	it	to	the	variable		philo	.
We	then	passed	it	two	arguments,		"Philo"		and		5	,	which	represent	that	dog's	name
and	age,	respectively.	These	attributes	are	passed	to	the		__init__		method,	which	gets
called	any	time	you	create	a	new	instance,	attaching	the	name	and	age	to	the	object.
You	might	be	wondering	why	we	didn't	have	to	pass	in	the		self		argument.	This	is
Python	magic;	when	you	create	a	new	instance	of	the	class,	Python	automatically
determines	what		self		is	(a	Dog	in	this	case)	and	passes	it	to	the		__init__		method.

Review	exercises:
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1.	 Using	the	same		Dog()		class,	instantiate	three	new	dogs,	each	with	a	different	age.
Then	write	a	function	called,		get_biggest_number()	,	that	takes	any	number	of	ages
(	*args	)	and	returns	the	oldest	one.	Then	output	the	age	of	the	oldest	dog	like	so:

	The	oldest	dog	is	7	years	old.

Save	this	file	as	oldest_dog.py.
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Instance	Methods
Instance	methods	are	defined	inside	a	class	and	are	used	to	get	the	contents	of	an
instance.	They	can	also	be	used	to	perform	operations	with	the	attributes	of	our	objects.
Like	the		__init__		method,	the	first	argument	is	always		self	:

class	Dog(object):

				#	Class	Attribute

				species	=	'mammal'

				#	Initializer	/	Instance	Attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

				#	instance	method

				def	description(self):

								return	"{}	is	{}	years	old".format(self.name,	self.age)

				#	instance	method

				def	speak(self,	sound):

								return	"{}	says	{}".format(self.name,	sound)

#	Instantiate	the	Dog	object

mikey	=	Dog("Mikey",	6)

#	call	our	instance	methods

print(mikey.description())

print(mikey.speak("Gruff	Gruff"))

Save	this	as	dog_instance_methods.py,	then	run	it:

Mikey	is	6	years	old

Mikey	says	Gruff	Gruff

In	the	latter	method,		speak()	,	we	are	defining	behavior.	What	other	behaviors	could
you	assign	to	a	dog?	Look	back	to	the	beginning	paragraph	to	see	some	example
behaviors	for	other	objects.

Modifying	Attributes

You	can	change	the	value	of	attributes	based	on	some	behavior:
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>>>	class	Email(object):

...					is_sent	=	False

...					def	send_email(self):

...									self.is_sent	=	True

...

>>>	my_email	=	Email()

>>>	my_email.is_sent

False

>>>	my_email.send_email()

>>>	my_email.is_sent

True

>>>

Here,	we	added	a	method	to	send	an	email,	which	updates	the		is_sent		variable	to
	True	.
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Inheritance
Inheritance	is	the	process	by	which	one	class	takes	on	the	attributes	and	methods	of
another.	Newly	formed	classes	are	called	child	classes,	and	the	classes	that	child
classes	are	derived	from	are	called	parent	classes.	It's	important	to	note	that	child
classes	override	or	extend	the	functionality	(e.g.,	attributes	and	behaviors)	of	parent
classes.	In	other	words,	child	classes	inherit	all	of	the	parent's	attributes	and	behaviors
but	can	also	specify	different	behavior	to	follow.	The	most	basic	type	of	class	is	an
	object	,	which	generally	all	other	classes	inherit	as	their	parent.

Dog	Park	Example

Let's	pretend	that	we're	at	a	dog	park.	There	are	multiple	Dog	objects	engaging	in	Dog
behaviors,	each	with	different	attributes.	In	regular-speak	that	means	some	dogs	are
running,	while	some	are	stretching	and	some	are	just	watching	other	dogs.	Furthermore,
each	dog	has	been	named	by	its	owner	and,	since	each	dog	is	living	and	breathing,
each	ages.

What's	another	way	to	differentiate	one	dog	from	another?	How	about	the	dog's	breed:

>>>	class	Dog(object):

...					def	__init__(self,	breed):

...									self.breed	=	breed

...

>>>	spencer	=	Dog("German	Shepard")

>>>	spencer.breed

'German	Shepard'

>>>	sara	=	Dog("Boston	Terrier")

>>>	sara.breed

'Boston	Terrier'

>>>

Each	breed	of	dog	has	slightly	different	behaviors.	To	take	these	into	account,	let's
create	separate	classes	for	each	breed.	These	are	child	classes	of	the	parent	Dog	class.

Child	classes:	Extending	the	functionality	of	the	parent
class

Create	a	new	file	called	dog_inheritance.py:
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#	Parent	class

class	Dog(object):

				#	Class	attribute

				species	=	'mammal'

				#	Initializer	/	Instance	attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

				#	instance	method

				def	description(self):

								return	"{}	is	{}	years	old".format(self.name,	self.age)

				#	instance	method

				def	speak(self,	sound):

								return	"{}	says	{}".format(self.name,	sound)

#	child	class	(inherits	from	Dog	class)

class	RussellTerrier(Dog):

				def	run(self,	speed):

								return	"{}	runs	{}".format(self.name,	speed)

#	child	class	(inherits	from	Dog	class)

class	Bulldog(Dog):

				def	run(self,	speed):

								return	"{}	runs	{}".format(self.name,	speed)

#	child	classes	inherit	attributes	and

#	behaviors	from	the	parent	class

jim	=	Bulldog("Jim",	12)

print	jim.description()

#	child	classes	have	specific	attributes

#	and	behaviors	as	well

print	jim.run("slowly")

Read	the	comments	aloud	as	you	work	through	this	program	to	help	you	understand
what's	happening,	then	before	you	run	the	program,	see	if	you	can	predict	the	expected
output.

You	should	see:
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Jim	is	12	years	old

Jim	runs	slowly

We	haven't	added	any	special	attributes	or	methods	to	differentiate	a		RussellTerrier	
from	a		Bulldog	,	but	since	they're	now	two	different	classes,	we	could	for	instance	give
them	different	class	attributes	defining	their	respective	speeds.

Parent	vs.	Child	Class

The		isinstance()		function	is	used	to	determine	if	an	instance	is	also	an	instance	of	a
certain	parent	class.

Save	this	as	dog_isinstance.py:

#	Parent	class

class	Dog(object):

				#	Class	attribute

				species	=	'mammal'

				#	Initializer	/	Instance	attributes

				def	__init__(self,	name,	age):

								self.name	=	name

								self.age	=	age

				#	instance	method

				def	description(self):

								return	"{}	is	{}	years	old".format(self.name,	self.age)

				#	instance	method

				def	speak(self,	sound):

								return	"{}	says	{}".format(self.name,	sound)

#	child	class	(inherits	from	Dog()	class)

class	RussellTerrier(Dog):

				def	run(self,	speed):

								return	"{}	runs	{}".format(self.name,	speed)

#	child	class	(inherits	from	Dog()	class)

class	Bulldog(Dog):

				def	run(self,	speed):

								return	"{}	runs	{}".format(self.name,	speed)

#	child	classes	inherit	attributes	and
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#	behaviors	from	the	parent	class

jim	=	Bulldog("Jim",	12)

print(jim.description())

#	child	classes	have	specific	attributes

#	and	behaviors	as	well

print(jim.run("slowly"))

#	is	jim	an	instance	of	Dog()?

print(isinstance(jim,	Dog))

#	is	julie	an	instance	of	Dog()?

julie	=	Dog("Julie",	100)

print(isinstance(julie,	Dog))

#	is	johnny	walker	an	instance	of	Bulldog()

johnnywalker	=	RussellTerrier("Johnny	Walker",	4)

print(isinstance(johnnywalker,	Bulldog))

#	is	julie	and	instance	of	jim?

print(isinstance(julie,	jim))

Output:

('Jim',	12)

Jim	runs	slowly

True

True

False

Traceback	(most	recent	call	last):

		File	"dog_isinstance.py",	line	50,	in	<module>

				print	isinstance(julie,	jim)

TypeError:	isinstance()	arg	2	must	be	a	class,	type,	or	tuple	of	classes	and	types

Make	sense?	Both		jim		and		julie		are	instances	of	the		Dog()		class,	while
	johnnywalker		is	not	an	instance	of	the		Bulldog()		class.	Then	as	a	sanity	check,	we
tested	if		julie		is	an	instance	of		jim	,	which	is	impossible	since		jim		is	an		instance	
of	a	class	rather	than	a	class	itself	-	hence	the	reason	for	the		TypeError	.

Child	classes:	Overriding	the	functionality	of	the	parent
class

Remember	that	child	classes	can	also	override	attributes	and	behaviors	from	the	parent
class.	For	examples:
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>>>	class	Dog(object):

...					species	=	'mammal'

...

>>>	class	SomeBreed(Dog):

...					pass

...

>>>	class	SomeOtherBreed(Dog):

...					species	=	'reptile'

...

>>>	frank	=	SomeBreed()

>>>	frank.species

'mammal'

>>>	beans	=	SomeOtherBreed()

>>>	beans.species

'reptile'

>>>

The		SomeBreed()		class	inherits	the		species		from	the	parent	class,	while	the
	SomeOtherBreed()		class	overrides	the		species	,	setting	it	to		reptile	.

Review	exercises:

1.	 Create	a		Pet()		class	that	holds	instances	of	dogs;	this	class	is	completely
separate	from	the		Dog()		class.	In	other	words,	the		Dog()		class	does	not	inherit
from	the		Pet()		class.	Then	assign	three	dog	instances	to	the		Pet()		class.	Start
with	the	following	code	below.	Save	the	file	as	pet_class.py.	Your	output	should	look
like	this:

	I	have	3	dogs.	Tom	is	6.	Mike	is	7.	Larry	is	9.	And	they're	all	mammals,	of	course.

Starter	code:

Real	Python	Part	1:	Introduction	to	Python

275Inheritance



	#	Parent	class

	class	Dog(object):

					#	Class	attribute

					species	=	'mammal'

					#	Initializer	/	Instance	attributes

					def	__init__(self,	name,	age):

									self.name	=	name

									self.age	=	age

					#	instance	method

					def	description(self):

									return	"{}	is	{}	years	old".format(self.name,	self.age)

					#	instance	method

					def	speak(self,	sound):

									return	"{}	says	{}".format(self.name,	sound)

	#	child	class	(inherits	from	Dog()	class)

	class	RussellTerrier(Dog):

					def	run(self,	speed):

									return	"{}	runs	{}".format(self.name,	speed)

	#	child	class	(inherits	from	Dog()	class)

	class	Bulldog(Dog):

					def	run(self,	speed):

									return	"{}	runs	{}".format(self.name,	speed)

2.	 Using	the	same	file,	add	a	class	attribute	of		is_hungry	=	True		to	the		Dog()		class.
Then	add	a	method	called		eat()		which	changes	the	value	of		is_hungry'	to	False`
when	called.	Figure	out	the	best	way	to	feed	each	dog	and	then	output	"My	dogs
are	hungry."	if	all	are	hungry	or	"My	dogs	are	not	hungry."	if	all	are	not	hungry.	The
final	output	should	look	like	this:

	I	have	3	dogs.	Tom	is	6.	Mike	is	7.	Larry	is	9.	And	they're	all	mammals,	of	course.	My	dogs	are	not	hungry.

3.	 Next,	add	a		walk()		method	to	both	the		Pet()		and		Dog()		classes	so	that	when
you	call	the	method	on	the		Pet()		class,	each	dog	instance	assigned	to	the		Pet()	
class	will		walk()	.	Save	this	as	dog_walking.py.	This	is	slightly	more	difficult.	Start
by	implementing	the	method	in	the	same	manner	as	the		speak()		method.	As	for
the	method	in	the		Pet()		class,	you	will	need	to	iterate	through	the	list	of	dogs,	then
call	the	method	itself.	The	output	should	look	like	this:
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	Tom	is	walking!

	Mike	is	walking!

	Larry	is	walking!
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Assignment:	Comprehension	check
Answer	the	following	questions:

1.	 What's	a	class?
2.	 What's	an	instance?
3.	 What's	the	relationship	between	a	class	and	an	instance?
4.	 What's	the	Python	syntax	used	for	defining	a	new	class?
5.	 What's	the	spelling	convention	for	a	class	name?
6.	 How	do	you	instantiate,	or	create	an	instance	of,	a	class?
7.	 How	do	you	access	the	attributes	and	behaviors	of	a	class	instance?
8.	 What's	a	method?
9.	 What's	the	purpose	of		self	?
10.	 What's	the	purpose	of	the		__init__		method?
11.	 Describe	how	inheritance	helps	prevent	code	duplication.
12.	 Can	child	classes	override	properties	of	their	parents?
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Assignment:	Model	a	farm
In	this	assignment,	you'll	create	a	simplified	model	of	a	farm.	As	you	work	through	this
assignment,	keep	in	mind	that	there	are	a	number	of	correct	answers.	The	focus	of	this
assignment	is	less	about	the	Python	class	syntax	and	more	about	software	design	in
general,	which	is	highly	subjective.	That	said,	if	you	still	have	syntax	questions	or	want
more	practice,	you	should	go	through	the	Introduction	to	Classes	track	from
Codecademy	to	further	your	understanding	of	the	Python	class	syntax.

Before	you	write	any	code,	grab	a	pen	and	paper	and	sketch	out	a	model	of	your	farm,
identifying	classes,	attributes,	and	behaviors.	Think	about	inheritance.	How	can	you
prevent	code	duplication?	Take	the	time	to	work	through	as	many	iterations	as	you	feel
are	necessary.

If	you	want,	scan	or	take	a	photo	of	your	model(s)	and	email	them	to	us	at
info@realpython.com	to	get	feedback	on	the	design	and	structure	of	your	program.

The	actual	requirements	are	open	to	interpretation,	but	try	to	adhere	to	these	guidelines:

1.	 You	should	have	at	least	four	classes:	The	parent		Animal()		class,	and	then	at	least
three	child	animal	classes	that	inherit		Animal()	.

2.	 Each	class	should	have	a	few	attributes	and	at	least	one	method,	which	details
some	behavior	as	appropriate	for	either	all	animals	or	a	single	animal	-	i.e.,	walking
or	running,	talking,	sleeping,	etc.

3.	 Keep	it	simple.	Utilize	inheritance.	Make	sure	you	output	details	about	the	animals
and	their	behaviors.

After	you	finish,	compare	your	solution	to	ours.	Find	areas	where	you	could	improve.
Then	wait	a	few	days	and	do	the	problem	over	again...	and	again...	and	again...	Good
luck!
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Assignment:	Github	with	class
Create	a	new	class	called		Github()	,	which	has	two	attributes:

1.	 	username		-	the	Github	username
2.	 	base_url		-	the	base	URL	for	the	Github	API	(https://developer.github.com/v3/)

Make	sure	to	import		urlopen		from	the	appropriate		urllib		library	so	that	you	can	make
the	API	call:

from	urllib.request	import	Request,	urlopen

Finally,	add	two	instance	methods:

1.	 	get_user_info()		-	returns	the	Github	user	info	in	JSON	from
https://api.github.com/users/:USERNAME

2.	 	get_user_repos()		-	returns	the	Github	user	repos	in	JSON	from
https://api.github.com/users/:USERNAME/repos

Make	sure	to	create	at	least	one	instance	and	call	the	methods	to	get	the	user	info	and
repos.
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Conclusion
You	should	now	know	what	classes	are,	why	you	would	want	or	need	to	use	them,	and
how	to	create	both	parent	and	child	classes	to	better	structure	your	programs.	This	is	not
easy	subject	matter,	and	to	be	honest,	most	of	the	programs	that	you	will	build	in	the
next	course	will	utilize	procedural	programming.	The	last	course	focuses	much	more	on
object-oriented	programming,	though.	Fortunately,	you	have	plenty	of	time	to	practice
until	that	point.

Since	the	syntax	isn't	the	most	intuitive,	you	can	get	more	practice	using	classes	in	our
Codecademy	exercise	where	we	have	you	build	different	types	of		Car()		classes	with
various	attributes	and	methods.	For	further	explanation	of	objected-oriented
programming,	please	consult	these	resources:

1.	 Official	Python	documentation
2.	 Dive	into	Python
3.	 Learn	Python	the	Hard	Way
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